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IBM System/360 Modal 20<br>Card Programming Support<br>Report Program Generator

This publication details complete programming specifications for the Model 20 Card Report Program Generator (RPG) -- a problem-oriented programming language.

The reader is assumed to have some understanding of punched-card data processing, but needs no prior experience with programming or electronic data processing methods.
Also included are performance specifications, a
list of machine features and units used by the
program, numerous illustrations, four complete
programming examples, and appendices to amplify
explanations and provide helpful programming hints.


This publication deals with a problemoriented frograrming lanquage--the Repcrt Program Generator (RPG)--which greatly simplifies the programming for implementation of most commercial punched-card data frocessing applications on the IBM System/360 Model 20. The FPG, in conjunction with the IBM System/360 Model 20, provides for combining into an integrated operation, where appropriate, the functicns ferformed sefarately by the following IBM unit record equipment:

```
Reproducing punches
Collators
Printers
Summary punches
Interfreters
Calculators
```

The user is expected to be familiar primarily with his applicaticns and his Mcdel 20, rather than with the technical aspects of machine-oriented prograrring languaats. Experience with unit reccrd or data prccessing systems equipment and procedures will $b \in h \in l p f u l$, but is not a prerequisite to an understanding, or utilization, of FPG.

However, familiarity with the concepts of punched-card records and procedures is assumed: programming by any language and for any data processing system always presupposes problem definition, and can do no more than instruct the system to execute the data processing steps previously planned by the user.

This manual contains the information necessary for programming jobs for the Model 20 with the RPG language for punched cards. It is intended as a reference text. Extensive explanatory and illustrative material, as well as programming tips and technical data, is also included to minimize the need to consult additional sources.

For a list of associated publicaticns and their abstracts, see IBM System $\angle 360$ Model_20_Bibliography (Form a26-3565). Readers without previous data processing systems experience may find particularly useful information in IBM System/360 Model 20. Introduction and System Summary (Form A26-5889).

## Seventh Edition

This edition is major revision of, and obsoletes, E26-3600-5. This revision contains changes and minor corrections throughout. An improvement in the Stacker Select procedure, namely elimination of the "dummy punch" specification, has been included. Consequently, certain sections of the text have been deleted. The revised RPG File Description Specification form (Form X24-3347-3) has been incorporated although the change in this form does not pertain directly to card RPG. The figure numbers in the appendices have been changed.

Changes to the text are indicated by a vertical line to the left of the change; revised illustrations are denoted by the symbol to the left of the caption.

New information resulting from the announcement of the IBM System/360 Model 20, Submodels 3 and 4, has also been included in the text. This information is indicated by a dotted vertical line to the left of the affected portion of the text. Until Submodels 3 and 4 are available, the information should be used for planning purposes only.

Specifications contained herein are subject to change from time to time. Any such change will be reported in subsequent revisions or Technical Newsletters.

This publication was prepared for production using an IBM computer to update the text and to control the page and line format. Page impressions for photo-offset printing were obtained from an IBM 1403 printer using a special print chain.

Requests for copies of IBM publications should be made to your IBM representative or to the IBM branch office serving your locality.

A form is provided at the back of this publication for readers' comments. If this form has been removed, comments may be addressed to IBM Laboratory, Publications Dept., P.O. Box 24 , Uithoorn/Netherlands.
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## PROGRAMMING

Programming consists essentially of writing instructions that can be understocd by a data processing system. Before prooramming is attempted, the data processing froblem must have been analyzed, and the step-bystep procedural requirements determined. The nature of the source data (input), the manifulations (calculations) to be performed on it, and the nature and form of the results (output) desired must have been defined.

## THE NATURE OF RPG

The Report Program Generator (RPG) utilizes the abilities of the Model 20 system itself to convert data prccessing instructions written in natural guasi-English (RPGlanguage) statements to the language in which the central processing unit accepts its instructions. In many instances, cne RPG-lanquage statement will automatically be translated to several machine-language instructions.

The programmer using RPG writes statements in a sequence that comes naturally once the problem has been defined and the procedure determined. The expressions used largely consist of terms the programmer himself may coin, or of easily reccgnized mnemenics. The user must merely follow relatively simple rules. He need not be familiar with machine language, nor with "proaramininu" in the technical sense.

## CTHER PROGRAMMING LANGUAGES

The RPG language is easy to learn and to apply, and capable of handiing almost every punched-card job requirement for the IBM System/360 Model 20. However, IEM currently provides two additional programming languages to satisfy special conditions:

1. Basic Assembler Lanquage (B.A.I.) (Refer to SRL publication IBM System/ 360 Mode1 20_ Basic Assemb1er Lanquage (Card and Tape) Form C26-3602.)
B.A.L. provides for prcgramming in the symbolic equivalent of actual Model 20 machine lanquage. Effective utilization cf B.A.L. requires some familiarity with the actual machine lanquage (see IBM System 3 360 Model 20 Functional Characteristics, form A26-5847), and involves consideratle experience with
proqramming for electronic data processing systems as well as the component units of the system and their time relationships.

As an adjunct to B.A.I., IBM also provides an Input/Cutput Control System (IOCS) for Model 20 card systems (IBM System 360 Model 20 Input/Output Control System for punched-Card Equipment. Form C26-3603). ICCS provides tested input/output routines that proqrammers can use by means of macro-instructions, to control the input and output of data by proqrams written in the Basic Assembler Language.

The vast majority cf Model 20 users will never have to concern themselves with B.A.L. or IOCS, because the flexibility of the RPG and PCU (see below) will allow them to accomplish their tasks with these convenient and easy-to-learn lanquages. In a few installations, there may be occasional unusual requirements which cannot be directly satisfied by RPG or PCU. Frequently, a minor modification of the procedure will then permit $R P G$ to handle the job; but there may be a few problems that are best solved by B.A.L., with or without IOCS. Even then, it will often be practical to write most of the program in RPG, merely inserting a brief B.A.I. routine to overcome the particular limitation. This approach is briefly covered in this manual.
B.A.I. can, if efficiently applied, scmetimes reduce the amount of core storaqe required for a proqram and may, on occasicn, improve throuqhput. However, the much qreater effort called for to program in B.A.I., and to debuq the program, is usually out of proportion to the minor benefits derived.
2. Punched-Card Utility Programs (PCU) (Refer to SRI publication IBM System $\angle$ 360 Model_20, Punched-Card Utility Programs, Form C26-3601.)

The PCU performs on Model 20 the equivalent of $I B M$ unit record machine functions. No knowledge whatsoever of programming is required. The user desiqnates his job requirements by simple entries in pre-printed boxes--many of them multiple-choice pre-coded--on self-explanatory specification sheets from which matching specification cards are punched. For example, only a

* Note: Sections delineated by upper- and lower-left riqht-anqle brackets contain
supplementary details--often of a technical nature.
single specification card (in conjunction with the TBM-supplied program deck) is needed to perform a collating operation. The specification sheets corresfond, in effect, to the control panel of a unit record machine, but are simpler and quicker to complete than pluaboard wirina.

The PCU proqrams provide most of the functions cf $T$ BM collatcrs, refroducers, qangpunches, summary punches, accountinq machines, interpreters, and sorters (the latter practical with PCU only for larqe sort fields).

The PCUs are best used

- Ecr jobs that corresfond to unit record functions; i.e., where little $i s t c$ be qaired frcm the "systems" apfrcach of processing an intearated series of jobs. For instance:

To list and balance a keypunched deck of cards;
Tc cross-foot fields in the same card;
To sequence-check a master file;
Tc interpret a keypunched deck;
To refroduce a file cf cards.
A few of the applications that are easy to perform with PCU, are difficult or impossible with RPG. FCr example:

Selection of the last card of each control qroup;
Selection of sinale-card groups;
Scrting.

- For one-time jobs, where it may not $\mathrm{b} \in$ worthwhile to design an integrated systems procedure; i.e., the "quick and dirty" sclution.
- To continue qetting the work out, during switch-over from unit record equipment to Model 20 , for those joks which the user has nct yet had time to redesign and program to take full advantage of his Mcdel 20.


## FPG FUNCTIONS_AND_CHARACTERISTICS

PURPCSE CF RPG
RPG frovides a quick and easy methcd f.cr writing frograms tc accomplish most commercial data processing jobs with the IBM System/360 Model 20, takina full advantage of the Mcdel 20 system's fctential. It combines the attributes of flexibility, capability, and efficiency, with simplicity and absence of any requirement for pricr froqramming or data processing experience.

Among the full spectrum of Model 20 data processing that can be proqrammed with RPG are the followina common functions that can be performed individually or in any combination:

- Refort Writino

Listings and qroup-printed reports containing up to nine control and total levels, plus a final total.

- Summary Punching

Up to nine levels of control, and final total level.

- File Matching and/or Merging With or without selecticn of cards.
- Card selection Based on card type andor results of calculations.
- Gangpunchinq Direct, offset, interspersed, major-minor.
- Reproducing
:- Card Document Printinq (Interpreting) Feature available only for the 2560 mFCM, Model A1.
- Calculating Add, subtract, multiply, divide, cross-foot, compare.
- Table I ook-up

STEPS IN UTILIZING RPG

1. Problem definition

The nature of the source data, the processing to be performed upon it, and the type and format of the resultina output data must be determined. This encompasses such details as card-type identification codes, source and output card fields, calculations to be perfcrmed on the data, types of report totals desired, and arrangement of the data on a printed report. Printer Spacing Charts, IBM Form $\times 24-3115$, can facilitate the report layout (see Figure 1).
2. Programming

The proqrammer writes RPG specifications. IBM provides preprinted forms for the convenience of the proqrammer. These forms guide the entries into the appropriate relative positions. The entries define his input and output data, the operations to be performed on the data, and the input and output devices to be utilized.

[^0]

Fiaure 1. Printer Spacing Chart

```
The proarammer is qiven wide latitude in the assignment of symbolic names to data files and fields, and most of the RPG-language operation codes are mnemcnic. Much of the coding, therefcre, afprcaches the use of meaninaful Enqlish, ccmbined with accustomed use of card-cclumn numbers and frint fositions.
3. Punchina Specification Cards
The program codes previously recorded on the specification sheets are keyfunched, one card per specification line. The positions on each line cf a specificaticn sheet corresfond to the approfriate columns in the specification cards.
```

4. Generating the Proqram

The specification cards now teccme the froqram "source deck". The source deck and the IBM-supplied FFG Generator deck are then read into the System/360 Model 20. Eased on the proqram contained in the Generator deck, the central processing unit (CPU) of the Model 20 acts upon the specifications in the source
deck to generate a machine lanquaqe "cbject program." The object proqram contains all the necessary instructions tc perform the job as designated by the RPG proqrammer on the specifications sheets. At the conclusion of the qeneration run, the object program is in core storage, ready for execution. The user has the option of also having the object program punched into cards so that, the next time the same job is to be run, the cbject proqram is ready to be loaded without the need to qenerate it aqain with the RPG.
5. Data card files are placed in appropriate card feeds, forms and carriaqe control tape are inserted in the printer, and the job is ready to run.

Fiqure 2 is a araphic representation of these steps.

Input_and output Files (See also "File," under Definition_of Terms, below.)

## Input Files

The Model 20 card RPG can handle a maximum of three input files--one per card reading
device attached to the system. The possible input devices are:
: (The card document-printing special feature
:is available only for the 2560 MFCM, Model :A1.)

Figure 3 is a schematic presentation of possicle system configurations.
: Note: With the IBM System/360 Model 20,
: Submodel 3 or 4 , the 2560 MFCM Model A2 and
-the 2203 Printer Model A2 are the only $I / O$
: devices permitted.


## PERFORMANCE CHARACTERISTICS

The Model 20 can perform input, output, and internal processinq operations concurrently; this is known as time sharinq. The RPG makes optimum use of this time-sharing capability. Fiqure 4 shows which Model 20
: operations can be time shared. In the case : of time-shared card-punching and printinq : on the MFCM Model A1, this refers to the printing on one card while the next card is being punched.

Details for estimatinq core storage requirements and timing are aiven in Appendix A.

## ORGANIZATICN OF THIS PUBLICATION

A summary of the functions of each of the five types of RPG specifications introduces the main fortion of the manual. This


Note: Each vertical column shows a set of functions that may be time shared.
: In the case of time-shared card-punching and printing on
: the MFCM Model A1, this refers to the printing cf one card
: while the next card is keing punched.
Figure 4. System/360 Model 20 Time Sharing Potential
abtreviated summary appears here only to facilitate relating subseguent secticns to the specifications forms.

The specifications-types summary is followed by an example of specificaticns written for an $k P G$ frogram, annotated with broadly-qeneralized explanations of the entries. The purpose of the secticn is merely tc offer the novice an illustration of what a proqram written for RPG locks like. Full details are given in subsequent sections, which also inccrfcrate any explanations given in the introductory example. This initial example dces not fully cover the sianificance of, or limitations on, each entry. It should not be used as a reference for frecise kncwledge. Readers familiar with the ccncepts of RPG can kypass it.

The main portion of the manual is devoted to the detailed information needed by the user to write programs for his jcbs that can then be converted to machine lanauage ty the Refort Program Generator.

The informaticn is presented in the followina sequence:

1. Definition of recurring terminolcay
2. Graphic presentation and discussion of proqram logic flow

## 3. Indicators

4. Control fields
5. Matching of files
6. Sequence checking
7. Possible entries for every field of each specificaticns sheet (or card). including normal and unusual functions of each entry; warnings, where appropriate, about improper coding; interspersed illustrations for clarification of possibly abstruse points.

Iimitations of the RPG Proqram are explicitly stated, where appropriate and not obvious.

Lengthy descriptions of rare, yet valid, uses of a code, or a specifications field, are marked off by corner brackets, so as not to detract from emphasis on the principal topic. It is suggested that the reader unfamiliar with RPG bypass these passaqes until he has a clear understanding of the basics. Where extensive or technical supplementary explanations are deemed of value only in exceptional situations and to a small segment of users, they have been relegated to an appendix when this was practical.

Three complete and realistic application examples are included, in addition to the

Introductcry Proqraming Example, to illustrate a large proforticn cf the proaram functicns and codes. Each specification is explained.

The examples are:

1. Sales ccmmissicn calculation and report.
2. An order-entry pre-billing application, with updating of the inventory file pricr tc invoicing.
3. The subsequent invoicing operaticn, with creation of accounts receivable invoice summary cards. Three lines of custcmer name and address printed from a single card, with ship-tc name and address printed parallel frcm anctrer card. A simfle table lcok-up operation is included.

A number cf technical appendices follow (see Contents). Included is an appendix containing froaramming tips, and a summary of RPG sfecificaticns sheet entries laid out for convenient use if removed frcm the manual. The index, which concludes the manual, attempts to reference every informative menticn of a relevant sukject. Underscored pade numbers desiqnate the locations cf the fullest discussion of the particular topic.

FUNCTION_CF RPG SPECIFICAIICNS SHEETS AND CARDS

The RPG sfecifications sheets supplied by IBM (in pads) represent a convenient means for the Frogrammer to reccrat the information (instructions) to be keypunched as input to the RPG program, so that it will generate the approfriate machine-language program tc perform the desired jcb.

The format and cclumn headings of these sheets assist in guiding the prcarammer's entries. The forms are so designed that one specification card is to be punched per line, with each column on the sheet corresponding to a card column, in the same order. Card supflies with the apprcpriate RPG sfecificaticn fields delineated can be purchased from IBM.

The RFG specificaticns steets can also serve as documentation of the source program.

There are five types cf specificaticns sheets and cards, each serving a different purpcse, as outlined belcw. The forms are presented in the order in which they are most likely to $k \in$ used by tre frcqrammer --not the crder in which the different types of specification cards are entered
for program qeneration. The details concernina the entries for the specifications sheets are covered in subsequent major sections of the manual, where pictures of each type of sheet are also reproduced.

In addition to the punched specification cards, the user must supply an RPG Control Card (Card H). This card is fully described in the publication IBM System/360 Model_20. Report Program Generator for Punched-Card Equipment, operating Procedures (Form C26-3800). The control card specifies:

1. Core storage capacities of the systems used to qenerate and to execute the object proqram
2. Whether, and on which machine type, the object program is to ke punched
3. Whether a qeneraticn listing is to be printed, and whether minor--as well as major--source deck errors are to cause a halt during generation of the object prcgram
4. Atypical MFCM input and output card stackina sequences
5. Additional IBM 2501 input core buffer storage, if desired
6. The number of print positions utilized by the cbject prcqram
7. The format of any Sterling-currency fields (British monetary system)
8. Substitution of decimal comma for decimal fcint in numeric literals (i.e., European notation).

## Types of Specifications Sheets_and_Cards

File Description Specifications (Required) (Sheets: Form X24-3347. Card electroplate: Form 3347)

Used to assign a symbolic name and, when approfriate, card sequence (ascending or descending) to each file; to associate each file name with a specific input and/or output device; and to define whether the file is to serve as input, as output, or both. For multiple input files, entries on this form also establish which file or files control end-of-job routines.

Input specifications (Required)
(Sheets: Form X24-3350. Card electroplate: Form 3350)

Used to describe the input files: identification of card types within each file; stacker selection of cards, based on card type; specification of card-type sequence
within each group of a file; assignment of symbclic names and decimal positions tc input card fields; "tagging" of (i.e., setting indicators for) card fields with fositive, neqative, or zero/klank contents; assignment of control fields, and cf fields tc ke matched between cards in different input files; file sequence-check instructions. For multiple input files, the crder cf precedence of the files is also established by the sequence in which the files are entered on this form.

Calculation Specifications (Opticnal) (Sheets: Form x24-3351. Card electroplate: Form 3351 )

Used to describe the processing (calculatina, comfaring, etc.) tc $k \in$ perfcrmed on the data.

File Extensicn Specificaticns (Optional) (Sheets: Form x24-3348. Card electroplate: Fcrm 3348)

Needed to describe the tables tc be used with the Table-Lookup feature. Unless the Table-Lookup (ICKUF) instruction is used in the frogram, the File Extension form is not used.

Cutput-Format Specificaticns (Cfticnal) (Sheets: Form X24-3352. Card electroflate: Fcrm 3352)

Used to specify the arrangement of the data cn printed reports and/or in output cards. Also includes such functicns as editing,
stacker selection cf output- or combinedfile cards, and forms-carriage spacing and skipping.

Note: A limited number of applications can be performed with only File Description and Input Specifications. For example:
sequence checks, and/or stacker selection based on card type.

## PROGRAM CCMPATIBILITY

All functions that can be specified in the Model 20 card RPG can also be specified in other IBM System/360 Report Program Eenerators provided that an adeguate $I / O$ confiquration is available.

Specifications which are presently unique to the Model 20 RPG are those supporting the IBM 2560 Multi-Function Card
: Machine (card printing, on the MFCM Model
: A1, and collator-type cperations) and dualfeed carriage feature.

For further details, refer to the relevant SRL puklication for cther versions of IBM System/360.

MACHINE UNITS_AND FEATURES_REQUIRED AND SUPPCRTED

Appendix $B$ lists the machine units and features required and supported for the Model 20 card RPG.

This chapter can be bypassed by users familiar with the concept of FFG. Its sole purpose is to give the ncvice a general insight into the approach to sclving a simplified problem with RPG sfecificaticns. The explanations given are in kroad terms only and are repeated in greater depth in subsequent sections. The example is nct suitable as a reference for a full understandina of the specifications emfloyed-while all specifications entries made here are valid, qreater detail is necessary before the codes can be applied in all cther circumstances.

## THE_JCB FECUIREMENTS

## Given

1. Custcmer Name cards--one per customer.

Name, in cols. 1-20; address in cols. 21-40 and 41-60
Salesman No., in cols. 73-74
Acccunt No., in cols. 75-79
Card identification (3-8-9), in col. 80
2. Laily Sales Summary cards--at least one fer customer

Acccunt No., in cols. 1-5
Amcunt, in ccls. 7-13. (Ccls. 12-13
are decimal positions.)
X-Funch (11-punch) over col. 13 for credit (returns)
Gross profit percent for product
grcup, in cols. 16-17
Date, in ccls. 75-79 (day, menth, last digit of year)
Card identification (1), in col. 80
--may have 11 - or 12 -cverpunch.

## Results Lesired

1. Punch Monthly Sumary cards--one per account
```
Account Nc., in cols. 1-5
Total amcunt, in cols. 6-1`
x-punch (11-punch) over col. 13 if
neqative
Total gross profit, in cols. 14-21
Salesman No., in ccls. 73-74
Date (month and year cnly), in cols.
77-79
Card identification (9), in col. 80.
```

2. Printed Refort

Month and year only (slash between) --print on first detail line of each account. Eliminate leading zero in month only.

Account No.--print only from first card for each account, and on forms overflow. Do not eliminate zeros.

Customer Name--print from first card of each account, on same line as first detail card.

Amcunt--list, but positive and negative amounts in separate columns. Eliminate leading zeros to decimal. Edit with comma and decimal point. Do nct print sign for negative amounts.

Amount--Net total by account, and grand total at end of report, with CR if neqative. Eliminate leading zeros to decimal point.

Gross profit--Total by account and qrand total at end of report, with minus siqn if negative. Eliminate leading zeros to decimal point.

Amount of returns as percent of sales amount, for final total only. Eliminate first two leading zeros. Suppress line if positive sales are zero.

Print suitatle headings over columns on first page.
3. a. Select neqative-amount summary cards to a different stacker. b. Separate Customer Name cards from Daily Sales Summary cards.
4. Stop proqram if first card of control qroup is not Customer Name card.

## THE REG SPECIFICATICNS

Fiqures $5 \mathrm{~A}-5 \mathrm{~F}$ show the printer layout and RPG specifications needed to produce the printed report shown in Fiq. 5G. Explanations of the entries fcllow. of necessity --since this example was deliberately inserted ahead of treatment of specifications entries--the discussion deals with items not yet covered, but will serve to illustrate the general approach. Obviously, with a lanquaqe as flexible as RPG, the same results could ke acrieved by several alternate methods.


Figure 5A. Introductory Program Example, Printer Spacing Chart
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- Fiqure 5E. Introductory Program Example, File Descripticn Specificaticrs


Figure 5c. Intrcductory Program Example, Input Specifications


Figure 5D. Introductory Program Example, Calculation Specificaticns


Figure 5F. Introductory Frogram Fxample, output-Format Specifications (Part I of II)



Figure 5G. Introductory Program Example, Printed Report

18 System/360 Model 20 CPS Report Prcgram Generator

EXPLANATICN_OF SPECIFICAIICNS._ (FIGURE 5)
File Description Specificaticns--Fiqure 5B
Line 01 arbitrarily assigns the name SLSDETL tc the input (I) data file consisting of the Customer Name cards and Laily Sales Summary cards. The LEVICE entry specifies that this file will be flaced in hopper 1 of the IBM 2560 MFCM.

Inne 02 assigns the file name SLSSUMRY to the deck of klank cards, tc be flaced in hopper 2 of the MFCM, which will beccme the Monthly Summary cutput (O) cards.

Iine 03 specifies that printer output will ke referred to by the file name REPORT.

These entries serve two kasic purfoses:

1. To associate a specific input and/or output unit with a file name that will subsequently be referenced in the frogram; and
2. To sfecify whether a given file is tc serve as input for data, output, or both.

Input Specifications=-Figure 5C
The input file--lakelled SLSDETL in the File Descrifticn Specificaticns--consists of two types of cards.

Line 01 of the Input Specificaticns arkitrarily assigns "Indicatcr C1" (cols. 19-20 in the specifications) to the Customer Name card. The Custcmer Name card is identified by the punches 3-8-9 (a common unit record MLP or MIR code) in col. 80 (see specificaticns entries in ccls. $23-24,2 \epsilon, 27$ ).

Line 05 assigns indicator 06 to the Daily Sales Summary card, identified by digit 1 in ccl. 80. D (digit), rather than C (character), was entered in col. 26 , to eliminate a possible 11- cr 12-overpunch in col. 80 frcm affecting the comparison with digit 1.
"Indicators" are discussed in detail in the next chapter. Eriefly: the Rpg program provides for a large number of indicators which are either set ty the RPG program itself, or may be set by the frogrammer, to identify a condition. They may then be specified elsewhere in the proaram to condition the execution cf a specification on the setting (ON or NCT CN) of the indicator.

Indicator 01, in this example, will be on when a card with $3-8-9$ in ccl. 80 (Customer Name card) is being frocessed. Exfcuticn of certain instructicns can then
conveniently be associated with "Custcmer Name card", or "not Custcmer Name card", as desired.

When stacker selection is not specified, cards enter the normal stacker for the particular hopper of the I/O unit used. For hopper 1 of the MFCM, this is stacker 1. The card type identified by indicator ( 6 therefore enters stacker 1. The card type with indicator 01 (Customer $N a m \in$ card) is directed tc stacker 2 ky the entry in col. 42.

The entries in ccls. $15-16$ specify that the proper order of card types is Customer Name card (01 in cols. 15-16) followed by Daily Sales Summary card (s) (02 in cols. 15-16), which in turn are followed by the next Custcmer Name card. The 1 in col. 17 for the Customer $N a m \in$ card specifies that there must be exactly one such card before the Daily Sales Summary card. The $N$ in col. 17 for the Daily Sales Summary card specifies that there must $\mathrm{f} \in \mathrm{at}$ least one such card, but that any quantity of such cards greater than 0 is correct. If the card-type sequence does nct conform to these specifications, an error stop occurs. Note, however, that the absence of a Customer Name card would not be detected--this would ke treated as more than cne Daily Sales Summary card. This contingency is quarded against by the specifications on line $C 6$ of the Calculation Specifications.

Lines 02-C4, and 06-09. contain the names the proqrammer has arbitrarily assiqned to the fields he will subsequently utilize from the two input card types, respectively. They are preceded by their column numbers in the input cards. col. 52 in the Input Specifications assiqns the location of the decimal point of input fields, for automatic alignment in calculations. Use of a field in calculations or numeric comparison, or editing its output, requires a decimal sfecificaticn $\in \boldsymbol{v} \in \mathrm{n}$ if no decimal point is relevant. This explains the 0 for MOYR. Note that field names start one line below identificaticn of their record types.

The entry in cols. 59-6C, next to ACCTNO, specifies that the acccunt No. field in both card types (note that it may be in different card columns in the two card types) is to be a control field; at the lowest level. (Nine control levels, L1-L9, are available.) whenever there is a change in the contents of the Account No. field between successive cards, the Il indicator turns on for one proaram cycle. The $C N$ or $N O T$ ON status of the $L 1$ indicator can be used to control oferations.

The entry in cols. 69-7C makes the status of indicator 10 dependent on the NAMF field of each Customer Name card (Pesulting

Indicator 01). Since that field is never blank in that card, indicatcr 10 will turn off each time a Customer Name card is processed. (It wculd be turned on ly a blank NAME field.) In this frcgram example, indicatcr 10 is turned cn $k y$ ancther methcd, described later.

The reguirements of tre jcb call fcr printing the amount of returns (negative sales amounts) in a separate cclumn. An indicator is $n \in \in d \in d$ to identify such cases. Indicator 07 (in ccls. 67-68) will turn on when a Daily Sales Summary card with a negative amount is being frccessed, and will $b \in$ off when the amount is fcsitive or zerc.

## Calculation Specificaticns=-Figure 5D

Calculaticns occur at detail time unless an I-indicatcr (contrcl $l \in v \in l$ ) $s p \in c i f i c a t i c n$ appears in ccls. 7-8 (Control Level)--in which case that calculation takes place at total time. (Detail and Tctal times are discussed in the next chapter.) Thus, the calculations specified on lines 01-05 are executed at detail time; thcse cr lines 06-10, at total time. All detail-time entries must frecede all tctal-time entries. Within this grcuring, calculations are performed in the order in which the specificaticns appear. A summary cf the functicns cf the entries, by line, follows.

Iine_o1. Extcuted cnly when frccessing card type 06 (Daily Sales summary card), because the indicator for that card type is desionated as a conditici.

The contents of the AMCUNT field are added (Operaticn code $A D L$ ) tc the contents cf TCTAMT field, and the result is stored as the new contents of totamt field. IOTAMT field has nct been frevicusly specified; it is created by the entry in Result Field. (Field Length is specified as 8 diqits, of which 2 are decimal positions-- the same number cf decimals as in the scurce (AMOUNT) field. If the number of decimals specified here were to be different frcri those in the scurce field, alignment would be automatic.) This is the ncrmal methcd for accumulating detail-card amcunts for grcup totals. When object-program execution teqins, the user may assume that the fields are all set to zero. Trereafter, each detail card amcunt is algebraically added tc the previous total in the toTAMT field, $\mathrm{f} \in \mathrm{Cau} \in \mathrm{f}$ TCTAMT is the addend (Facter 2) and the $n \in w$ result replaces the former TOTAMT contents.

Negative amounts (11-funch cver loworder positicn) are automatically suktracted. An indicator ( $(8)$ is sfecified for the identificaticn of a negative amount
in the TCTAMT field, so that summary cards (one functed at each contrcl break) with a negative sales amount can be selected to a separate stacker. The status of indicator 08 can change after єach alatbraic addition. Its status is, however, only used in this example at the end of a control qroup. when it correctly reflects the sign cf the total.

Line 02. The amount (with 2 decimal positions) in each detail card is algebraically multiplied by the gross profit percentaqe (2 decimal positicns cnly, tc transform percentage to ratio) for that product group. The resulting amount of profit (GRSPRF) contains four decimals, of which only two are desired. specifying "2" automatically causes drcpping of the two excess low-order positions. The "H" in col. 53 causes half-adjustment before the third decimal is dropped. The previous contents of the Result Field are replaced each time by the $n \in w$ result.

Line 0 으․ The latest gross profit amount (GRSPRF) is algetraically added to the previous cumulation (which is zero if this is the first detail card) to provide a total for the contrcl grcup.

Lines_04 and 05. These entries provide the final total of returns (neqative sales) and of positive sales, so that the ratio of returns (FTOTRT) to positive sales (FTOTSL) may $t \in$ calculated $b \in f o r e ~ t h e ~ f i n a l ~ t o t a l ~ i s ~$ printed.

Iine 05 causes aóding cf the amcunt from each detail card (indicator 06) to FTOTSL-provided AMOUNT is positive (indicator 07... not on $=$ N07 in cols. 12-14), as determined by indicator 07 in the Input Specifications. Indicator 09 is set on for zero results--see line 10 for its application.

Line 04 similarly provides for cumulating FTOTRT for negative amounts (indicator 07 on). Since a positive total is desired, and all amounts for this line--by
definiticn--are negative, these negative amounts are subtracted from FTOTRT. (Subtracting a negative amount yields positive result.) This entry also illustrates absolute addition.

Line 06. Indicator $H 1$ is set on--which will cause the system to stop after processing of the new card--if a control break (chanqe in contents cf ACCTNC field) cccurs (L1 on) and the new card is not a customer Name card (N01).

Line 07. When a contrcl treak has occurred (L1 on), the total amount (TOTAMT), accumulated above (line C1) alqetraically for each contrcl group, is açded algetraically to FTOTAM (which is zero in the case of
the first control group) to frovide a final amount tctal at the end of the report. The total transfer must cccur at this time, because tCTAMT must be reset to zero before the amount field from the first detail card of the $n \in w$ contrcl group is added to it. totamp then correctly reflects the tctal for each contrcl group. The FTCTAM field has been specified as larger than totamt, to accommodate the sum of several TOTAMT group totals.

Line C8. Similar to line 07 , but cumulates final ċotal cf gross profit (FTOTPR), lased cn group total from line C3.

Iine 09. This adjusts the size cf, and number of decimal positicns in, the final-total-returns (FTOTRT) field (frcm line 04), so that the size and deciral alignment are suitable for line 10 . Operation code Z-ADE resets the Result Field tc zerc frior to addino in the data from the Factor-2 field. Since the operation is performed only once per job--after processing of the last data card (Lf indicatcr = Iast Record) --ADD cculd have $k \in \in$ used equally well as the operation code.

Line 10. $E \in f o r e$ the firal total is printed the specification on this line causes the calculaticn of the ratio of total returns (RTRDVD, based on FTOTRT in line 04 and shifted left in line C9) to total positive sales.

The calculaticn is cnly ferformed after processing of the last data card (LR is then on), and provided there was a positive sales total (N09). Indicator 09 is set cn in line 05 for a zerc final total of fcsitive sales. Conditicning the instruction on N09 is required because a diviscr must not $b \in z \in r c$.

A dividend (RTRDVD) with 5 decimal fositions, and a divisor with 2, yield a cuotient with 3 decimal positicns (col. 52). The $H$ in col. 53 causes half-adjustment of an extra decimal fcsiticr (autcmatically provided for by the RPG Prcqram) before it is $\mathrm{dropp} \in \mathrm{d}$.

Output-Fcrmat Specificaticns=-Figures_ $5 \underline{E}$ and 5 F

## Printed Fefort

The file name report was designated an output file, and asscciated with the printer, in the File Descrifticn Specificaticns. Thus, its entry $k \in I \in$ thereby calls for printer cutput for all specifications below, until a different file name appears. $H$ (heading) cr D (detail) in column 15 specifies that the ensuing entries apply to detail- (rath $\in \mathrm{r}$ than total-) time prccessina. (H and I may
be used interchangeably.) T in col. 15 specifies total-time output.

Specification line o1 on page ©4. Indicator 1p in ccls. 24-25 determines that the output entries in lines C $1-c 7$ apply to the first pace only. The 1 P indicator is set on $k y$ the RPG Program itself at the $k \in q i n-$ ning cf program execution, and is turned off kefore the first card is processed. This output, therefore, occurs only once, before processing of the first card. It is used to print headings. After the heading line, the form advances 3 spaces (coi. 18).

Specification_lines_02-07 specify the heading data to ke printed. The data within apostrophes is printed as shown (without the apcstrcphes, which merely identify the entries as constants). The numbers in cols. 41-43 desiqnate the riqhtmost print positicns for the respective constants to be printed.

Specification_lines_cg-10. The jot requirements call for printing acconct No. (ACCTNC) on the same line as the first detail card of a contrcl orcup, ard tc repeat the Acccunt No. as the only iorntification on overflow pages. The Acccurt No. is to be printed with its riahtmost position in print positicn 12 (see entry in cols. 41-43). Indicator CF in cols. 24-25 confines this output to overflow time.

Pecause ACCTNC is also printed on the first line cf a $n \in w$ contrcl orcup (see explanation for line 14)--and overflow time is separate from reqular detail or total time (see next chapter)--the line must also be conditioned not to print if a control break has cccurred (NL 1 in cols. 26-28) ; otherwise, Account No. will print twice in that situation.

When any overflow indicator is used in the output specifications, forms-advance to channel 1, after a channel-12 punch has teen sensed, is ret automatic; therefcre, Skip-Effore to channel 1 (01 in cols. 19-20) is specified. No space (0) or skip is specified to follow the overflcw indication, kecause the data from the next detail card is to be printed on the same line.

Specificaticn line 12. Indicator 06 in cols. $24-2$ conditions line 12 on page 04 throuqh line 02 on fage 05 to apply only to detail cards (Daily Sales Sumary); i.e., all printing takes place when detail cards are beina processed.

The job requirements stated that account No. and Name are to ke printed on the same line as the first detail-card data, although Name is available cnly from the Customer Name card. This can be accomflished in several ways. The method crosen
here utilizes the fact that any field retains its data until read intc again, or reset. Thus, the Custcmer Name is still in the NAME area in core while detail cards of the same group are keing frccessed--until the next custcmer Name card is processed, or the field is blanked ky a prcgram instruction. The name can, therefcre, be printed at detail-card time. Col. 18 specifies single spacing after each detail line.

Line 13. fage 04 . through 1ine_02. Fag ge 05. Throughout, the Field Name in cols. 32-37 specifies which infut or calculaticn-Result Field is to be printed. The size of each of these fields was determined in the Input or Calculation Specificaticns. Cols. 41-43 specify the right-hand frint positicn where the field, as edited and including editword constants, is to end. The frinting of items on the print line may be further conditioned (besides the indicator-06 condition applicarle to tre entire frint line), and the fcrmat may be edited (see below).

Specification lines 13-15_cn page 04. Indicator 10 turns off whenever the Name field is nct blank--see Input Specifications, line 02. It is, therefcr $\epsilon$, off when a Custcmer Name card has been read. Thus, MOYR, ACCTNC, and NAME fields are printed with data frcm the first detail card (Daily Sales Surmary), because the condition $N 10$ (indicator 10 not on) in cols. 23-25 then still obtains. If indicator 10 is nct turned on by a frogram specificaticn, they will be printed on every detail line. By specifying $B$ (Blank-After) in col. 39 next to NAME, the NAME field is blanked after it has been transferred to the cutput area. Indicator 10 then turns cn. Therefore, the printing called for in sfecificaticn lines 13-15 is nct ferformed again after the first detail card, until a new Custcmer Name card fas been read. (See alsc prcgram Loqic_Flows_Elank_After.)

Specification lines 01-02 cn page 05. The printing specified in line 01 is performed when the detail-card amount is pcsitive (N07), and that in line 02 when it is negative (indicator 07 on). (The setting cf indicatcr 07 cccurs in the Input Specifications.) Thus, positive amcunts are listed to the left of negative amcunts.

Specification line c 3 cn fage 05 . $T$ in col. 15 designates execution at total time. The 11 indicator in cols. 24-25 conditions execution of the print line to cccur cn each Level-1 contrcl break, i.e., a break on Account Nc. Ccl. 17 specifies a single space before this tctal line which, in conjunction with the single space after detail lines, leaves one blank line before the group totals. Three sfaces after the
qroup-total line (3 in col. 18) leave 2 blank lines before the next detail line.

Specificaticn lines c4-05. Similar tc previously explained field entries, but the fields are printed at Ievel-1 total time.

Specification_Iine_C7_on_page_05. T in col. 15 designates execution at total time. The Lf indicator in cols. $24-25$ conditions execution of the print line further, to occur only after the last data card (rast Record) has been processed; i.e., for final totals. Cols. 21-22 contain the specification to skip the fcrm to channel 1 after printing the final total.

Specificaticn line 09. Besides being printed only at final total time, indicator 09 must be off (N09) to cause the PCTRTR (Percent Returns) field tc print. The reason for this is that, if FTOISL (Final Total Sales) was zero at the end of the report, PCTRTR was nct calculated kecause a zero divisor would $k \in$ meaningless fand division by zero is not allowed). (See also calculation Specification lines 55 and 10 for establishment and application of indicator 09.)

Editing. When data appears $k \in t w \in \in$ single quotes in ccls. 45-70, on the same line as a Field Name, the entry modifies the format in which the data is printed. only fields to which a decimal fosition ( $0-9$ ) was assiqned may be edited; that is, fields designated as purely numeric. Illustrations follow.

Specification_line_13 _page_04ع_ccls. $46=50$. Specifies that a slash is to appear ketwén Mcntr and Year diqits. A zerc in the first column of Month is automatically suppressed, because an edit word is used.

Line 14. All zeros in ACCTNC will be printed, because nc editina or zero suppress is specified (it can only be specified for a field defined as numeric; i.e., a field for which Decimal Positions has an entry where the field is $d \in f i n \in d)$.

Lines_01-02._paqe_Cㄷ. Leađing zeros are eliminated, throuqb the dcllar position. Decimal foint and two low-order positions are always printed in this example. Comma is printed between hundreds and thousands positions when there are siqnificant digits to its left.

Lines_04e 05, C8, 10. Similar to editing of lines 01 and 02 , but $C R$ or minus symbol (respectively, as shcwn) is printed for negative amcunts.

Line_09. page 05. Ieadinq zeros are eliminated cnly in tre tens and hundreds fositions. The decimal point and a percert
sign, followed by the letters RTRN, are always printed when the frint line is printed. Zero percent is printed as $0.0 \%$ RTRN. Note that, $y$ means of the decimal Foint in the edit word, the ratio with 3 decimals (Calculation Specification iine 10) is converted back to a percentage with 1 decimal Fcsiticn.

## Punched cutput

The file name SLSSUMRY was designated an output file, and associated with hcfeer 2 cf the MFCM, in the File Description Specifications. Thus. its entry in the outputFormat specificaticns calls for card output, the card source being MFCM hcFper 2 . The $T$ in col. 15 specifies output at total (rather than detail) time. The entries (L, 1) in cols. 24-25 specify punching of the card at each contrcl kreak of Level 1.

The $O R$ in cols. $14-15$ designates that the same punch data applies when the conditions for either specifications line 12 or 13 are met, subject to any further conditicning indicators. The difference in conditicns is that line 12 applies if TCTAMT
is positive, and line 13 if it is neqative, at group control-break time. (See cols. 26-28 here, and line 01 in Calculaticn Specifications.) When Fositive, the card enters the normal stacker for hopper 2 of the $\operatorname{mFCM}$; when negative, it is selected to stacker 3 (see entry in col. 16).

Lines 14-18 specify which fields--defined in Input or Calculation Specifications--are to be punched into the Monthly Summary cards, together with the low-order-position columns where the fields are to end in the output card.

Line 19 specifies that the constant 9 is to be punched in col. 80. (The absence of a Field Name designates cols. 45-70 as available for a constant rather than an edit word.)

The $B$ in col. 39 ( $B 1 a n k-A f t e r$ ) on lines 15 and 16 directs the progra氏 to reset the TOTAMT and TOTPRF fields to zero after they have keen transferred to the output area, so that they are cleared to accumulate totals for the next control group.

This charter deals with facts and functions that must te understcod tc derive the fullest benefits frcm RPG. In order to provide complete informaticn on these sutjects at cne reference pcint, the chapter delves into considerable detail and, occasionally, complexities. This was considered preferable, frcm the user's viewfcint, to scattering related facets thrcughout the volume.

If the meaning or relevance cf all statements made in this chapter is not apparent on a first reading, the user should not be concerned: they are illustrated as the manual proceeds. Both the ensuina itemized coverage of each specification field and the appended extensive applications exarfles clarify the contents of this chapter, and make frequent reference to them.

It is, therefore, suagested that the user read this chafter thercuahly cnce and, thereafter, expect to revert to appropriate portions cf it repeatedly.

## SEFTNITICN_OF TERMS

Terminolcgy that recurs throughout this putlication is defined belcw, as_it apflies to Mcdel_20 card_RPG:

File

```
Note: A single card file can serve as both
infut and cutput. It is tren termed a
"combined file"--see definition for combi-
ned file, below.
```

Input File
Cne input file consists cf all the cards that oriqinate (i.e., enter the system) from one hopper of a card read or readpunch device, and fulfill all of the fcllowing conditions:

1. All the cards are to $k \in$ read (i.e., funches in the card serve as input to the system). There must be an entry for them in the Input Specifications.
2. None of the cards are to be punched.
3. None of the cards are to be interpreted (card-printed).
4. None cf the cards are to be stackerselected or the basis cf infcrmaticn
nct in the card itself; i.e., they can only be stacker-selected by designation on the Input Specifications sheet on the kasis of card type.

In summary: There is no entry for an input file in the output specifications.

Cutput Card File
One card output file consists of all the cards that oriqinate from one hopper of a card funch or read-punch device, and fulfill all of the following conditions:

1. All of the cards are to ke punched and/ or interpreted (card-printed) by entries on the output-Format Specifications sheet.
2. Ncne of the cards are tc be read.

In summary: There is no entry for an output file in the infut specificaticns. The cards in the file may be blank or prepunched, but they will not be read.

Combined File
Cne combined file consists of all the cards that originate from one hcpper of a readpunch device to which the followina condition applies:

All or scme of the cards serve as input to the system and all or some of the cards--regardless of whether they are the same or different cards in the file --also serve as output; i.e., the file requires entries both on the Input and output-Format Specifications sheets.

A combined file is a single file.
Output Printer File
All report (paper forms) printinq performed by one proqram under control of a sinqle forms carriage is designated as one output file.

For the IRM 1403 cr standard 2203 Frinter, this implies that all print lines are identified as belonging to a sinale file. If the Dual-Feed Carriaqe special feature is installed on the IBM 2203, and both carriages are to be used in one proqram, the lower and upper feeds are treated as two separate output files.

```
FBCDIC-- EXTENDED BINARY-COLED-LECIMAI
INTERCHANGE CODE
```

EBCDIC is the IBM System/360.machine code. It provides for 256 unique characters. For further details, see Appendix D, Fiqure D1, and the publication $T B M$ System $\angle 360$ Mcdel 20. Functicnal Characteristics (Form A2 6 -5847).

## Characters

## Alphabetic Characters

The 26 letters of the English alphabet, pius these three characters:

```
Dcllar Sign ($) --card funch-
    ccmbination
    11-3-8
At-sign (â) --card funch-
    ccmbinaticn
    4-8
Pound cr Number sign (#)--card punch-
    ccmbinaticn
    3-8
```

Numeric Characters
The dioits 0 thrcugh 9.

Special Characters
The 217 EECDIC characters not defined as alphatetic or numeric.

Alphameric Characters
Any of the 256 EBCDIC characters, including tlank.

## Fields

Alphameric Fields
All fields fcr which a Decimal Pcsiticns specificaticn ( $0-9$ ) has not keen made in the appropriate column of any of the $p \in r-$ tinent specification forms--regardless of whether the field contents are alphatetic, numeric, cr alphameric. Zerc and klank are distinguished.

Numeric Fílds
All fields that have a Decimal Pcsiticns specification (0-9) in the afprofriate column of any of the pertinent sfecification forms.

Numeric fields contain rumeric characters, and possibly a plus (12-runch) or minus (11-punch) sign $c v \in r$ the rightmost
fositicn cnly. Blanks in digit fositions of a numeric input field are converted to zeros. Zone punches in an input field, in other than the low-crder position, are striffed.

Note: For other possitle punches in rumeric fields, see Packed and Decimal_Posi= tions, under Input SEEcifications.

Literals
A literal is the actual data tc be operated upen, rather than a symbolic name representing the location of the data in core storage. The specifications sheet entry must $\mathrm{f} \in \mathrm{left-justifi} \mathrm{\in d}$.

A literal is stored in storaqe cnly once, regardless of how cften it is usedprovided it is always the same size, and used in identical format (always alphameric; cr always numeric, with decimal point positicn uniform; if numeric, always with the same sign designation or always without sign).

## Alphameric Titerals

Alphameric literals consist of any one or more of the 256 EBCDIC characters (see Appendix D, Figure D1, for the appropriate card funch-combinations). Initial and terminal apostrophe symbols (')--card punchcombinations 5-8--are required. They designate the literal as alphameric and define its extent.

If an apostrophe is required within the literal itself, it must be specified as two consecutive apostroptes (tuc card columns; each punched 5-8)--independently of the apostrophes needed to define and delimit the alphameric literal. Such an apostrophe within the literal consumes two of the number of positions allowed for the literal; but cnly one of the apostrophes is printed or punched (with any subsecuent characters moved left one position) if the literal is to be used as output.

## Numeric Titerals

Numeric literals consist of any one or more of the digits zero thrcuqh 9. One decimal point can fiecede or follow the literal, or can be contained within the
literal; it effects automatic decimal alignment during calculaticns witr the literal.
(If the literal does not include a decimal point, it is treated as an inteqer.) The literal can be preceded by a sign; if it is unsigned, it is treated as positive.
Blanks are not aliowed in numeric literals.

Numeric literals must nct be enclosed in apostrcpres.

Numeric literals can cnly $k \in s f \in c i f i \in d$ in the calculation specificaticns.

Note: If Furopean notaticn is specified in the RPG control card (Card $H$ ), a decimal comma is allcwed in numeric literals in place of a decimal pcint.

## Ccntrol Fitlds

Fields that contain information to ke compared frcm card tc card for the furfcse of detecting the end cf a contrcl group. A control break is deemed to occur when informaticn in a contrcl field differs for two successively processed cards fcr which a contrcl level is specified. When a contrcl break occurs, the RPG program turns on the L-indicator ( 1 1-I.9) of the control
level assigned to that control field, and all lower-level L-indicatcrs.

## Control $I \in v \in I$

The siqnificance level (IT-I9) assiqned by the programmer tc a contrcl field.

SYMECLS_OSED_IN_THIS POBLICAIICN

## Elank

For convenience, the symbcl b is occasionally used to refresent a tlank cclumn or the EBCDIC code for a blank.

## Zero

Where cenfusion tifgt etłexwise result between the letter 0 and the numetal zeic, the latter is either spelled out, or represented by $\quad 0$.

## Column

The word "cclumn" is freguently abkreviated as "col.".

## FRCGEAM ICEIC FLOW.

Each object program generated by RPG uses the sare general logic, and for each card processed the program goes thrcugh the same general cycle of operaticns.

Detail_(or_headingl_time and total_time are tro major components of this cycle, and cccur at different times within the cycle. $D \in t a i l-t i m e ~ c a l c u l a t i o n s ~ a r e ~ f c l l o w \in d ~ k y ~$ detail-time output; total-time calculations are fcllcwed by total-time cutput. Easically, there is no distincticn $k \in t w \in \in$ the operations that can be performed at detail-
and at total-time; however, certain control informaticn available (such as the status of indicatcrs--described relcw) differs, as well as the data available in relation to the fositicn of the card.

Ancther component of the cycle is overflow-output time, with any overflow output desionated $T$ (for "tctal") precedina any designated D ("detail"). All overflowtime cutput operations are available after total-time output.

Fiqure 6 is a lcgic flcw diagram of the RPG orject program. Reference to points on the chart is made as the relevant sukject matter is ccvered. Fiqure 6 is repeated as Figure $G 3$, in appendix $G$, for convenient reference.

Note: In referring to output operations other than total-time or overflow-time output, koth detail (D) and heading (H) output are used. There is no distinction between D and $H$ in the RPG frogram--the two codes are interchangeable, and are both available merely for the convenience of the user in identifying the furfcses cf different specification lines.

## Indicatcr Settings

Vertical lines in the right margin of Fiqure 6 pertain to the possible settina or resetting cf indicatcrs at different points in the froaram cycle, when the indicators are used in a normal manner. (Greater detail is supplied in the next section, titled Indicators.) The symbols shown in the indicator chart in Figure 6 have the


Figure 6. FPG Proaram Icqic

## Special_Aspects_of RPG_Program_Loqic

Although the program logic chart is largely self-explanatory, and its entries are further explained in pertinent subsequent sections of the manual, a few points of overall significance to RPG proqramming are emphasized here:

1. Relationship of Total Time to Card Movement: Total-time calculations and total-time output occur after a new card has been read, and the previous card itself has been completely processed. Thus, any output to a card at total time is to the new card. However, the data available at total time is that from the previous card.
(Figure 6 shows that the data from the new card is not transferred to the process area until just before detail time.)

Because output is to the new card, a. a stacker-selection specification for total-time output causes selection of the new card, and
b. card punching and document-printing at total time apply to the new card.

Consequently, although it is known at total time whether the previous card was the last of a type or group--note in Figure 6 that L-Indicators and cardtype Resulting Indicators for the new card have been set before total time-it is not possible
a. to stacker-select the last card of a type or control group, with RPG; or
b. to document-print the last card of a type or control group, with RPG; or
c. to punch the last card of a type or control group, with any programming language
on the basis of its being the last card of the type or control group.

The PCU (Punched-Card Utility) proqram PLACE specification card provides a very simple method for selecting the last card of a control group. Alternatively, a Basic Assembler Language subroutine can be used with RPG to select the last card of a group (see Proqram= ming Tips, Appendix E).

To punch a card only at the end of each group, that card must either be identified as a different card type (input specifications Resulting Indica-
tor), or it must be in another file with its matching fields so coded that the card will advance at the appropriate point in a multiple-file operation. (See section on Matching of Files.)
2. Multiple-Time Output to Cards during One Program Cycle: once an output operation (punching and/or cardprinting and/or stacker selection) has taken place in a card, the card advances, and the next card assumes the equivalent position in relation to the punch or card-print station. Therefore, all output instructions for one card must be given under a single entry of File Name and Type (see outputFormat specifications), for one point in the program cycle (total time or overflow time or detail time).

[^1]The first group of card-output instructions, for the earliest point in the cycle, results in operations on the card just read (or, if only an output rather than a combined file, the card just advanced to the equivalent position). Each additional group of card-output instructions for the same file--for the same point in the cycle or for subsequent points --performs the designated output operation on a next card from the same file. The data read (if a combined file) from the first of these several cards remains available for processing.

The additional cards are not read; they are treated as thouqh they were only output-file cards, even if they are part of a combined file; they do not enter the program loqic cycle.


Figure 7. Multiple-Time Output to Cards During One Program Cycle

For example (Figure 7): OutputFormat Specificaticns fcr all cards cf a combined file contain card funching instructicns for totaltime output, card-printing instructions for detail-time cutput, and a separate group (sefarate file Name and/or Type entry) of entries for card punching at detail time. For $r \in f e r e n c \in c o n v \in n i e n c \in, t \in r m$ successive cards in the file $\mathrm{Ca}, \mathrm{Cb}, \mathrm{Cc}$, cd, Ce, Cf, Cg, ...

Result: Ca is read, and its data is available fer prccessing. It is card-printed at detail time. (Note total-time bypass on first card--described in item 4 , belcw.) Ct is not read. It is funched at detail time. Cc is read, and its data is available for processing. It is punched at tctal time. Cd is not read. It is card-printed at detail time. Ce is not read. It is funched at detail time. Cf, Cg, and Ch repeat the seguence $C c, C d$, CE ; $\in \mathrm{tc}$.
3. Cverflcw-Time output: Regardless cf whether a carriage-tape channel-12 funch was sensed during detail-time cutput or total-time cutput, all output operations conditicned by cn status of the overflow indicator (s) (CF, CV) cccur at cuerflcw time, which fcllcws total-time output. Three points should be noted:
a. Since overflow-time cutput fcllows total-time output, all relevant totals are normally printed $\mathrm{f} \in \mathrm{fore}_{\mathrm{f}}$ fage overflow, even when a
carriage-tape channel-12 punch was encountered during detail output printing from the last detail card of a control group.


#### Abstract

Appendix $E$ illustrates an fPG programming technigue for implementing page overflow prior to total output, when a channel-12 funch was encountered during detail output for the last card of a control group. It is, however, not possible to create an overfiow operation tetween successive detail-time or between successive total-time lines of the same program cycle. Thus, overflow cannot occur, say, between output for several total levels in the same program cycle, even if a channel-12 funch is sensed between these print lines.


b. Eecause overflow output occurs at a separate time in the cycle, care must be taken that data does not print more often than desired, when a line is sfecified to print on an overflow condition as well as on some other condition (such as a control breakl--both of which may occur in the same cycle, but at different times. This can be avoided ky conditioning the overflow specification line not to apply when the cordition for the other specification line applies in the same cycle. (The section on Output-Format Specifications illustrates the case, as does the preceding Introductory Program Example, Fiqures 5 F and 5 F .)
c. Cverflow-time output is frimarily intended for the printing cf fage beadings cn forms cuerflow; kut card output operaticns are alsc fcssible--such as card funching, card-printing, and stacker selecticn. If any card operaticns are performed at overflcw-time cutput, it must be understccd that
(1) output will affly to whatever card happens tc have been read last, and
(2) the next card may then advance, withcut being read, as explained in 2, abcve.
4. Total-Time Processing cn "pur-In": In crder to prevent undesired tctals prior to detail processing of the first card, total-time calculaticns and total-time output are suppressed until the first card has been frccessed. Thereafter, further bypassing of tctal-time calculaticns and total-tire cutfut defend on cther factors:
a. If ricne or all cf tte card types in the cutcut specificaticns have control fields (Ccntrcl Level) specificd, total-time processing is availarle on all cards after the first--including the forticn of the cycle when the lf indicator is on, following the last data card of the pertinent file.
b. If coly scme card types havecontrcl field (s) specified in the infut specificaticns, total-time processing is byfassed until after the first card of a type with control field (s) specified in the infut specificaticns has been processed.

If the first card of the deck is cf a type that has contrcl field (s) specified in the infut specifications, operaticn is tantamcunt to a, akove.

If no card cf a type with control field (s) specified cccurs in the data deck, total-time calculations and total-time output are kypassed for the entire jok--including the forticn cf the cycle when the $L R$ indicator is cn , following the last data card of the fertinent file.

Exception: See Goto, under calculaticn specificaticns.

Whetrer total-time oferaticns are bypassed or not is indefendent of the

Status of I-indicators--althouch 1 indicators are normally also utilized tc condition oferations durina total time, when total time is not bypassed.

5. Cutput Eefore First Card is Read: As indicated by the first two input/output flow chart symbols at the top of Fiqure 6. detail (or heading) output takes place, at the start of the object-program run, before the first data card has befn read. Therefore, all detailoutfut specifications--other than constant-data heading lines desired ahead of regular detail output-eshould $b \in$ conditioned $k y$ an indicator that is not on initially but is on for the appropriate cards, or by the neqative status of an indicator that is on initially but off thereafter. one simple method is tc condition any initial heading lines of constant data by 1 P , and the regular detail cutput ky N 1 P or by card-type Resulting Indicators. (See Figure 8, and also the section Indicatcrs. 1 P. )

If the detail output is not conditicned, spurious printing and/or card output (depending on the nature $\mathrm{o}^{f}$ detail output specified) occurs before the first input card has been read.
6. Blank-After (B in col. 39 of OutputFcrmat Specifications): Fiaure 6 correctly indicates that Field Indicators are set on or off when the new input data is transferred to the process area, and that Calculation Resulting Indicators are set on or off during calculaticns. $H o w \in v \in r$, an indicatcr assianed to "Zero or Blank" in Input or Calculation Specifications (arithmetic operaticns or TESTZ) is on initially, and alsc turned on immediately when an output specification is executed for which "E" (Blank After) is specified in the output-Format Specifications: as scon as the data for an output line with $B$ in col. 39 is transferred to the output storaofe area, the field is blanked (if alphameric) or set to zeros (if numeric) and the Zero-or-Blank indicator for that field turns on-before any further output lines are processed. (This does not cause Field Indicators or calculation Resulting Indicators assigned to Flus or Minus to turn off, if they were on.)

Ficlds for output at one point in the cycle, under one file-identification entry, are transferred to the output storage area in the sequence in which they afpear in the output-Format specifications, with one exception:


Figure 8. Output Before First Card is Read

> If card punching and documentprinting are both specified for the same card, the program transfers all pertinent fields to the output storage for punching first. Therefore, if Blank-After is tc be sfecified, it should be in the document-printing specification-ctherwise the data is lcst befcre transfer for document-printing.

The Introductory Ercgram Example (Figure 5) illustrates Blank-After: As soon as NAME has keen transferred to output storage for the first detail card of a group, the NAME field is Elanked and, therefore, its data is no longer available (to $k \in$ printed a second time cr to be punched or cardprinted). Indicator 10 alsc turns on immediately, and remains on until NAME is again read from a Customer Name card. This also explains why NAME was recorded in the output-Fcrmat Specificaticns after MOYR and ACCTNC. If it were entered ahead, indicator 10 wculd $b \in$ on $t \in f o r e ~ M O Y R ~ a n d ~ A C C T N O ~ a r e ~$ printed; they wculd then nct print, being conditicned by N 10 .
7. Branching within RPG: The dctted line connecting the boxes representing total-time calculaticns and detail-time calculations indicates that it is permissitle to skip betwefn trese pcints in the frogram cycle by a ecto oferation. It is thus possible, for example, to iterate the program sequence from total-time calculaticns to detail-time calculaticns any number of times within the same cycle.

If GOTO is specified frcm detailtime tc total-time calculations, pertinent total-time calculations and output are performed following each such GOTO operation - €ven when total time wculd ctherwise be bypassed as explained in 4 b , above (Total-Time Processing on "Run-In"). This dces not, however, prevent total-time bypass on subsequent cards on which it would normally be bypassed.

## INDICATOKS

Indicators are assigned--єither by the programmer cr, in some instances, by the RPG proogram itself--to identify conditions. They are represented in the specifications by two-character codes. (Both characters must always be recorded, $\in \in \in n$ if the first one is the digit zero.) At the point on the specifications sheet where an indicator is assigned to beccme asscciated with a condition, it is termed a Resulting Indicator or a Field Indicator. Those indicators assigned by the program itself may also be thought of as resulting indicators, since they are associated with the occurrence cf a specific conditicn or result.

The status (on or off) of a Resulting Indicatcr cr Field Indicatcr assiqned to a specification (a line on a specifications sheet, or a single specification card) reflects the condition resulting from executicn cr processing of that specification: if the resulting condition satisfies the criterion with which the indicator has been associated, the indicator turns (or remains) cn; if the criterion is not satisfied, the indicator turns (or remains) off.

If the same indicator is again assigned to a criterion in tre same frcgrall cycle, its status can change aqain. If, on the cther hand, the specification (sfecifications sheet line) with which an indicatcr is associated is not executed cr processed under certain conditions (say, certain card types), then the indicator does not change its status when these particular conditions exist.

Certain indicatcrs are also set cn cr cff, at particular pcints in the program cycle, by the RPG program itself. (Figure 6, RPG Program Logic, shows the normal relaticnshif of indicators tc $f \in r i c d s$ in the frcqiar cycle.) In additicn, any indicator may be set on or set off ty a prcgrammer's instruction (SETCN or SETOF) indefendently cf cther conditions. Its status thereafter, however, is equally subject to revision by subsequent testing, subsequent SETCN or SETOF instructicn, or automatic setting by the FPG frcgram.

Indicators assigned tc zero-cr-Blank, in Input Fíld Indicators or in Calculation Fesulting Indicators (arithmetic and TESTz operaticns), are on at the beginning of program extcution and as scen as an output Blank-After specification for the field has been exccuted. (Turning cn a Field or Resulting Indicator--assigned to zero-cr-Elank--by Elank-After, dces not cause indicators assigned to Plus cr Minus to turn off if they were cn.)

Internally in the central processing unit, the "off" or "reset" conditicn of an indicator is represented by hexadecimal code 00; "on". by hexadecimal FC. (See Appendix L for discussion $c f$ hexadecimal code.)

Different indicatcrs ray ke assigned to any twc, cr to all three, cf the possitle resulting or field conditicns fcr cne specificaticr line; or, the same indicatcr may ke assigned to more than cne condition in one specification line. In the latter case, the indicatcr turns cn if any one of the conditions to which it is assigned has occurred.

The $O N$ or NOT ON status of indicatcrs can $b \in$ used to conditicn the execution of instructicns in specificaticns statements; i.e., perfcrmance of an operation can ke stipulated to be contingent upen the status of particular indicators. An indicator used in this manner is referred to as a "Conditicning Indicator." The two-character indicatcr code is reccrded in the twc right-hand cclumns cf a three-column (conditioning) Indicators field to conditicn extcution of the instructicn on that line upen $C N$ status of the indicator. If the indicator code is prefixed by the letter $N$
(in the leftmost position of the threecclumn Indicators field), the instruction is executed only if the indicator is OFF. It is possible to condition the execution of an instruction $k y$ a combination of the status of several. indicators (termed an AND relationship), or by the acceptable status of cne of several indicators (termed an OR relationshif).

The same indicatcr may te assigned as both conditioning and resulting indicator in the same calculation specification line; its status then does not change until after execution of the instructions in that line, and provided the specifications in the line are executed.

The available indicators are itemized below, together with detailed information required for their use. Concurrent reference to Figure 6 is assumed. Immediately after the itemized discussion of all indicators, a brief section explains the priority of indicator settings when the setting of an indicator is controlled in a non-standard fashion. Further specifics, including limitations, are stated in the specifications sheets sections to which they apply.

Note: A particular indicator can have different assignments; i.e., it can be a cardtype Resulting Indicatcr, Field Indicator, calculation Resulting Indicator, etc.--Lut it is always the same indicator. These different available assiqnments merely determine the conditions under which, and the points in the proqram cycle at which, the indicator setting occurs. Fiqure 11 (Indicator Hierarchy) summarizes the priority of indicator settinqs, and shows the status of each indicator at the beginning cf program execution.

## THE SPECIFIC INDICATCRS

01-99_(General_Indicators)
Normal uses: Identification of card types, of status of input fields, of results cf calculations and comparisons; conditioning of calculations and output based on status of these indicators; determination of search in a table lcok-up cperation.

Any of these ninety-nine numbers may be assigned by the proqrammer to $k \in$ associated with the cccurrence of a specific condition. When the criterion has been satisfied, the indicator turns cn. It remains on until a criterion for that indicator has been tested again, and not satisfied.

These indicators are off at the beqinning of object-proqram execution (unless assiqned to Zero-or-Elank).

Four examples (Figures 9A and E):

1. Indicator 10 is assigned as Resulting Indicator, for a Minus result, on one line of the calculaticn specifications. Executicn cf that line itself is nct conditicned.

Effect: Indicator 10 turns on after the instruction of that line has been executed the first time, if the result was negative. (It remains off if the result was not negative.) It $t h \in n$ remains on (or offj until tested next. the same test is performed at that fcint on every card, indicatcr 10 teing turned (or left) on or off at that point in the cycle, depending on wheth-
er the result of that calculation is negative or not negative.
2. As (1), above, kut the calculation specifications line on which indicatcs 10 is set, itself is conditioned to ke executed only during detail prccessing cf a card type with indicator 01.

Effect: Indicator 10 turns on after the instruction on that line (the third line) has been executed the first time. if the result was negative. (It remains off if the result was not negative.) However, the instruction on that line is only extcuted if the card being processed is indicatcr 01 type.


Fiqure 9. Indicatcrs 01-99

Therefore, once on (or off), indicator 10 remains on (or cff) until that specificaticn line instruction is encountered again while detailprocessing a type 01 card.

The equivalent situation applies if a Ficld Indicator is assigned.to plus or Minus on the Input Specificaticns, and that field dces not apply to all card types. The indicator then remains cn (cr off), until the field is tested again when the approfriate card type recurs.
3. As (1), above, but indicator 10 is assigned to two lines (say, lines 5 and 7) in the Calculation Specifications as Resulting Indicator. Execution of neither line itself is conditioned.

Effect: Indicator 10 turns on after the instruction cn line five has $\mathrm{b} \in \in \mathrm{n}$ executed the first time, if the result was negative. (It remains off if the result was not negative.) It is then cn (cr off) through the execution of the instruction on the seventh line. Its status thereafter, until the linefive instruction has $t \in \in n$ executed $o n$ the next card, is tased on the result from line seven.
4. Indicator 10 is assigned as Field Indicator tc a negative conditicn fcr field 1 and field 3 of every input card, and for a negative result on the ninth line of the calculaticn sfecificaticns (whose execution is nct itself. conditioned).

Effect: Indicator 10 turns cn prior to the detail calculaticns for a card, provided field 3 is negative--i.e., the fields are tested in the order in which they are written on the Infut Specificaticns sheet. Therefcre, the status of field 1 is ignored for indicator 10.

Indicator 10 retains its states as determined by field 3 until completion of the instruction on line nine cf the Calculation Specifications sheet. The result there determines its statrs until the beginning of detail calculations for the next card, when field 3 of that card determines the status of indicator 10.

Note: If any indicator 01-99 is set cn or off by the special operaticn code SETCN or SETOF, it remains in that status until again SETON or SETOF, or until after execution of a specification line where the indicator is a Resulting or Field Indicator, whichever cccurs first. In the latter case, the resulting conditicn determines the status of the Indicator.

## H1\&_H2_("Halt")

Principal purposes: To cause a prooram halt after an unacceftable condition has occurred, and/or to bypass calculations and/or output on erroneous conditions.

These two indicators operate like indicators 01-99, with this difference: If H1 or H 2 has been turned on (as a Resulting or Field Indicator, or by the instruction SETON), and has not $b \in \in n$ turned off again during the same program cycle (by SETOF, or as a Resulting or Field Indicator for a tested condition that was not satisfied), the system will halt after completion of the next detail-time output operations. (The halt actually cccurs just after the next card has been read.)

The system can be restarted, and the job continued, at the oferator's option, simply by pressing the START key on the cPU console twice (i.e., the halt is "non-
 dures manual--halts FOF, EFO, EFF. If the system is thus restarted, the $H 1$ and H 2 indicators are set off by the proqram immediately upon restart.

These indicators are off at the beqinning of cbject-proqram extcution.

## Note:

1. If H1 or H 2 is to cause a halt when any of several conditions exist, care must be taken not to turn the indicator off aqain ky a later test which was not satisfied, if an earlier test モurned it on.

For example, if $H 1$ is tc be on when the result from the first and/or third line in the calculation specifications is negative, the test for the third line must be suppressed whenever the first line yielded a negative result. otherwise, although the first-line result may have been negative, a nonnegative third-line result will turn H 1 off again before the system halt has occurred. (Figure 10 illustrates how to handle this problem.)

This warning also applies if the same indicator is assigned to several fields, as Field Indicator on input specifications, since the fields are examined in the seguence in which they are written.

Of course, this fact can be used to advantage deliterately to turn off H 1 or H 2 if a subsequent field or calculation meets a desired criterion.


Figure 10. H 1 Indicator on if Fither cr Both of T w Conditions Exist
2. Indicator H 1 or H 2 assigned to Zero-orElank is off at the keginning of program executicn (see Indicator Hierar= chy) ; but it will be turned on ky a Blank-After outfut sfecificaticn, like any cther indicator. A system halt then cccurs at the end of processing for that card.

## 1p_("1st_Page"

Primary purpose: To condition fixed-data (ccnstants) cutput to cccur preceding the processina of the first card. It is ncrmally used for refort headings.

This indicator is set ky the frcgraf itself. It is cn prior to the processing of the first card, and turns off after aetail-outrut time preceding the processing of the first card (see Ficure 6). Figure 8, line 01 illustrates a common use cf 1 P .

The 1 p indicator may alsc $\mathrm{k} \in \mathrm{assicn} \mathrm{\in d}$ as a Resulting Indicatcr or Field Indicatcr, and SETCN or SETOF, like indicatcrs C1-99. Besides teing on pricr to processing of the first card, it will then cferate like indicators 01 -g9--except that $1 P$ always turns cff after detail-time cutput oferations. and does not turn on a oain unless SETON or used as Resulting or Field Indicator.

## MR_("Matching Record"L

Primary purpose: To identify cards in a file that match those in ancther file cn control data, and to condition calculations and output based on the status of MR.

MR turns on when a primary-file card matches a secondary- or tertiary-file card, on the contents cf a designated field or fields. If several fields are
designated for matchirg, all of them must match. (S $\in \in$ also section below titled Matching_of_Card Files.)

When the indicator turns on as a result of the matching of a primary- and a secondary- or tertiary-file card, or turns off as the result of a non-match, this occurs after overflow-output time (see Figure 6). The MR indicator is then on or off for complete cycles, beqinning before detail-calculation time and through the next total and overflow-output time. If all primary-file cards match secondary-file (and tertiary-file, if present) cards on the designated field (s), and vice versa, the MR indicator remains on through the end of the jot.

If card types for which no matching fields are designated intervene, they are treated--for purposes of feeding and processing--as $k \in l$ cnging to the same matching-field (s) arcup as the preceding card in the same file; but the MR indicator is off for their processing cycle. However, the contents of the field(s) designated fcr matching are stored from the last preceding card for which matching was specified. Thus, when the $n \in x t$ card for which matching fields are designated is processed, its matchinq-fields contents are first compared with those of the last preceding card fcr which matching fields were specificd. The MR indicator therefore is on for the processing cf all cards whose designated fields match, even if cards that are nct to be matched cccurred in the middle of a matching grour.

The MR indicator may also ke used as Resulting or Field Indicatcr, or SETON or SPTOF, like indicators 01-99. It is, however, always turned on before detail-time
processing of a card that satisfies the criteria, above, for matching reccrds; it always turns off before detail processinq of a card that does not meet these criteria--as though its status had never keen sukiected tc any cther criteria. When only a single input (or ccribin $\epsilon$ d) file is keing frccessed, MR is always turned off ky the frogram $k \in f o r e d \in t a i l$ time.

The Mr indicatcr is completely indefendent of any contrcl levels (L1-I9--see below) that may be specified for controlgroup totals or group indicaticn. It is commen, kut ky nc means necessary, that the matching fields are the same as the totallevel control fields.

## OF,_CV_(Cverflow)

Primary furpose: To contrcl the printing of identifying data cn overflcw fages.

Indicator $O F$ refers to the standard paper-tape-controlled carriace, or the lower-feed carriage if the Dual-Fefd Carriage special feature is installed on the IBM 22C3 Erinter. CV applies to the upperfeed carriage of the Dual-Fetd Carriage feature.

The appropriate indicatcr (CF or CV) turns on if a line was frinted after a punch in carriage-tape channel 12 for the relevant carriage was encountered during output. It-turns cn after all detail-time cutput fcr a program cycle has been ccmpleted, if the channel-12 punch was encountered during detail output; it turns cn after all total-time output for a frcgram eycle has been ecmeleted, if the chanrel-12 punch was encountered during detail cr total output. Regardless cf whether the of (or OV) indicator was turned on as a result of detail or total output, it remains on until conclusicn of the next detail cutput time (see Figure 6). It then turns off, unless a channel-12 punch has again enccuntered during that detail-output time. Therefore, if calculations are tc be conditioned ky the status of the CF cr OV indicator--and a channel-12 punch could be encountered during either detail or total output--these calculations should $k \in p \in r-$ formed at detail-calculaticn time. (S $\in \in$ also overflcw Indicators_= OFe ove and Space, Skip under out fut-Fcrmat SpEcificaticns).

If CF (or OV) is used as a conditioning indicator in a file-identificaticn outfutspecification line, it thereby designates that that output is to be performed at Overflow Time of the program cycle. This aptlies reqardless of whether the specification line containing $O F$ cr $0 V$ is independent, is in an of relaticnship with the line akove cr kelow, or is ir an and rela-
tionshif with a contiaucus line; however, it dces not apply tc NCF or Nov.

If the CF or $C V$ indicator is specified as a conditicninc indicator in any fileidentification output-specification line, no forms skipfing $\in v \in r$ takes place for that file (standard or upper carriage, respectively) without an Cutput-Format forms-skip specificaticn; ctherwise, forms advance to channel 1 is autcmatic for the respective file (standard or upper carriace) after total-output time if the CF or $O V$ indicator is then on. (Note that this refers only to OF or OV - not NOF or NCV.)

Note: If a channel-12 carriaqe-tape punch is passed while forms skipping from a higher point cn the paqe tc carriade tape channel 1 (e.g., skipping to a new page after total cutput above the overflcw pcint of the paqe), the OF or OV indicator is not turned on as a result of having skipped past the channel-12 funch. The OF or OV indicator will, however, be turned on as a result of fcrms skipping past a channel-12 punch to any channel punch other than that in channel 1 , unless this is past a channel-1 punch; it then remains on until conclusion of the $n \in x t$ detail output time.

The $O F$ and $O V$ indicatcrs may also $t \in$ used as Resulting or Field-Indicators, or SETON or SETOF, like indicators 01-99. The indicator setting resulting from such technique will, hcwever, be superseded at the end of detail-time output and at the end of total-time output of each proqram cycle by the status that the indicator would assume if it were used only in its normal (6hannel-12 signal) manner.

## L1-L9_(Ccntrol_LEvels)

Principal furfoses: To recoqnize control breaks, produce totals at the desired levels, and permit aroup-indication or group frinting.

However, these indicatcrs can function in several ways, and are not limited to contrcl-aroup identificaticn:

1. If entered in the "Ccntrol Ievel" cclumns (cols. 59-60) next to a field name in the input specifications, such a field is thereby desianated a control field of that level.

This has the following effects: Whenever the contents of the desiqnated control field of a pertinent card do not match the contents of the equivalent (same control level) field cf the last preceding card with such control level designated, the specified I-indicator turns cn--as well as all t-incicatcrs of lower levels.

The I-indicators turn on frior to the tctal-calculations time that precedes detail frocessing of the new card (see Fiqure 6); they turn off after detail-outfut tire cf the rew card.

If card types withcut the relevant contrcl level designated intervene, they are treated as belcnging to the same contrcl group as the precedinc card, and tte $L$-indicatcr dces nct turn cn. If the next card with such control level designated tren contains the same control information as the last freceaing card with that control level specified, the new card does not set the I-indicator on. (See Figure 13B.)

Note: See Definiticn_cf Terms (in General Infcrmation $s \in c t i c n$ ) and Ccntrol Level (Input Specificaticns, cols. 5960) for the relation cf klanks, zeros, zone punches alone, and $\pm$ sign punches, to control fields.
2. Indicators $\mathrm{L} 1-\mathrm{I} 9$ alsc turn on when the LR indicator (descriked kelow) turns cn. following the last data card.
3. The I1-L9 indicators may alsc be used as Resulting and Field indicatcrs, or they may be SETON or Stiof. If an Iindicator is turned cn or off in this manner, lower-level I-indicators dc not autcmatically turn on or off also (e.g., L2 could be on and L1 off).

If I-indicators are used in this fashion in the same rrcgram in which L-indicators are alsc assigned for Control levels in input sfecificaticns, the fesulting or Field Indicator setting will supersede any pricr controlkreak I-indicator states. The exact time relaticnshif in the program cycle is apfarent in figure $\epsilon$.

In any event, $\mathrm{L} 1-\mathrm{I} 9$ are turned cff after conclusion cf detail-outfut time.
4. When any $L$-indicator is specified in the "Ccntrcl Level" field (ccls. 7-8) of a calculation specificaticn, it therety designates that the particular instruction is to be extcuted during total-time calculaticns--and simultanecusly conditions it to be extcuted only if that particular L-indicator is on at that time; i.e., it ncrmally serves there to confine calculaticns to total time after the end of a control grcup cf that or higher level. (It should then also be considered in an
 $0-17$.$) When Ccntrcl Level (cols. 7-8)$ of calculaticn specificaticns is klank.
the particular instruction is to $k \in$ executed at detail time.
5. Any L-indicator may $k \in$ used as a conditicnina indicator, like other indicators:
a. If any of the indicatcrs L-1- 9 (employed in the normal manner) appears in Indicators (cols. G-17) $c f$ calculaticn specificaticns--and Control Ievel (cols. 7-8) is blank--the specifications are executed at detail time during the processing of the first card of a control group of that or higher level.
b. If any of the indicators 1 1-I9 (employed in the normal manner) appears in output Indicators, the output is ferformed only if a control break of that or hiqher level has occurred.
(i) If the indicator is asscciated with total-time output (T in col. 15 and nc of or OV in output Indicators of the fileidentification line), the cutput occurs only at total time after processing of the last card of the control group.
(ii) If the indicator is asscciated with detail-time output (D.or H in col. 15 and no of or $O=$ in output Indicators of the fileidentification line), the output cccurs only at detail time during processing of the first card of the control qroup-i.e., qroup indication is performed.
(iii) If $O F$ (or $O V$ ) is specified in output Indicatcrs of the fileidentification line, the output is perfcrmed at overflow-output time (if of or $O V i s o n$ ), but only if the overflow occurred at the end of the control group.

Special considerations for Indicators $11-19$ on "Pun-In"

At the start of the jor run, the core storage areas for all control fields contain zeros (hexadecimal FC--see EECDIC table, Figure I 1, Appendix D). The contrcl-field contents of the first card with control level ( $s$ ) specified in the input specifications are, therefore, compared with zeros. Furthermore, as previously stated, no control-break test is made when processing a card type for which Control Levels are nct specified in the
input specifications. Therefore, Iindicators (when used in the normal manner, to signal ccntrcl breaks) cperate as fcllows, at the beginning of cbject-program executicr:
a. None of the indicators $11-\mathrm{L} 9$ is on while frccessing a card type fcr which Control Ievels are nct designated in the Input Specificaticns.
b. The first card for which contrcl levels are designated in the Infut Sfecifications is tested: the card contents of the designated contrcl field(s) are compared with zeros. If the card field contents are unequal tc zerc, the $\mathrm{L}-$ indicator of the $l \in v \in 1$ specified far that field--and for all lower $I-l \in v \in l s$ --turns cn. It remains cn (unless set off ly cne of the methcds described under 3, above) until ccmpleticn of detail-time output for that card, when the $11-\mathrm{L} 9$ indicators are set off by the frcgram. (The L-indicatcrs are thus available on the first card--if control field contents were unequal to zerc--to control detail-time grcup-indicaticn operations.)

Note: As fointed cut under Definiticn_of Terms, designation of a field as numeric (ccl. 52 of infut $s p \in c i f i c a t i c r s) ~ c a r s e s$ conversicn of rlanks to zeros, and strifping of zonesexcept in the low-crder fosition. Furthermore, a lcw-crder-fcsiticn zone is also omitted from numeric data when it is stored in a separate location for control-level data. Therefcre, numeric control fields containing only klanks, and /or zeros, and/or zone punctes, in the first card with contrcl fields, will result in an "egual" comparison with zeros, and will not set L-indicators on.

On the otker hand, blanks, zcnes, ard zeros are distinguished for alphameric fields. Therefore, while zeros in alffameric control fields (of the first card with control ficlds sfecified) alsc will nct set the relevant L-indicator (s) cn , bl anks and zones in an alfhameric field will, tecause they are unequal to the $z \in r c s$ contained initially in the control-field core storage areas.

See Prcgramming Tips, Apfendix $E$, fcr a technique that assures orcup indication for the first card even if the control fields contain cnly $z \in \cos$.

The setting and status cf $L$-indicatcrs are indefendent of whether cr nct totaltime processing is bypassed (see secticn titled ${ }^{\text {Program_Lcgic }) . ~ I n d i c a t c r s ~ I ~ 1-I 9 ~}$ are cff at the beginninc of cbject-ficaram execution.

Primary purpose: To facilitate calculations at Total Time $\in \mathrm{ven}$ though no control kreak has cccurred.

This indicator is on at the start of frogram execution and is never turned off by the RPG proqram itself. It is considered a total-level indicator (like I1-I9), because its entry in the contrcl Level field (ccls. 7-8) of a calculation specification designates that calculation specification to be executed durinq total-time calculaticns (and provided lo is cn). This facilitates designating the execution of a calculation specification for total time, even though no control break--to set any of the I1-I9 indicators--may have occurred.

For example: Calculations during totaltime processing of an unmatched card (say, a blank trailer card) if the precedinq card was a matched record--note that, at total time, the MR indicatcr still reflects the matching-fields status of the preceding card.

Numercus other examples appear throuqhout the manual, particularly among Programming Tips (Appendix E). Notably, Lo makes it pcssible--without a control break --to perfcrm calculations after processina a card when data, MR, and Field Indicator settings from that card are still available while the card-type Resulting Indicator for the next card is already on.

The 10 indicator may alsc be used as calculaticn Resulting Indicator, or SETOF or SETON: kut it must not ke assigned as card-type Resulting Indicator or as Fíld Indicator. Two points must be borne in mind:

1. The Lo indicatcr is on initially, until turned off by the result of a proqrammer's specification; and
2. If $L 0$ is thus turned cff, it is turned cn aqain by the $\operatorname{kPG}$ Program after a new card has been read (see Figure 6--same pcint in the cycle where other L indicators are turned off).

## LR_(Last_Record)

Primary furfose: Tc provide for processing final totals at end of jot, and to terminate jct.

This indicator turns on, before totaltime calculations; following the processing of the last data card of an input (or combined) file. When a multi-file proqram is being executed, entries in the File Description Specifications designate which file(s) must $k \in$ completed kefore a last

Record condition exists (i.e., kefcre IR turns cn). (Actually, it is the first End-of-File--/*--card in the pertinent file(s) that causes LR to turn on.)

When [f turns on as the result of the last record condition, indicators Li-L9 also turn on.

The LR indicator may also be used as Resulting and Field Indicatcr, or SETCN or SETOF. Indicators L1-L9 dc not, then, also turn on cr off automatically.

The LF indicator is considered a totallevel indicator (like L1-L9), because its entry in the Control Level field of a calculation specificaticn designates that calculaticn specificaticn tc $k \in e x \in c u t \in d$ cnly during tctal-time calculaticns (and provided LR is on).

If LR is cn at the conclusicn of totaltime out fut, the program terminates after total-time output. It cannot $k \in$ restarted. When LR is used in the ncrmal manner--tc recognize the end cf the affrofriate data file(s)--it can be utilized cnly tc condition total-time oferations; nc further cverflow-time cr detail-time operaticns will occur. If the LR indicator is on at the conclusion of detail time (i.e., it was turned cn ky ctter than the last-reccrd condition), it is turned off right after that point $k y$ the RPG Program.

[^2]
## INDICATOK BIERARCHY

The program classifies indicatcrs in four priority grcups. This is cf concern tc the user cnly when he chooses to employ an indicator in a non-standard fashion.

Any indicator may $b \in d \in s j g n a t \in d a s a$ resulting cr field indicatcr, and used as a conditioning indicator, in any sfecifications fields provided for such entries (except that Contrcl-Level fields are limited tc t -indicators, and scme restrictions arfly to $I 0$ ). However, for unconventional afflication of an indicatcr, figure 11 may have to be consulted--in additicn to Figure 6 (Program Iogic)--to assure that
the indicator will not be set on or off by the RPG Program at a pcint in the cycle not desired by the user. The hierarchy order in Figure 11 indicates the pricrity sequence applied by the RPG Program in setting indicators.

Examples:

1. MR is used only as card-type Resulting Indicatcr in Infut Specifications. only a single input file exists. (See Figure 12A, lines 01 and 13.)

## Effect:

a. MR turns on before total-time calculations, if the card read was of the type to which Mr is assigned. MR is turned off by the RPG Program itself before the input data is moved to the process area, preceding Detail-Time calculations for the card.
b. Note that, if the MP indicator is used as a card-type Resulting Indicator in an CR relationship, the wrong input fields may be moved to the process area: MR has been turned off ty the RPG Program itself before it can serve to implement Field-Record Relation.

If MR is also set cn during detailtime calculations, it remains on through total-time calculations of the next cycle--even if the new card is not the type to which MR is assigned as card-type Resulting Indicator.

Eeason: The MR indicator belongs to a higher group (hierarchy qroup 1) than card-type Resulting Indicators (group 2)
2. As (1), above, but MR is also used in the normal manner; i.e., the froqram is multifile with matching fields. (SEe Figure 12A, lines 03-13.)

Effect: As (1), akov $\in$; but Mr is turned off or on (or remains on) before detail-time calculations, depending on the result of matching the contents of ccntrcl fields tetween files. Since MR may be turned on also $k y$ card type in this example, it could be on during total-time calculations and output even if the preceding records did not match between the files. on the other hand, it could be on--as a result of matchina records--and thus implement the wrong Field-Record Relation, when input fields are transferred to the process area.

Since MR may be on, in this method of use, as both a card-type Resulting


Figure 11. Hierarchy and Summary of Indicators

Indicator and for matching records, two card-type indicators cculd be cn, fcr fart cf the cycle, during processing of one card.
3. Indicator 10 is used as card-type

Resulting Indicator for a card type
(say, COSTMAST). It is also assigned as Zero-or-Blank indicator $t c$ an input field (say, GROSS) in ancther card type
(say, TCTPURCH), and as Zero-or-Blank resulting indicator in a detail-time calculation (say, line 01) of TOTPURCH cards. (Ste Figure 12R.)

Effects: Indicator 10 is always set on or off--depending on the card type (on for CUSTMAST, off for others)--before tctal-time calculaticns, reqardless of prior settings ky its other uses.


Figure 12A. Hierarchy of Indicatcrs - Illustration of Examples 1 and 2

When TOTPURCH card is read, indicator 10 turns on when infut data is transferred to the process area, if GROSS ficld is zero or blank; its status is again determined ky the result cf line 01 of the detail-time calculations of TOTPURCH card. If the next card read is not COSTMAST, indicatcr 10 is set off before total time of the new card.

Reascn: Card-type Resulting Indicators take precedence cver Zero-or-Blank Indicators--hierarchy grcup 2 versus grouf 3. Therefore, Indicatcr 10 is turned off before total time if the card just read is not cestmast type. It is turned cn fy blark or zerc in gRoSS field of TOTPURCH card before detail time, when input fields are transferred to the process area-because this cccurs later than the
resetting of card-type resulting indicators.

Thus, it is possible for more than one card-type indicatcr to be on at the same time, for part of the cycle--e.g., the card-type indicator assigned to TOTPURCH type plus indicator 10 , serving to identify CUSTMAST card type but possibly turned on by GROSS field of TCTPURCH card.

Note: Initially, indicatcr 10 is off, because card-type Resultinq Indicators take precedence over Zero-or-Blank in Field Indicators and calculation Resulting Indicators. However, a Blank-After output instruction for the field GROSS or NETSLS will turn it on; it is then turned off again before total time of a card of type 12.


- Fiqure 12E. Hierarchy of Indicators - Illustration of Example 3


## MATCHING_CF_CARD FIIES_ANI_SECUENCE CHECRING

A primary file can be matcred against cne cr twc other files, defined as seccndary and tertiary file, respectively. a secondary file cannot be matched against a tertiary file.

In crder for a file to ke matched against another, its name $\mathbb{I} u s t$ be entered in the Infut Specificaticns; i.e., it must be either an input file cr a combined file (see Definiticn cf TErms). The crder in which infut cr combined files are entered in the Input Specificaticns determines their relative pricrity: the first file defined thereby becomes the frimary file; a next file entered becomes the seccndary file; and if a third file is defined in the In put Specifications, it is thereby designated the tertiary file.

The criteria for matching of files are the contents of cne, two, cr three card fields, defined as Matching Fields (N1, M2, and M3)--sєє Input Specificaticns. The number of Matching Fields (cne, two, or threef used must be the same fcr all files,
and fcr all card types for which matching is sfecified. card columns of different Matching Fields in the same card can overlap; fut the total length of all Matching Fields for one file (each M1, M2 and M3 counted once) must not exceed 144 characters. (Note, however, that - even for overlapped fields - the program stores the data from the different levels of Matching Fields contiguously, withcut overlapping.) The length of a Matching Field (M1, M2, or M3) must be the same throughout (i.e., in all records to $b \in$ matched). Matching Fields may be defined as alphameric or numeric (all zones stripped), and this designation need not $k \in$ uniform for the several specificaticns entries of one Matching Fields level (i.e., it may differ between files and card types, provided the field name differs). However, if any Matching Field is defined as numeric for one card type, all Matching Fields of that level (M1, M2, or M3) in all card types are treated as numeric for the Matching Fields operation--i.e., all zones are iqnored in the match, and blanks are converted tc zeros.

Note: Contents of fields to be ratched are stored sefarately for the Matching Fields operation. This is indefendent of stcrage of the data for ctrer furfcses (calculations, cutput, etc.).

When $r o r e$ than $c n \in$ input (or combined) file is sfecified, matching of the primary file to the other infut (cr combined) file(s) is mandatory; i.e., at least cne Matching Field is then required for each such file. At least one card type in each infut (or combined) file must have Matching Fielda (s) $s p \in C i f i \in a ̃$.

Whenever Matching Fields are specified, sequence_checking on the Matching Field (s), of all card types being matched, is automatic. The files being matched are treated as a single sequential file. The sequence may be specified as ascending (A) cr descending (D), but must $k \in$ the same fcr all files being matched. The seguence is ch $\in C k \in d$ according to EBCDIC (see AFFendix I, Figure D1); but any otrer sequence can be substituted by a translation table (see Appendix D). It is not pcssible, if there is more than one input (or combined) file, for the files tc $b \in$ in randcm sequence, $\in v \in n$ if the cards in all files are in the same order and would match on the Matching Field (s). An error in the card sequence stops the program. The prcgram can be restarted--ste IBM_Systeg $\angle$ _3EO Mcdel_2C,
 Equipment, operating_Procedures (FCrm C263800). Cnly an error in the directicn of the sequence is detected: a stcf on duplicates is nct part of the Matching Fields operation (it can, however, ke acccmplished by calculation specificaticns).

The sequence in which cards frca multiple files are frocessed resembles a standard IBM Collator match or merge oferation, except that there can be three files (if the $I / O$ devices required therefcr are fart cf the system):

Whenever cards in tre primary file match cards in the seccndary and/or tertiary file, all matched primary-file cards are processed, fcllowed by all matched secondaries (if any), fcllcwed ky all matched tertiaries (if any).

Whenever cards do nct match, thcse with Matching Field (s) contents earliest in the sequence are frocessed first. When the Matching Field (s) value(s) in the seccndary- and tertiary-file cards are equal, the secondary-file cards are processed first.

A card type for which nc Matching Field is specified is prccessed immediately after
the card it fcllows in the file, like a trailer card. Such cards at the front of a file are prccessed $f \in f o r e$ cards in any other file. (If they appear at the front of more than one file, the normal friority applies: primaries, stcondaries, tertiaries.)

Whenever a primary-file card matches a secondary- cr a tertiary-file card, the MR (Matching Record) indicatcr turns on before detail-time calculations (see Figure 6 Program Logic Flow); it remains on for the processing of all primaries with the same Matching Field (s) value(s). It also remains on for the processing of all secondaries and tertiaries that match the primary. If the Mr indicator is turned off during the frccessing cf cne of these matched cards, by a frogrammer's specification, it turns on again, before detail-time calculations of the next card that kelongs to the matched group. The MR indicatcr turns off (before detail time) for the processing of a card whose Matching Field (s) contents do nct match those in the relevant other file.

The MR indicator alsc turns off during the processing of a card type for which no Matching Field is specified. However, such cards

1. are ignored in the sequence check,
2. dc not destroy the value(s) stored for sequence checking from the last precedinq card with Matching Field(s) sfeci$f i \in d$, and
3. do not destroy the value(s) stored for file matching.

Cards continue to be processed from the same file until the next card is read for which Matching Fields are sfecified. The normal matching and sequence-checkina operations then resume. The Matching Fields values in the new card are compared with matching and seguence values stored before the not-to-be-matched card (s) intervened.

The status of the MF indicator may be utilized tc control calculations and output operations, including stacker selection (e.g. : to direct unmatched cards to separate stackers).

Normally, stacker selection based on the status of the MF indicator should $\mathrm{b} \in \mathrm{at}$ detail-time output--otherwise the next card is selected, since tre MR indicatcr reflects the matched or unmatched status of a card beginning at its detail time and through the ensuing total time, when the next card is in cutput position.

In order to stacker-select cards, or control cther cutput oferaticns (i.e., furching and card-printing), on the basis of the MF indicatcr in a multi-file operation), the file must be defined as a ccmbined file ( $C$ in File Descriftion Specifications).

The matching of files alsc rakes it possible tc funch and/cr dccument-print data from primary-file cards intc matched secondary- and/or tertiary-file cards, or from matched seccndary-file cards intc tertiary cards of the same matching group*. Similarly, contents (codes, data) frcm a card in rigber-pricrity file can be vsed to condition oferations for a matching card in a lower-ranking file (primary to secondary and/or tertiary, secondary tc tertiary). The converse is nct possible, because matching cards of a higher-friority file are completely processed tefore a ratcring card frcr a lower-priority file kegins processing.
*Note: The reference tc data from matched secondaries tc tertiaries in the last paragraph means that both types matched a primary-file card--seccndaries and tertiaries cannot be directly matched to each other.

[^3]Processing Sequence for Three Files being Matched
(see CONDITIONS and LEGEND below)


## CONDITIONS

GIVEN: Two single-column Matching Fields are used, and designated as numeric ( 0 in "Decimal Positions" in Input Specifications); ascending sequence is specified. Control levels are also designated, for all card types (including those not being matched): $\mathbf{L} 2$ for high-order (left) field, L1 for low-order field. L 1 is specified for all files; L2 only for Primary and Tertiary. Assume col. 17 of File Description Specifications is blank for all three files, so that all files must be completed before LR turns on.

LEGEND: $\quad \mathrm{P}=$ Primary-file card; $\mathrm{S}=$ Secondary-File card; $\mathrm{T}=$ TertiaryFile card. Arabic numerals $=$ Contents of fields specified as Matching and Control-Level fields; $\ddagger=$ blank. NM = No Matching Field specified for this card type; lower-case letter = Specific card of such type. MP = MR indisctor ON for processing of this card (Detail Time through ensuing Total Time); NMR = MR indicator OFF for processing of this card. $\mathrm{L} 2, \mathrm{~L} 1=\mathrm{L} 2$ and/or LI (as shown) indicator on for this card (beginning with Total Time and through its Detail Time).

Figure 13A. Matching cf Files - Infut Files before Matching


Figure 13B. Matching of Files - Tre three Files after Merging

Figures 13A and B illustrate the processing sequence for multiple files, the status of the Mk indicator in the various situations, and the acticn of lx indicators (L1 and I2) if assiqned tc the same fields used as Matching Fields. The example was deliberately constructed tc show the effects of various unusual conditions in combination, and is therefcre somewhat artificial. It shculd, however, make it possible for the user to predict how sequencing, the $M R$ indicator, and Ix indicators will act under any combinaticn cf conditicns he may set up.

For clarity in showing the seguence in which the cards are processed, the three original files are subseguently pictured merged into on file, althcugh they $n \in \in d$ not te merged. Explanatcry comments for Figure 13 follow. If the reader is coly interested in the frocessing seguence and MR indicator--not the Contrcl Levels--te can ignore the contrcl-Level entries: they have no effect on the file processing sequence or the status of the MR indicator.

## Items to ke Noted_in Fiqure 13

1. Card types for which Matching Fields are not $s p \in c i f i \in d$
a. A card type for which Matching Fields are not specified is prccessed immediately after the preceding card from the same file. Ste positicn of cards T NMa, P NMa, T NME, T NMC, F NME and S NMt.
b. If cards of such type are at the front of any file, they are frccessed first, even if they are neither in the primary file nor contain the lowest (if ascending $s \in q u \in n c e)$ value in the fields cn which other cards are matched. See fcsition of card S $\mathbb{N M a}$. (If all files began with such cards, these cards would be prccessed in the file-priority sequence: primaries, secondaries, tertiaries.)
c. None of these cards causes a sequence error. The card itself is cmitted frcm the seguence check, and thus is never signalled as out cf sequence. The core-storage s€quence-data area retains its contents frcm the last freceding card with Matching Fields sfecified, and the next card to $\mathrm{t} \in \mathrm{matched}$ is compared with this data--thus, the intervening not-tc-te-matched card dces not affect the sequence comfarison of the ensuing card.
d. The MR indicator is CFF for such cards; but it turns $O N$ again $f(r$ the next card if--without the
intervening not-tc-be-matched cards--it would be ON. See MR indicator for card following $P$ NMa, T NMC, P NME, and S NMb.
2. zones and Blanks

Since Matching Fields were designated numeric: $X=0$, and 11- and 12overpunches are omitted by the progran frcm match and sequence comparisons. SEE cards $S$ OJ and Pわ2.
3. No matching is performed between secondaries and tertiaries. Note that the MR indicator is off for cards S19/T19 and $S \equiv 5 / T 35$.
4. During the processing of a matched primary-file card, there is no indict ticn whether it matches only a secondary- or only a tertiary-file card, or both.
5. Control Levels
a. Whether, and in what manner, control levels are specified has no bearing on the sequence in which cards of multiple files are processed.
b. When a seccndary-file card is processed, the high-crder controllevel field (L2) is not compared nor are its contents altered in core storage, from the last-preceding primary- or tertiary-file card--because, solely to illustrate the effect, I2 was not specified for the secondary file.
c. Since control levels were specified for all cards in a file, the NM cards affect control breaks although they are not being file-matched.
d. The Control-Level fields were designat $\in$ numeric. Therefore $\mathrm{B}_{\mathrm{d}}=$ 0 , and 11- and 12-overpunches are omitted by the program from group controlling.
e. Control level operates as though the three files were one file, in profer sequence according to the RPG file-matching oferation.

The L1 and L2 indicator status, as shown in Figure 13B, will now be discussed for each relevant card in the example, in the order the cards appear in the merged file. The reader should bear in mind that control levels L2 (high-order field) and i. f (low* order field) were specified (for the same fields used for matching) for all cards of


The explanaticns for sequence-Checking given abcve, under Matching_of_Card Files, apply--i.e., in regard tc ascending, descending and sfecial translaticn-table seguence; stcffing cn secuence errors; maximum aggregate size of seguence fields; and ignoring sequence of intervening card types for which no Matching Fields are specified.

Note: Programming a sequence check by entries in the calculaticn sfecificaticns may yield faster throughfut, and usually
consumes less core storage space, than utilizing the Matching Fields entry for that purpose alone; it also permits detection of duplicates, which is not fossible with the Matching Fields operation. (Fiqure 68 Part I illustrates sequence-checking and guarding against duplicates by calculation specifications.)

This chafter and the five chapters that follow discuss tre specificaticns for every field in each of the five specifications forms. Where illustraticns were thought desirable for clarificaticn, they are given. (Soluticns to scre special afflicaticns problems, however, are presented in Appendix $E$, Frogramming Tifs, rather than here.) Attenticn is drawn to limitaticns and fotential trouble areas, where deєmed cf general interest and significance.

Functicns treated extensively in earlier chapters will not be repeated in detail here. The user is assumed to have read the precedinq material, and is asked tc refer back to it for the fine foints. The contents of the chapter programming fcr REG=General Informaticn, particularly, will be an indisfensable reference.

In a $f \in w$ instances, tre Model 20 card RPG provides a latitude in specificaticns that does not conform to the requirements of other IBM System/36C FPGs. In these cases, a brief note will fcllow, indicating that differences exist between this and other System/360 RPGs. Tc olviate repetitive detailed explanaticns in each such note, the term "compatibility" will $k \in \in m-$ ployed as reason for the reccmmended approach.

FIELES_CCMMCN_TO_ALL SPECIFICATICNS FCFMS AND_CARDS

## Colums $1=2$ : Pace identificaticn <br> Columns 3-5: Line identification

While Faqe and Iine identificaticns will usually te rumeric, any fectic characters are valid. (Zero does not equal blank.)

The first two diqits of line number are preprinted; the third is left klank. to make it easy to assign line numbers for insertions, by writing specifications lines following line 15 and numberino fer affrcfriate insertion. The cards within a specifications type must te in appropriate sequence when they are read by RFG. Proper sequential numbering facilitates scrtirg of sfecificaticn cards, and checking.

Page and line identificaticns are read as one combined continuous value and checked for ascending sequence according to EBCDIC (SEe Appendix D, Figure D 1). Trey may start at any value and gaps in the sequence are permitted. A stef-down (descent in sequence) or repetition is identified ky a printed symbcl (S) during frogram generaticn, but generation is not
interrupted. (The crder in which the frcgrammer writes and numbers the different kinds of specifications sheets will often differ from the order in which the specifications card types must be fed into the system. The symbol for sequence step-down will then $k \in$ printed, and can be ionored if due tc this reascn.) No sequence symbol is printed for a step-down at the first card of calculation specifications.

## Column_6: Form_TyFe

This is a predetermined and constant letter for each type of specifications form and card. If cards of one specification type are fcllowed by those of ancther type that may leqitimately fcllow, and cards of the first type then recur, the latter group is ignored and an error message is printed; but generation continues.

Columns 75-80: User's_Identification
May contain any EBCDIC characters. This field is not checked by the prcgram, but the contents are printed during generation.

Comments Card: $\quad *$ (card_punch-combination 11-4-8) in﹎ㅡㄷolumn_7.

The * in ccl. 7 designates that this is not a specification card. The proqram checks only columns 1-6 (sé abcve). The card does not effect any program generation; but the contents of columns $1-8 \mathrm{C}$ are printed during generation.

This allcws the programmer to insert notations at any pcints in the specifications.

## Blank_Specifications_Iines_or_Cards

Blank lines may be left between specifications lines, for clarity; but intervening blank specifications cards (without * in col. 7) cause printing of a diagnostic message during generaticn, although they do not prevent proper generation of the object program.

## Ieading_Zeros in Specifications Fields

The recording of leading zeros is cptional only in specification fields for cardcolumn numbers, forms skif (in this RPG), End Position in Output Record (OutputFormat Specifications), field legths (Calculaticn Specificaticns), and for numbers and lengths of table entries (File Extension Specifications).

## GENERAI_INFCEMATICN

Each file used in the object program must be defined in one line of the file Descripticn Specificaticns form (See Figure 14). The form serves the follcwing purfoses:

1. To assign a name to each file by which it is referenced in the Infut and/cr Cutput Specifications;
2. To associate each file name with a specific input and/or output device;
3. To indicate whetrer the file is tc frovide data infut, serve fer cutput, or both;
4. To sfecify--when cards within an input (or combined) file, cr files, will ke $s \in q u \in n c \in-c r \in c k \in d--w h \in t h \in I \quad s \in c ̧ \in n c \in i s$ ascending or descending; and
5. If more than one file frovides data infut, tc indicate wricr file(s) must be completely processed before the job is $t \in r m i n a t \in d$.

## Maximum Numk

This is dependent on the infut, output, and input/output devices attached to the system:

- One input file is available for each input or input/output device.
- One output file is available for $\in a c h$ output or input/cutput device. (An IBM 2203 printer with Dual-Feed Carriage special feature cffers two output files.)
- One combined file is available for each device that can serve for both input and output.

File types (input, cutfut, cr combined) are mutually exclusive (i.e., one file can only te an input file, or an output file, or a combined file), and cne input/output device can be assigned only to a sinale file.

Each of the two boppers cf the IBM 2560 MFCM can te independently assigned to an input file, or an output file, or a combined file.

## IBM System/360



- Figure 14. The File Descriftion Fcrm

Figure 3 shows which infut, output, and input/output can be combined on the system.

## FILE_DESCRIPTION

## File_Name=-Columns_7-14

Each file used in the prcgram is assigned a name by the frogrammer. This name is recorded here cn a separate line fcr each file. It must begin in column 7 with cne of the 2 c alfhabetic characters, and may continue with alfhatetic cr numeric characters. It may be cne to eight characters long. (S $\in \in$ Definiticn of I $\in$ rms, for "alphabetic" and "numeric" characters-neither permits embedded blanks.) The same name mest not be assigned to several files.

[^4]Note_2: Files may be entered in the File Descripticn specifications in any convenient sequence. For compatitility with other RPEs, the crder cf infut and combined files shculd correspond to that in the Input specifications. See also File_Designaticn (col. 16), below.

## File_Type=-Cclumn_15

$I=$ Input file.
The cards are read tc provide input data.

There is nc output to any of the cards.
The file name appears in tre infut specifications, but nct in the outputformat specifications.
$c=$ Cutput file.
No information is read from the cards; they serve only to receive cutfut. or, this file name represents the printer.

The file name appears in the outputformat specifications, tut nct in tre infut specificaticns.

C = Combined file.

Scme or all of the cards in the file provide input information and some or all of the cards in the file receive cutput. The file name appears both in the input and the output specifications.

If input cards are to be stackerselected in the cutput specifications (e.g., based on calculation results or on status of certain indicators, such as MR), they must kelcng to a combined file.

Note: If the $u s e r$ wishes to make certain that output cards are klank in certain or all columns before they are punched, he must desiqnate them as belonging to a combined file. The fields that should be klank can then be read via input specifications, and indicators set for blank or not klank.

File type $U$ does not apply to Model 20 card RPG.

No check is performed by the procram tc assure that, if $C$ is designated, the File Name appears in both the input and output specifications.

## File_Lesignaticn=-Cclugn_16

Leave blank for outfut files. No entry required for input (or combined) files.

Model 20 card $f f e$ ignores entries in column 16 of the File Description Specificaticns form, and the crder in which the files are listed on this form. The order of priority of input (cr combined) files is established in the Input specifications.

[^5]Primary-file cards are frccessed ahead of matching seccndaries; wten seccndaryand tertiary-file cards match primaries, the crder cf processing is: primary cards, secondary cards, tertiary cards (second file with $S$ in ccl. 16).

It is permissible for output-file entries to intervene between the entry lines for the several infut (cr combined) files.

End_cf File=-Cclumn 17
If there are multiple infut (or combined) files, this column determines which of these files must be exhausted before the LR indicator turns cn and the job terminates.

F entered in column 17) fcr all input (or or $\begin{gathered}\text { in cclumn } 17 \text { (combined) files: }\end{gathered}$

```
All input (or combined) files are exhavsted befcre LR is turned cn anc jot
``` is terminat \(\in\) d.

E \(\in\) ntered in cclumn 17 fcr some--but not all--input (or combinєd) file (s): The LE indicator turns on, and the jct terminates, after prccessing of the last data card of all files for which \(E\) was entercd-- \(\in \in \in n\) if \(c n \in c r\) two cther files (tlank in column 17) are not yet exhausted.

For a single infut (cr combined) file, the LR indicator turns on, and the job terminates, after the last data card has \(k \in \in n\) processed--regardless of whether column 17 is blank cr contains E.

Leave column 17 klank fcr output files.

\section*{Sequ \(\in\) nce=-Column 18}
leave klank unless sequence checking is called for in the Input specifications (by entries in Matching Fields, columns 61-62).

If multiple input (cr ccmbined) files exist, or a single input (cr ccmbined) file is to be sequence-checked, the direction of the file sequence must be specified here. The sequence check oferates acccrding to the \(\operatorname{EBCDIC}\) sequence, unless the user has modified the sequence ky a translaticn table (see Afpendix D). With multiple infut (or combincd) files, all must \(\mathrm{f} \in \mathrm{in}\) the same sequence, and the specification in col. 18 must be entered for all cf them.
\(A=A s c \in n d i n g \quad s \in q u \in n c \in\)
\(D=D \in S c \in n d i n g\) s \(\in q u \in n c \in\)

Leave column 18 blank fcr output files.

Colu패s \(19=32\)
Leave blank. These columns do not apply to Model 20 card RPG. (While comments may be recorded in these cclumns with this program, this would interfere with other RPG programs.)

\section*{I \(\angle O\) O DEVICE_ASSIGNMENT}

\section*{Device--Columns 40-45}

A mnemonic code is written in this field to assign a specific input, output, or input/ output device to the file whose name was recorded in columns 7-14. Whenever a particular file name is then referred to in subseguent specifications, the system acts upon a card (or paper form) in the \(I / 0\) device identified here with that file.

The Device code is written left-aligned, starting in cclumn 40. A ccde for each device has \(k \in \in\) n pre-determined by IRM, and must \(k \in\) written exactly as shown kelow.
\begin{tabular}{|c|c|}
\hline \multicolumn{2}{|l|}{|Specification|} \\
\hline Entry & IInput/Output Device \\
\hline |CFP20 & IIEM 2520 Model A 1 , Card \\
\hline | & 1 Fead-Punch \\
\hline IMFCM 1 & IIEM 256C MFCM, HCFFEr 1 \\
\hline (MFCM2 & IIEM 2560 MFCM, Hopper 2 \\
\hline |PRINTER & IIBM 1403 Printer, or IRM \\
\hline 1 & | 2203 Printer (standard or \\
\hline 1 & I Lower Feed) \\
\hline |PRINTLF & ISame as PRINTER (see above) \\
\hline -PRINTUF & IIBM 2203 Printer, Upper \\
\hline \[
1
\] & I Fetd of Dual-Feed Carriage \\
\hline | PUNCH20 & |IBM 2520 Mcdel A2 or A3. \\
\hline I & 1 Card Punch \\
\hline | PUNCH42 & IIBM 1442 Card Punch \\
\hline |READ01 & |IBM 2501 Card Reader \\
\hline
\end{tabular}

Note: If the Dual-Feed Carriage special feature is installed, and koth carriages are used in the program, each carriage is assigned a separate file name and Device code (PRINTER or PRINTIF, and PRINTUF). Two printer output files then exist. The lower-feed carriage is the standard (or sole) carriage. (See IBM System 3 360_Model 20. 2203_Printer, Form Ā \(26-5926\). )
```

    For compatibility with other RPGs,
    PRINTER (rather than PRINTIF) should be
used for the standard, or lower-feed
carriage.

```

READO1 will function also as MFCM1, provided there is only a sinole input file, no MFCM output is involved, and no 2501 is attached.

7-15-66

- Figure 15. Example of File Descrifticn Specificaticns

\section*{Columns 47-65}

Leave klank. Not applicable to Model 20 card RPG. (While comments may \(k \in\) recorded in these columns with this program, this would interfere with other \(\operatorname{FPG}\) frograms.)

Comments==Columns_66-74 (fcr card RPG cnly)
Available for any informaticn the program\(m \in r\) wishes tc have frinted oct during generaticn cf the program. Except for this printout, entries in this field are ignored ky the generatcr program, and dc not take up any core storage in the ckject frcgram.

\section*{EXAMPIE CF FILE EESCEIPTICN SPECIFICATICNS =-FIGURE \(1 \underline{5}\)}

Job_Reguirements (Thcse Relevant to File Descrifticn Specifications)

Match a large file cf monthly accounts receivable balance cards aqainst transaction cards. When there are transacticns on an account, punch a new summary card. Also list kalance and transacticn data. The data files are in ascending seguence. Terminate the run after the last transaction card, so that any remaining portion cf the cld-talance file is not unnecessarily frocessed. Select unmatched transacticn
cards.
Exflanaticn_of_Specificaticns_Fntries
File Name
Arbitrary, but descriptive, file names were chosen tc illustrate
a. That the first letter must be alphabetic
b. That there are three symbols that are \(d \in f i n \in d\) as alphatetic--note \(\$\) in first position of second file name (see Definition_of TErms.)
c. That numeric characters may be used except in first fosition of file name.

File Tyfe and I/C Levice
The old-balance file (OLDeaic1) serves as input only ( \(I\) in col. 15), and is to \(k \in f \in \mathbb{d}\) throuqh the IEM 25C1 Card Reader (Device code FEADC1 in cols. 40-45).

The transaction file (\$TFNSACT) serves as data input only; but the \(\$\) TRNSACT cards that do not match CIDBATC1 cards are to be selected. Stacker selecticn predicated on the status of the MP indicator must be specified in the cutput-Format Specifications, which makes it an output operation. The \$TRNSACT file thus appears in both infut and cutput specifications, and must therefore te defined as a combined file (C in col. 15). The file is to be fed from hopper 1 of the MFCM (Device code MFCM1).

The new-balance file (NEWEAL1) serves only for output, and does nct appear in the input specifications. Therefore, 0 is entered in col. 15. It is immaterial whether the cards are tlank when placed in the hcpper (as they would ncrmally be in this application) or prepunched: they will not \(b \in\) read. The file is tc be fed frcm hopper 2 of the MFCM (Device code MFCN2).
```

    An accounts receivable irañsactioñ list
    (file L5ARTENS) is tc be frinted cr an IBM
1403 Printer, or on an IBM 2203 printer
under control of the lower feed. The
Device code for either is fRINTER (or
PRINTLF). The printer can only be output
(0 in col. 15).
File Designaticn, and Order of File Entries
The entries in cclumn 16 designate that
OLDBALC1 cards (P in col. 16) are processed
ahead of matching \$TRNSACT cards (S in ccl.
16). For the same reason; the cIDEALC1
file is entered ahead of the \$TFNSACT file-
-and this corresfonds to their crder on the
Infut Specificaticns form.
Both the code in col. 16 and the crder in which the files are listed on the File Descripticn form are ignored in Model 20 card RFG. They are reguired only fcr compatibility with cther RPGs.
End of File
The $E$ in ccl. 17 of the \$TFNSACT file specifies that the job is tc $k \in t \in r m i n a t \in d$ after the last card of this file has been processed--regardless of whether the OIDEALC1 file was exhausted earlier,

```
at the same time, cr still has unprocessed cards left.

If column 17 were klark for botr input
(cr ccmbined) files, or contained \(E\) for
both, the jcb would not be terminated until both files are exhausted.

Col. 17 is not used with output files, and is therefore blank for the NEWBAI 1 file.

Sequence
The \(A\) in cclumn 18 specifies that the input (or combined) files are iñ ascendinc sequence. Multiple input files must be in sequence, and all must be in the same sequence.

Comments
The entry in cols. \(6 \in-74\) of the \(\$\) TRNSACT file line will be listed at program-generation time, on the same print line as the File Description Specifications for this file. In card RPG, its cnly function is a comment to the programmer or operator
(e.g., "remember to check stacker 2 during program extcution: it will contain problem cards").

\section*{GENERAI INFOFMATICN}

The input specifications (see Figure 16) serve to
1. Estaklish the prccessing pricrity for matched cards from multiple infut (or combined) files
2. Identify card types within an infut or combined file
3. Specify card-type seguence within the file
4. Lirect input- or combinєd-file cards to stackers cn the tasis cf card type
5. Lefine input fields, and their data formats
€. Set indicators based on the status of individual input fields
7. Identify contrcl fields
8. Desiqnate fields to be matched between cards of multiple infut (or ccmbined) files
9. Specify card field(s) for seçuence checking

Each input or combined file must be recorded on the Infut specificaticns form.

A file consists cf cne or more card types in one hopper.

Each card type that can exist in an input file must have at least a Sequence entry (cols. 15-16) in the Input Specificaticns--ctherwise an error stcf or perpetual frogram lcop occurs when the card type appears during program execution.

In a combined file, any card type from which data is to be read, or which is to be processed on the basis of card-type identification, must also be entered in the input specifications. Normally, this means that all card types of a combined file must be identified on the Input Specifications form, just as for an input file; an exception is a combined-file card type which is never read cr identified, but is punched and/or card-printed by multiple-time output instructions during cne program cycle of another card (see Program_Logic_Flow, Multiple-Time cutput to Cards durinq cne Program Cycle).

At least one input or combined file is required for an RPG program. Input ficlds are defined only if they are to be read; it is possible tc perform an RPG jok without any infut fields (e.g., stacker selection, or error halt, based on card type).

Output files must not contain an entry cn Input Specifications forms.


Figure 16. The Input Specifications Fcrm

The entries for the Input Specifications form are divided intc threє categories, as shown in Figure 16.
1. File and Card-Type Identificaticn-Cclumns 7-42

This segment designates the file, identifies the card types it contains, determines the crder in which card types within tre file should cccor, and permits stacker assignments by card type.

Each card-type identificaticn uses a separate specifícaticn line, or group of lines, which must not contain any field descriftion.

The order in which rultifle infut (cr combined) files are entered in the input specifications determines the relative processing priority of matched files: the first file entered thereby beccmes the primary; the next one tecomes the seccndary; and a third one \(b \in c c m \in s\) the tertiary (cr second secondary) file. (Also see Matching_of Files.)
2. Field descriptions--Cclumns 43-70

In this segment, the input fields are defined, and their formats are described. Indicators may te set on the kasis of fositive, negative, cr zero/klank contents of input fields. Control fields, and matching fields for multiple files, are assigned here. Sequ \(\in\) nce-check fields may ke \(s f \in c i f i e d\).

Each field descrifticn uses a separate specification line. All ficld descriptions for one card type (or grouping of card types, if cR-relationships apply--see belcw) follcw the specification of that card type (or card-type group), beginning cn the line belok the card-type specification.
3. Sterling Sign Positicn--Columns 71-74

Applies to Sterling currency fields (British monetary system) cnly. Nct covered in this manual. See IBM System 3 360 Model_20_ Sterling Currency Processing_Routines, Form C26-3605.

FIIE_AND_CARD-TYPE_IDENTIFICATION
File_Namé-Ccls. 7-14
Each file is given a separate name ky the proqrammer--ithe same name \(x \in \in \mathbb{d}\) frr that file in the File Descripticn Specifica-
tions, where the file name is associated with a particular I/O device.

The name of each infut cr combined file is entered on a separate line in this field. It must begin in cclumn 7 with one of the 29 alphabetic characters, may continue with alphabetic cr numeric characters, and may be one to eight characters long. (S \(\in \in\) Definiticn of TErms, for "alphabetic" and "numeric" characters-neither permits emícdded klanks.) Field description must not appear in the same line.

The file name is recorded once per file, on the first line for that file. If desir \(\in d\), it may be repeated for additional card types within the same file; but this is unnecessary.

Sequence, Number, oftion--Ccls. 15-16, 17. 18 (Card-Type Sequence Check)

When there are several card types within one file, the job may or may not require them to be in a particular sequence. The program can be directed to check that the sequence in which the types cccur during object-program execution conforms to a specified sequence. An error results in a halt. The system may be restarted (see restart procedure in operating Procedures manual).

This check has no connection with a sequence check on the values in fields of succesive cards in a file (see cols. 61-62) nor with control-level groups (see cols. 59-6C). Fcr instance, the correct sequential position of a card type among other card types--but in the wrong control qroup. --is not detected by entries in these fields. These entries merely verify that a specified sequence cf card types iterates within the file and--with limitations--that the guantity of each card type adheres to a critericn cn each iteraticn. Therefore, not every kind of error in card-type sequence is detected; nor is the last group in a file checked fcr completeness, sc lonq as no detectable card-type sequence error occurs up to the point of the last card in the file. However, Control-Level specificaticns (see cols. 59-60) provide for quarding aqainst admixture of cards of the correct type but wrong control qioup; and simple Calculation Specificaticns entries can frotect against most of the remaining card-type sequence errcrs nct detected by entries in cols. 15-18 in the input specificaticns. (Cne such example appears in Figure 5D, Iine 06.) Letailed explanations and illustraticns cf the card-type sequence-check oferation follow later in this section.

The sequence entries in cols. 15-18 in a specificaticr line apply tc the card type in that line, as identified by specifications in cols. 23-41.

Card types in an or relaticnshif (see below have nc card-type-sequence specifications. The specificaticns in the main line atove the \(O R\) line (s) affly to the \(O R\) types, tco. It is not possible to specify a different sequence positicn or quantity check to card types in an OR relaticnshif.

Sequence--Ccls. 15-16
Colums 15-16 must both have an entry in the first specification line of every card type (i.e., no Sequence entry is made in an ANC Or OF line--ste kelow).

Hote: \(A N L\) and \(O R\) lines are identified ky MAD and OR*, respectively, in ccls. 14-16-see below.

The entry in cols. 15-16 must consist of a two-digit number when the card-type position in relation to cther card types in the sane file is to be checked.

The entry in cols. 15-16 must consist of any desired combination of the 29 alphabetic characters (see Definiticn of Terms) if the relative position of that card type, ameng several card types in the file, is not to be checked. (If desired, the same at phabetic characters may \(k \in\) used for several such card types.) a card type with alphabetic entry in cols. 15-16 cannot be checked for number of such cards in a grove, and its presence in a group is alweys considered optional.

For card types whose relative positions are to be checked, the card type that is first in seguence in a file is assigned sequence number 01 in cols. 15-1 6 . The next types in sequence are each assigned any desired higher number, in ascending sequence, in the order in which the card types occur in the deck. Gaps in the cardtipe sequence numbers are fermitted. The oprdptype specification lines for each file解st be written in the same crder in which the sequence of card types for that file is mambred.

When some but not all card types in a file are to be checked for relative position, the specifications for card types not to hachecked for seguence (alphabetic in cols. (5-16) must precede those for all sequence-numbered card-types for that file --even though the cards themselves might be interspersed in the card \(d \in c k\) ameng the sequence-numbered types, and may even occur between multiple cards of a single sequence-numbered type.

Col. 17 must contain an entry when cols. 15-16 contain a numeric Sequence number. Cols. 17-18 must be klank when cols. 15-16 contain an alphaketic Seguence code.

When there is only a single card type in a file (or all card types are in an \(O R\) relationshif), cols. \(15-16\) may be alphabetic or numeric (if numeric, col. 17 must be coded 1 or \(N\) ). Alphabetic entries are recommended in this case, because of the contingency described in Warnings, item 2(a), below.

Note: The rules for alphabetic and numeric Sequence entries stated above are compatible with other System/360 RPGs. The Model 20 card RPG Program actually distinguishes between a Sequence entry defined as numeric (i.e., relative card-type position to be checked) and cne defined as alphabetic (i.e., card-type position not to be verified) on the basis of col. 15 alone; there is no restriction on the contents of col. 16. Specifically, the Sequence code is defined as
1. Alphabetic, if ccl. 15 contains any EBCDIC character other than blank (hexadecimal 40) and other than those in EECDIC-table column \(F\) (upper halfbyte hexadecimal F).

Col. 16 may contain any of the 256 ERCDIC characters (including "blank").
2. Numeric, if col. 15 contains any character in EBCDIC-table column F (upper half-byte hexadecimal F).

Col. 16 may contain any of the 256 FBCDIC chafactexs fincluding "klank"f.

The card-type sequence check is based on the EBCDIC sequence.

See Appendix D and Figure D1 for explanation of EBCDIC.

Number--Col. 17
When cols. 15-16 contain a numeric sequence entry, col. 17 must also contain an entry to specify the number of cards of this type in each iteration of card types: 1 or N .
\(1=\) If the card type is present, there must be exactly one card of this type.
\(N=\) If the card type is present, there must be at least one card of this type and there may be more than one.

Column 18 determines whether the card type must be present.

Column 17 must be left blank in \(A N E\) and OR lines, and if cols. 15-16 contain an
alphabetic code finc card-type segucnce check). It is not pcssille here tc verify the guantity of cards of a type whose sequential position in relation to other types is not consistent (i.e., cannot \(\mathrm{f} \in\) checked).

Opticn--Ccl. 18
When col. 17 contains an entry (i.e., cols.
15-16 contain a Sequence number), ccl. 18 may be blank or contain the letter 0 .
* \(=\) This card type must te fresent in each iteraticn of card types.
\(0=\) Presence of this card type in each iteration cf card types is cfticnal.

Whether cnly cne card or several cards may be present--if the type is present--is determined by the entry in col. 17; i.e., even if presence of a type is opticnal, a check is made to verify that--if the card type is present at all--cnly one card of the type is present if 1 is specified in ccl. 17. (As clarified further on, this verificaticn is not effective if all card types in the file are ofticnal.)

Cclumn 18 must te blank if ccl. 17 is klank (nc card-type sequence check, or and or OR line). When cols. 15-16 contain alphabetic entries (i.e., no check on fositicn of card type), the frcgram assumes that the presence cf such card type is optional.

\section*{WARNINGS:}
1. No card-type sequence cr quantity check is effectively ferformed at all if any cf these conditions affly:
a. All card types in a file are crticnal ( 0 in col. 18) or have alphabetic sequence code in cols. 15-16. See Figures 19A and \(D\).
b. One card type is ncn-oftional (numeric entry in cols. 15-16, and blank in col. 18), but all others have alphabetic codes in cols. 1516. See Figure 19B.
c. Cne card type is reguired (numeric in cols. 15-16, blank in col. 18) and coded 1 or \(N\) in coi. 17; only cne other card tyfe is sfecified with numeric sequence (ccls. 15-16), and it is coded \(N\) and \(C\) in cols. 17 and 18, respectively. (In this case, however, the first card cf the file is checked tc verify that it is either cf the first type
specified or of the non-optional type.) See Figure 19C.

While the proqram goes through the sequence-check steps when numeric specifications in cols. 15-16 exist, it cannot (in the above situations) distinguish ketween an inccrrect card-type sequence and legitimate appearance of card types from successive groups, nor between erroneous duplication of a card type and two successive cards of that type from successive groups.
2. a. If the presence of all card types in a file is optional, anả at least one of these types has a numeric Sequence specification in cols. 1516, (the others either having alphabetic entries in cols. 15-16, or also numeric ones with 0 in col. 18), then--if a card of a type appears for which there is no entry in cols. 15-16--the program will neither advance nor error-stop: it remains in a perpetual loop, searching for the card-type sequence-check specifications of an unspecified type. See Figure 19D.

\section*{For this and other control} reasons, it is recommended that-for each input (cr combined) file-a specification line always be included with Resulting Indicator and Sequence entry for "other" card types, possibly with halt (H1 or H2) specifi \(\in d\) in Resulting Indicator and, if desired, selection to a separate stacker. See next and later sections.
b. However, if any card type with a numeric entry in cols. \(15-16\) is non-optional (no 0 in col. i8), or if all card types have alphabetic entries in cols. 15-16, then an unidentified card type automatically halts the system. See Fiqures 19A and C.

Figures 19A, B, C, and E illustrate these points.

\section*{Example of Card-Type Sequence check}

Figure 17A portrays an inventory file ready for updaiting. Figures 17 B and C show alternative proper entries in cols. 15-18 for such a file. Some aspects of the example may appear artificial, but were selected to maximize clarification. Figure 18 illustrates the method the proqram follows to check card-type sequence, using the card arrangement in Figure 17A.


Assumpticns. For each stock number:
- There is one Balance Fcrward card, at the front.
- The Balance Forward card may be followed by cne cr more Stock Receipt cards.
- There may \(L \in\) any number cf Custcmer Order Return cards next. In calculations, these are to be treated like custcmer order cards, type \(A\).
= mhere may next be one Back Order Summary card.
- There must le cne cr more Customer Crder cards last. There are twc types, A and B, which are to \(b \in\) treated differently in pricing, but are treated as cne group in sequence-checking. Fither tyfe may appear first, the two types may \(L \in\) intermixed, and cne or koth may be represented in a grouf.
- There may be one cr mere Stock adjustment cards, fositioned anywhere in the group.

Each card type is recorded in a separate specification line, and assigned an identifying Resulting Indicator number. (The next secticn explains how tc accomplish the identificaticn. It is included here merely so that the entries in ccls. \(15-18 \mathrm{dc}\) not appear to \(b \in\) the cnly ones in the line.)

The numbers that appear on the cards are stock numbers. They are irrelevant to the function cf cols. 15-18. They have \(k \in \in\) included for the sake of reality, and to illustrate the limitations of the check performed ky entries in ccls. 15-18.

The first and fourth groups of cards in Figure 17A are correct. The second, third, and fifth groups contain scme errors that would ke detected as a result of the specifications in cols. \(15-18\), and some that would not.

\section*{Explanations=-Figure 17B.}

Note:
1. The entries in ccls. 19-27 are explained in tre next secticn, which references this figure again. It may be ncted here merely that card-type Fesulting Indicator numbers rave \(n c\) connection with card-type sequence numbers.
2. For convenience, little space has \(t \in \in\) left \(k \in t w \in \in\) sfecificaticn lines in Figures 17 B and C . It is, of course, assumed that--in actual use--the necessary number of lines are left tc accom-
modate field descriptions (described later).

Line 01: The Stock Adjustment cards may appear anywhere in the group. Their position is therefore not to \(k \in c h \in c k \in d\), and (any) alphatetic characters must be assigned in cols. 15-16. (SA was selected as a memonic.) Cols. 17 and 18 must be blank when cols. 15-16 are alphabetic. All card types with alphabetic entries in cols. 15-16 must be specified ahead of card types, within the same file, to be checked for sequence position. The Stock Ả̉justment cards therefore are the first type specified, for the INVENTFY file, in the input specifications.


Figure 17B. Sequence Checking of Card Types within a File

The remaining card types in the file are to \(b \in c h \in c k \in d\) for proper relative position among card types. They must therefore be recorded in the infut specifications in the crder in which they appear in the data file.

Tine \(\underline{\underline{n}} \underline{\underline{4}}\) of the card types that can be checked for sequence, the Ealance Forward card must be first. It must, therefore, be numbered 01 in cols. 15-16. It must also be the card type specified first of all types within the file to \(L \in\) checked for relative pcsition. There is tc be one Balance Forward card per qroup; therefore, a 1 is entered in col. 17. Col. 18 is blank, because the presence of this card is mandatory.

Line C6: The next card type whose relative Fositicn is to be checked is Stcck
Receipts. It is assigned any two-digit number hiqher than 01 ( \(C \in\) was artitrarily selected). There may be any number cf cards of this type in each group; therefore, \(N\) is sfecified in ccl. 17. Ccl. 18 contains the letter \(0, b \in c a u s e\) presence of these cards in each group is not required.

Iine C8: Any number bigter than the freceding number (06) is assigned to the next card type in sequence. (Sequence number 11 is an artitrary chcice.) Acain, there may te any number of Order Return cards, and their presence is opticnal. Ccls. 17 and 18 are therefore coded \(N\) and 0 . respectiv \(\in \mathcal{I} y\).

Iine 10: The Eack Crder Summary card is assigned any higrer sequerce number than the Order Return cards. (The next number in sequence, 12, was chosen.) Its presence is opticnal ( 0 in col. 18) but, if present, there must be no more than one ( 1 in col. 17).

Lines 12 and 13: Custcmer order cards come next, and are therefore assigned any number higher than 12 (which was used for the preceding card type). Because there may be any number of customer Order cards in a greuf, \(N\) is specified in ccl. 17. Because there must be at least one card of this type in each qroup, col. 18 ( 0 pticn) must be blank.

These specificaticn lines illustrate two further fcints:
1. No gaxd-type sequence-check entry can ke made for an OF line. ( \(C\) f specificaticn lines are discussed fully later.) For furfoses of sequence-ctecking cf card-type fcsiticn, kcth card tyfes-those defined in the tasic sfecification line, and those in the \(O R\) line-are treated as one type:
a. The presence in the proper fosition cf \(\in i t h \in r\) type satisfies any requirement for fresence (if nc 0 in col. 18);
b. The presence of either type in the wreng fositicn is regarded as an error;
c. If 1 is specified in ccl. 17, and there is one card cf each of the two tyfes in a group, this is treated as an errcr as though there were two cards of cne type.
d. CF lines offer a method cf checking the fositicn of several card types in relation to others, when the several or card types may cccury any relative positicn to each cther.
2. Scmetimes it is desired to treat two similar input card types uniformly in most calculations and/or for output; but they appear in different positions in the input file, and are to be checked for proper relative position.

Order Return and Customer order (Type a) cards fit this description.

Note that these twc card types were assiqned different sequence numbers 111 and 15, respectively), but the same card-type Resulting Indicator (21). (The next secticn deals with Resulting Indicators in detail.)

Explanations--Figure 17A, and Sequence Check as Specified in Figure 17B

The first group of cards (Group 1: stock number 124) encompasses every type of card provided for in Figure 17B. It is correct in every respect, and no card-type sequence-check error stop will occur.

Group_ 4 contains the minimum number and types of cards allowed; all others are optional. No error stop occurs.

Groups_2, 3, and 5 contain various errors, introduced deliberately to illustrate the effectiveness and limitations of the cardtype sequence check based on specifications in ccls. 15-18:

Group 2 (stock number 248) is headed ty a Balance Forward card with stock number 258. No error stop occurs. The criteria of cols. 15-18 are met: the Balance Forward card is fresent, it follows a customer order card, and there is exactly one Balance Forward card. Cols. 15-18 specifications do not cause checking of contrcllevel fields.

There are two Back Crder Summary cards in Group 2. An error stop cccurs, because 1 is specified in col. 17.
a Stcck adjustment card is intermixed among Customer Order cards in Group 2 . Our assumpticns stated that Stcck Adjustment cards may be located anywhere; they were coded alphabetic in cols. 15-16, and are not checked for position. Figure 17c presents a method for allowing a card type (e.g.. the Stock Adjustment cards) to occupy any of several positions, and yet checking against its occupying any others. (Alternatively, specifying the Stock Adjustment cards to be in an of relationship to Stcck Receift cards would check that they follow the Balance Fcrward card, or are amona or behind stcck \(R \in c e i p t\) cards.)

One of the custcmer Order cards in Eroup 2 (stock number 548) does nct belong in this group. The card-type sequence check will not detect this.

In Grcup 2, an Order Feturn card is among the Costcmer Order cards, instead of being ahead of the first Back Order Summary card. This causes an error stop.

Group 3 ccmmences withcut a Balance Forward card. This is not detected by the cardtype sequence check. The custcner cider card at the front cf Group 3 acts as a continuation of the Customer Order cards of Group 2.

When the Balance Forward card of Grcup 4 is read, an error stop occurs because two Ealance Fcrward cards have been read consecutively, and 1 is specified in col. 17. Only for that reasco is the errenecus fosition of the Balance Forward card in Grcup 3 detected. If the Balance Fcrward card in Grcup 4 wєre missing, neither its absence nor the errcneous position of the Ealance Forward card in Group 3 would te detected.


Fig̣ure 17C. Sequence Checking cf Card Types within a File

Group 5 lacks any custcmer order card. An error stcf cocurs when the Balance Fcrward card of Group 6 is read, because no Customer Order card freceded it.

Explanations--Figure 17C
Figure 17C presents a method of permitting an opticnal card type to appear in several (i.e., two, in this example) acceptable positions, yet signalling an error if it were to appear in any cther position. Otherwise it is identical with Figure 17B.

Change the assumpticns fcr Stock Adjustment cards to read: they may directly follow the Balance Forward card and/or Stock Receipt cards only.

By entering the specifications for Stock Adjustment cards as shown in lines 03 and 07--instead of with alphatetic code in cols. 15-16, as in Figure 17B, line 01-presence of this card type is permitted in either or both of these positions, and limited to these two positions.

The position of the Stcck Adjustment card in Group 2 of. Figure 17 A will now be siqnalled as erroneous.

Note that this technique requires assignment of different Sequence numbers (cols. 15-16) for the several permitted positions, but that the same card-type Resulting Indicator is assigned. The single Resulting Indicator number then always references that card type in calculaticn or output specifications, regardless of the fosition where the card appeared.

Nature of the Card-Type Sequence Check
A briff explanation of the methcd the program follcus tc verify card-type sequence wiil further clarify the preceding example. It is also necessary tc proper specification cf Record Identification codes--the next section of the manual, which references this discussion.
a. If all card types in a file have alphabetic specifications in cols. 15-16, the program checks, as each card is read, for the first card type specified for the file just read, then the second, etc.--until a match is found, based on Record Identification code (or arsence of any identification specifications--see next section), or until all specifications for card type have been exhausted without encountering a match. (An error stop then occurs.)
b. If all card types in a file have numeric specificaticns in cols. 15-16, the program starts its check, as each next card is read, at the first card type that may legitimately have appeared next--it does not necessarily begin at the first specificaticn line, except at the start of program extcution.

If this does not match, it checks for the next card type specified, and so on, through the last card-type sfecificaticn (for that file) in the input specifications, continuing in a circle up to the first cne, etc.--until a match is found, or an error detected (illegal card-type sequence cr guantity). An error stops the system--except in the particular undefined-card-type situaticn described abcve (Warnings, item 2(a)), when the search circle (loor) continues ad infinitum.
(Note: Card types in an OR relationship are checked consecutively after the main line, until a match is fcund or the OR lines are exhausted.)
c. If the specified card types are a comtination of (a) and (b) above, the program first searches through the card-
type specifications with alphatetic entries in cols. 15-16, as in (a) above. If no match is found, it continues--as in (b) above--at the first card type with numeric specification in cols. 15-16 that may legitimately have appeared next. If this does not match, it continues in a circle of the card-type specifications with numeric entries in cols. 15-16, until a match is found or an error detected. (Eut seє Warnings, item 2(a), above.)

Note: When several or ail card types have alphabetic Sequence codes in cols. 15-16, process time is minimized by recording the most-frequently occurring type with alphatetic Sequence code first, the second most-common type next, etc. The program then makes the least number of attempts to match a card-type definiticn to cards read.


\section*{Note:}
1. Card-type number used is Resulting Indicator number in Figure 17E. Because Indicator 21 is used twice, the sequence number is shown in parentheses.
2. The illustration after each errcr froceeds as though the error card did not exist (dotted line)--merely so that illustration can be continued.

Figure 18. Example of Card-type Sequence-Check Action Based on Fiqures 17A and B

The action will now be illustrated in Figure 18, with reference to Figures 17A ard B. (Fcr convenience, card-type number used for reference is the Fesulting Indicator number in ccls. 19-20. Because indicator 21 is used twice, the sequence number is shown in parentheses.) In order to maximize the explanation, the illustrations in Figure 18 continue--after each error stop condition--as though the error card had not been present (dotted lines).

Fiqures 19A, \(B\), and C highlight several potential trouble spots that can arise if the card-type sequence-check operation is not fully understood. The problems were mentioned under Warnings, above. The numbers in the upper lefthand corner of the cards are values in a potential control field which are ignored by the card-type sequence check.

Figure 19A


\footnotetext{
Fiqure 1c. Dotential Card-Type Sequence-Check Trouble Spots
}

Figure 1cA

No card-type sequence check is performed, since all types are defined as cpticnal. (In this particular illustraticn, all types are opticnal by virtue of alphatetic code in ccls. 15-16; but the safe applies tc numeric specificaticns with o in ccl. 18.) Therefore, nc error stop cccurs for any arrangement of legitimate card types, and the abserce cf card type \(B\) is not signallєd. (Sєe Warnings, item 1(a), akove.)

An errcr stop cccurs when the unidentified card type is read, since all opticnal card types are coded alphabetic in cols. 15-16. (See Warnings, itef \(2(\mathrm{~L})\), abcve.)

Figure 19B
The duplicate of card tyfe a (with number 123) is not detected. All cther types are optional and the program dces nct kncw that the twc cards do not belcng to two different grcups. (See Warningse item 1(t), above.)

The fact that a type-C card precedes types A and \(B\) is nct signalled, recause types with alphabetic specification in cols. 15-16 may appear in any relative positions.

Although a card of type \(A\) is required in every grcup (nc 0 in col. 18), its aksence from groups number \(\in d 135\) and 286 is nct detected. The program has no means of recognizing that the card types \(C\) and \(E\), numbered 135 and 2e6, respectively, are not part of the preceding grcup (No. 123), or of some following group of unkncwn size in which a type-d card might yet appear-because card types \(d \in f i n \in \mathbb{d}\) by alphabetic code in ccls. 15-16 can affear in any crder and quantity. (Sef Warnings, item 1(b), above.)

Figure 19C. Using same card arrangement as Figure 19B, but different specificaticns.

An error stop occurs at the very keginning, because a type-C carc is read kefcre a type A.

Nc stop occurs for the duplicate type-A cards: the frcgram does nct know that they do not represent two groups, since presence of type-C cards is optional. (See Warn= ings, item 1 (c), above.)

An errcr stof occurs when any of the Type-B cards are read, because they are undefined--and there is at least one nonopticnal card type specified. (See Harnings, itta \(2(\mathrm{~b})\), above.)

The absence of the type-A card for oroup 135 is not detected kecause, as far as the program is concerned, the type-C card numbered 135 could belcng to group 123. (See Warnings, itell 1 (c), above.)

Figure 19D
No card-type sequence or quantity check of any kind is effectively performed, since all card types are optional. No error stop occurs for card sequence or quantity. (See Warnings, item \(1(a)\), arove.) The duplicate type-e card is not detected, nor the absence of the type-A card for group 215. (The errcneous location of the second typeA card (group 123) would never be detected by the card-type seguence check--even if neither type A nor \(B\) were cptional--because it would be treated as belonging to the next group: the card-type sequence check ignores grcup-contrcl values.)
-When the undefined card type (group 186) is read, the program goes into a perpetual loop. (See Warnings, item \(2(a)\), above.)

The entries in line 04 of the specifications are included only tc illustrate that no card-type Sequence specifications are entered for an \(A N D\) line.
 30-34ュ_37-41

If different input card types are to \(k \in\) processed differently, cr are to be checked for card-type sequence (sєe cols. 15-18), they must of course be distinquished for the program. The distinquishing entries in cols: 19-41 are made in the card-type identification lines, above the fielddefinition lines.

Columns 19-20 provide for the entry of a distinguishing reference code, termed a card-type Resulting Indicator, for each card type. The distincticn between card types is based on the presence or absence of specific punches in each type of card, as designated by the proorammer ly entries in cols. 23-41.

The Resulting Indicator asscciated ky the frcqrammer with each card type makes it easy to condition calculaticn and output specifications to \(b \in \in x \in C u t \in \mathbb{d}\) only for \(c \in r-\) tain card types (or predetermined sequences of card types).

When a new card has \(k \in \in\) read, the frogram checks the Record Identification Codes (cols. 23-41) of successive card-type identificaticn lines, until it finds a match betwefn the specifications in cols. 23-4 and the punches in the corresponding columns of the card just read. It \(t h \in n\) assigns the card-type Fesulting Indicator
that appears in ccls. 19-2C of the line whose ccl. 23-41 entries match the card. (For the time in the cycle when the frevious card's indicator turns off, and the new card's indicator turns cn, see figure \(\epsilon\) : EEG Erogram Logic.)

Two important \(r \in l a t \in d\) fcints should \(b e\) noted:
1. The frcaram does not necessarily kegin each tire at the first card type entered in the input sfecificaticns, in its attempt to match the punches in the new card just read against the Reccrd Identification codes.

Tre preceding secticn headed Nature of the_card=Type_Sequence_Check, and Figure 18, explain the starting foint of the compariscn and the crder in which it is carried cut. It is affected by the sequence entries in cols. 15-16.
2. Once a match has been found ketween funches in tre card just read and Record Identification Code entries (cols. 23-41, including pcssible AND lines--sєe belcw), nc further card-type identification lines are searched.

Therefore, unless card-type identificaticn sfecificaticns in ccls. 23-41 are mutually exclusive for different card types, an undesired identificaticn may \(\mathrm{t} \in \mathrm{made}\). Figure 20 illustrates the
froblem. (The possible entries in ccls. 19-41, and their significance, are fully described in the next two secticns.)

Explanation of Figure 20
a. Assume that only the fecord Identificaticn Codes in field 1 cf Figure 20 were entered (cols. 23-27)--ignore cols. 3041. Alsc assume that all three card types in Figure 20 contain a 1 in col. 80; that the second card type alsc has a 1 in ccl. 78 ; and that the third card type contains a 2 in col. 78, besides the 1 in col. 8 C . The following results occur:

If the program keqins its attempt to match the punches in the \(n \in w\) card just read aqainst the specifications in Record Identification code line 01, the card will always match and indicatcr 01 is always assigned. No attempt is made to check for punches in col. 78, kecause a match has been fcund.

If the program beqins its attempt to match with the entries in line 03, any of the three card types is correctly identified.

If the program beqins its attempt to match with the entries in line 05, a card of the third type is correctly identified, and indicator 05 assiqned theretc. A card of either the first


Figure 20. Making Card-Tyfe Identificatiors Mutually Exclusive
or second type is identified as the first type, and assioned irdicatcr 01. This cocurs because, if the card dces not contain a 2 in ccl. 78, it is next tested for a 1 in ccl. 8C. This corditicn is satisfied by cards of all three types, and a match trerefore occurs as soon as line 01 specifications are compared.
b. Assume all the entries shown in Figure 20. All three card tyfes are then always correctly identified, because cards with 1 or 2 in ccl. 78 are excluded from matching the sfecifications for cards of the first type.

Resulting Indicator--Cols. 19-20 (Card-Type Indicator)

Any of the FPG indicators except LO ( \(s \in \in\) earlier section, Indicatcrss) may be assigned by the programmer to each card type, and entered in cols. 19-20 in the first infut specificaticn line for that card type. The entries in cols. 23-41 associate the indicator in ccls. \(19-2 C\) with a particular card-type.

The okject program can tren be directed, by use of the indicator code, to execute certain calculation and/or output specificaticns cnly when prccessing that card type--or, if desired, only when processing a card type cther than that cne.

Normally, any of the indicatcrs 01-99 are assioned as card-type Resulting Indicators. The indicator on from the previcus card is set off ly the prograll befcre the indicatcr for the new card is set cn . Thus, there is cnly cne card-type Resulting Indicator on at any one time, if only indicators 01-99 (or H1, H2--see below) are used for card-type identificaticn.

It is permissible to assign the same indicator to more than one card type. The same indicatcr, cr two different indicators, alsc may be assioned tc two card types in an CR relationshif (see \(k \in 1 c w\) ).

Indicators \(H 1\) and \(H 2\) are suitable cardtype Resulting Indicatcrs tc refresent an erroneous card type. The system tren halts after tre card has been completely frccessed and before the next card is frocessed. (It can be restarted ky depressing the CPU START key twice.)

Indicatcrs may \(k \in\) assigned tc the various card types in any crder; numeric indicators (01-99) need nct ke in ascending secuence for successive card-type identification lines.

It is permissible nct tc assign any Resulting Indicatcr to a card type (i.e.,
to leave cols. 1c-2C blank). When a card of this type is then processed, the program executes only those calculation and output specificaticns that are conditioned ky the off status (Nxx) of card-type Resultina Indicators for cther cards, and those not conditioned by any card-type Resulting Indicator. (If no card-type Resulting Indicator is assigned, care must be exercised to prevent spurious output before the first card has been read, at 1P time.) For compatibility with other FPGs, an indicator should always be assigned.

The use cf indicators has already been illustrated in preceding sections, some dealing with other aspects of RPG (Figures 5, 9, 12, 17, 19, and 20). Further examples sfecific tc indicatcrs and cardtype identification follow discussion of cols. 23-41.

Note: Card-type Resulting Indicators other than 01-99, H1 and H2 should nct be assigned without a complete understanding of the secticns Program Icqic Flow, Indicators, and Indicator Hierarchy, in the chapter Programming for RPG=-General Information.

Record Identificaticn Codes--Cols. 23-27, 30-34, 37-41 (Card-Type Identification)

These fields provide for the identification of different card types on the basis of specific punches--or the absence of specific punches--in designated card columns.

When the punches in a card meet the criteria established in these fields for a card type, the indicatcr (if any) assianed (cols. 19-20) to that card type turns on before total-time processing, and remains on thrcugh detail-time prccessing cf that card. During that time, all other cardtype Resulting Indicatcrs are off.

ExCEpticns: More than one card-type Resulting Indicator may be on during part or all of the processing of a card if
1. An indicator is assiqned as a card-type Resulting Indicator that is not standard for that purpcse (such as MP); or
2. The same indicator is assigned as both a card-type Pesulting Indicator, and as Field Indicator andor calculation Resultina Indicatcr; cr
3. An indicator is assigned as a card-type Fesulting Indicator, and the same indicatcr is turned on \(k y\) a SETCN instruction in the calculation specifications.

Similarly, althcugh a Resulting Indicator may be assigned to every card type, all of them could be off for part or all of the
processing of a card for the above reasons． （In item 3，abcve，SETOF would then apfly， instead cf SETCN．）

Ste Program Logic Flow，Indicators，and Indicator＿Hierarchy．

If cols．21－41 of a card－type identifi－ cation line are left blank，all cards matched aqainst the specifications in that line are considered to \(b \in c f\) that card type．（See Nature of the Card－Type Sequence＿check for explanaticn of the crder in which card－type identification lines are matched．）If an indicator is specified in cols．19－20，it is set cn fer the froces－ sing of that card．Leaving cols．19－41 all klank could be a practical approach if either all input cards are tc te frccessed identically，cr multiple infut files are to be merged without any need to recognize different card types，or all card types to be distinquished from the remainder are defined with alphatetic Seguence codes in preceding lines．（The oser must then \(k \in\) certain that the deck contains nc undesired cards．）Cols．15－16 must，however，\(k \in\) coded．

Normally，identificaticn cf a card type must be made dependent on the fresence or absence cf a character in a single card column or on a combination of punches in several card columns．Fcr convenience， space is frovided on one line for three such criteria．If entries are made in two or three sets of cclumns，these two cr three criteria are in a logical AND relaticnshir；all of the stated criteria （specified presence or absence cf certain punches）wust be met for tre card to be considered of that type．If more than three criteria in a loqical and relaticnship are required，additicnal lines may fcllow the first card－type
identification line．Each additional line requires the wcrd ANL in ccls．14－16．Up to three Record Identificaticn Code ficlds are again available in each aND line． Resulting Indicator（ccls．19－2 C）must be left blank in \(A N D\) lines．

It is alsc fossible tc flace any number of card－type criteria into an inclusive \(O R\) relaticnship；i．e．，the card type is considered identified if one or more of the criteria are satisfied．Each CF criterion is then sfecified cn a sefarate card－type identification line，with the word OR in cols．14－15．The card－type Resulting Indicator number need not ke repeated in the \(C R\) lines（but it may \(k \in\) ）．If no Resulting Indicator is specified in an \(O R\) line，the program assumes the indicator from the last preceding line for which a Resulting Indicator was specified for it assumes that nc indicator is assigred，if
none of the identification lines for that card type has an indicator specified）．

AND and CR relationships may koth exist for one card type．Alsc，ky using AND with negation of a criterion，toqether with an CR line，exclusive CF conditions can \(k \in\) specified．

There is no limit（other than the number of columns in a card，and core stcrage capacity）to the number of card－column characters that may be used as criteria in an AND or of relaticnship tc identify a card type．

There is a situation in which it is desirable to treat two or more different card types in an \(O R\) relationshif． Different card－type Resulting Indicators are then assigned in the main line and the OR line（s）．This applicaticn is described under Field－Record Relation（cols．63－64）．

\footnotetext{
In Model 20 card RPG，it dces nct matter，when using less than three Record Identification code fields（cols．23－27， 30－34，37－4 1）in a line，which cf the three fields are used．It is also permissible to use an AND line even though not all three fields are used in the main line．For compatibility with cther RPGs，however，the first field should always \(k \in\) used，the second field should te used if two or more are \(n \in e d \in d\) in an \(A N D\) relaticnshif，and an AND line should not be used unless more than the three fields in the preceding line are \(n \in \in d e d\) ．
}

\footnotetext{
The kinds of entries that can be made in each of the three Receme Identification Code fields are identical．Therefore，only the first field（cols．23－27）is descrited in detail．（Ccls．21－22，28－29，and ミ5－36 do not apply to Model 20 card RPG．They may te left blank cr coded with zeros．） Illustrations of all commen types of entries for card－type identification fol－ low．（Earlier illustrations appear in Figures 5，9，12，17，19，and 20．）

Position（cols． \(2 \underline{2}-\underline{2} 4)\) ：The number of the card column（right－justified）to te checked for the identifying code punch．A leading （tens－position）zerc need not ke reccrded．

Character＿（col．27）：The character to be matched aqainst the contents of the card column specified in cols．2ミ－24．Any of the 256 FBCIIC characters，including klank， is a valid entry．（But see \(\underline{C} / Z / D, b \in l o w\).

Not＿（col．25）：
```

* = The criterion is satisfied if the spec-
ified character (as fer col. 27)
appears in the desiorated (cols. 2ミ-24)
card column.

```
}
\(\mathrm{N}=\) The criterion is satisfied if the sfecificd character does not appear in the designated card column.

C \(\angle Z \angle D\) (ccle_26): The programmer specifies here whetrer the entire character in ccl. 27 is to \(b \in\) matched against the entire character in the card cclumn, or orly the digit cr the zone fortions of both are to be considered. For complete flexibility in the use of the \(Z\) or \(D\) specificaticn in col. 26, reference will be made tc the EBCDIC table (Appendix D, Figure C 1 ). Fxamples (Figures 21 and 22) follcw the details below.

C = Character.
The entire character sfecified in col. 27 is ccmpared with the entire character in the data-card cclumn. Any of the 256 EBCIIC characters may be used.

Unless it is necessary to specify \(D\) or \(Z \quad(s \in \epsilon\) below), to eliminate the zone cr digit portion of a character, C should \(b \in\) entered in ccl. 26. This conserves core storage and frogram execution time.
\(z=z c n e\).
The zone portion of the character specified in ccl. 27 is ccmpared with the zone portion of the character in the desionated (col. 23-24) data-card cclumn.

Ccnsidering first crly the most commen compariscns:

12-zcne: If \(\mathcal{E}\) ( \(12-\) punch), any \(c n \in\) of the Ítiers A through \(I\), character \({ }^{\text {U }}\), or any cne of the remaining six characters in the FBCDIC-table cclumn labelled \(C\) is specified in col. 27, it will match as equal in zone to any of these 17 characters in the data-card column (specified in ccls. 23-24). Any cther characters in the data-card column are treated as unmatched.

11-zcne: If - (11-punch), any cne of tre letters J - R, character \(\overline{0}\), cr any one of the remaining six characters in the FECLIC-table cclumn latelled f is specified in ccl. 27, it will match as equal in zone to any of these 17 characters in the data-card column (specified in ccls. 23-24). Any other characters in the data-card column are treated as unmatched.

No-zcne: If col. 27 is klank, contains any cne of the digits \(C-9\), or contains any cne of the remaining six characters in the FECDIC-takle cclumn latelled \(F\), it will match as equal in zone to any
of these 17 characters (actually, 16 characters and \(t l a n k\) ) in the data-card cclumn (specified in cols. 23-24). Any cther characters in the data-card cclumn are treated as unmatched.

\footnotetext{
Expressed more kroadly, and \(q \in n \in r a l-\) ized tc the full EBCDIC (see Appendix D, Figure D1): Any one of the 256 EBCDIC characters may be specified in col. 27. It will match "equal" in zone to any data-card character that appears in the same column of the EBCDIC table, and te unmatched tc any other data-card character, with three exceptions:
}

If \(\mathcal{E}(12-\) punch \()\) or any character in table cclumn \(C\) is specified in col. 27, \(\mathcal{E}\) is considered to be part of \(\operatorname{FBCDIC-table}\) column labelled C (cnly). However, if one of the characters in the EBCDIC-table column labelled 5 is specified, other than \(\mathcal{E}\) (12-punch), then \(\mathcal{E}\) in the data card matches only any character shown in that column.

If - (11-punch) or any character in table cclumn \(D\) is specified in col. 27, - (11-punch) is considered to ke part cf EBCIIC-table column labelled \(D\) (cnly). However, if one of the characters in the FRCDICtable column labelled 6 is specified, other than - (11-punch), then - (11-punch) in the data card matches only any of the characters shown in that column.

If column 27 is left tlank, or any character in table-cclumn \(F\) is specified, \(\bar{d}\) is consiā \(\epsilon\) rea to \(\mathfrak{l} \in\) fart of eBCDIC-table column labelled \(F\) (only). However, if one of the characters in the EECDICtable column labelled 4 is specified, other than \(\boldsymbol{t}_{\text {, }}\) then b in the data card matches only any character shown in that column.
\(D=\) Digit.
The diait portion of the character specified in col. 27 is compared with the digit fortion of the character in the designated (cols. 23-24) data-card column. Any of the 256 EBCDIC characters (including tlank) may be specified in ccl. 27.

Any character in col. 27 will match "equal" in digit to any data-card character that appears in the same row of the ERCDIC chart.

Figure 21 qives examples of \(C, Z\), and \(D\) specifications, and the results of comparing varicus characters.


Figure 21 (part \(I\) cf II). Results cf Comparing Various Data-Card and Record-Identification-Ccde Characters, with Specification of \(C, Z\), or \(D\)


Figure 21 (part II of II). Results cf Comparing Various Data-Card and Record-Identification-Ccde Characters, with Specification of \(C\), \(Z\), or \(D\)

Fiqure 22 illustrates various correct card-type definiticn entries in cols. 1941, including some unccmmen cnes. Explanations follcw, lettered tc correspond to the circled letters in the figure. Letters, rather than numbers, are used to stress that the crder in which the frcgram tests the specified codes against those in the input card does not necessarily corresfond to the order in uhich card types are entered in the input specifications--see prec \(\in\) ding section Nature of the Card-Iype Sequence Check. (All card-type definitions should therefore \(b \in k n c w n\) to \(b \in\) mutually exclusive--cne cannct assume that the type listed last will not be tested unless none of the other lines match. In Figure 22, we will assume that we know the specifications to be adequate for mutual exclusicn.)

\section*{Explanation of Figure 22}
a. The card type is assiqned indicator 05 when col. 80 contains an \(\mathcal{E}\) (12-funch), any cf the letters A - i, or any of the remaining \(s \in v \in n\) characters (12-0, and \(12-C-c-8-2\) through \(12-(-\varsigma-\varepsilon-7)\) in the
columin labelled \(C\) in the ebcdic table (see Appendix D, Figure D1).
b. Indica'tor 10 is assigned to a card that meets all of these five conditions:
1. Col. 1 contains a 12 -punch, and no cther punch the specification is C, not Z); and
2. Ccl. 80 does not contain a 12-punch, or any of the letters a I, or any of the remaining seven characters in column \(C\) of the EBCDIC table; and
3. Col. 79 contains cne of the 16 characters in column 5 of the FECDIC table. (Note that a 12-funch is cne of these 16 characters.) ; and
4. Col. 75 does not contain any of the characters in row 4 of the EBCDIC table (e.g.: 4, U, M, D, 12-11-0-4 ttc., to 12-9-4) ; and


Figure 22. Examples of Card-Type Identification Entries
5. Col. 5 contains cne of the 16 characters in column \(E\) of the EPCDIC table (e.g.: 0-8-2, 11-0-9-1, \(S, T\), etc., to 11-C-9-8-7). Note that no match cccurs if the data card is tlank, cr punched zero cnly (i.e., the unit recora hollerith code 0 -zone for letters \(S\) - \(Z\) does nct apply).

This example also illustrates And lines. Note also that a leading 0 may te omitted from card-cclumn number
(e.g., col. 1) or recorded (e.g., col. 05) -
c. Indicator 08 is assigned to a card that meets either of these criteria:
1. Col. 1 contains cne of the characters in row \(B\) of the EBCDIC table (e.g.: \$, 12-11-0-9-8-3. comma, 12-9-8-3, etc.); cr
2. Col. 1 contains a 4 (and nc cther funch) and col. 5 contains any funch (i.e., is nct rlank).

This example also illustrates an (inclusive) \(O R\) relation, with \(\in i t h \in r\) of twc card types assigned the same Resulting Indicator. It also shows the combination of an \(A N D\) relationshif (two criteria in the \(O R\) line) with the \(O R\) relationship.
d. Indicatcr 25 is assigned when col. 1 of a card contains an 11-punch, any of the characters \(J\) - \(R\), or any of the remaining seven characters in column \(D\) of the EBCDIC table (11-0, 12-11-9-8-2, \(\in t c\).\() .\)

Indicator 26 is assigned when col. 5 is blank, contains any of the digits \(0-9\), or contains any of the remaining six characters in column \(F\) of the

EECDIC table (12-11-0-9-8-2, etc.)
The value of this type of \(O R\) relaticnship--where twc card types are assigned different indicators, \(y \in t\) placed in an of relationship--will become clear when Field-Record Relation (ccls. 63-64 in the infut specifications) is discussed later.
e. Indicator 12 is assigned when \(\in i t h \in I\) cne cf two sets cf criteria is met:
1. Col. 1 contains a 1 (and no cther funch) and ccl. 75 dces nct contain a 2 alone fother characters that incorporate a 2-punch are permitted, since the specification in col. 33 is \(C\) for an exact character match) ; or
2. Col. 75 contains a 2 fand no cther funch) and ccl. 1 dces nct contain a 1 alone.

This illustrates an exclusive \(O F\) relaticnship: the criteria for indicator 12 are satisfied if \(\in\) ither of two conditicns afflies (1 in ccl. 1 cr 2 in col. 75), but not if Ecth affly.
f. This assumes that the card is wrong if both of the conditions cccur that were handled in entry (e) as mutually exclusive.

If the card contains koth a 1 (alone) in ccl. 1 and a 2 (alone) in col. 75, indicator H 1 is assigned. Unless the H1 (or H2) indicator is reset ky a programmer's specification kefore then, the system halts after the card has been completely processed.

The \(H 1\) indicator may be used like any cther indicator. It might logically \(b \in\) utilized to condition calculation and output specificaticns not to be executed when \(H 1\) is cn (by sfecifying NH 1 in the conditioning indicator fields).

Thrcughcut, in Figure 22, notice that-while numbered \(S \in q u \in n c \in\) entries (in cols. 15-16) must be in ascending-number crder, and must start with 01--Resulting Indicators can be assigned in any crder.

Previous sections stated that, when an input card of an undefined type is read, tither an error stcp or a perpetual program loop (see Warnings, item 2(a), atove) results. To avoid a perfetual frogram loop or an errcr stop which requires card handling for restart, and to facilitate kypassing of calculation and outfut sfecifications for invalid cards, the user should make provision for invalid cards in the card-type definiticn specificaticns (cols. 19-41) fcr each file. Figure 23 illustrates three approaches. For simplicity, cnly two legitimate card types are used in each example; and the assumpticn is made that one type contains a 1 (cnly) in ccl. 5, and the other a 2 (cnly).


Figure 23. Examples of Protection Aqainst Undefined Card Type

Explanation of Figure 23
Example 1 assigns an \(H\) indicator (H1) to an illegal card (neither character 1 nor 2 in col. 5). A stop then occurs after the illegal card has been processed, unless the H indicatcr was reset (by a programmer's specificaticn) before detail-time output. (The halt is non-abortive: the system can be restarted by pressing the CPU START key. twice.) The \(H\) indicator can also be used to bypass specifications that should not be executed for invalid card types.

For illustrative purposes, even the legitimate card types were specified as optional ( 0 in col. 18) , which negates the card-type sequence check. However, if they were not designated as optional--and the entry for invalid card types has a numeric Sequence specification (cols. 15-16), as shown--a stop for card-type sequence error could occur on an invalid card, even though we chose tc write the specifications for invalid cards on the first line. (Whether the card-type sequence-error stop or the invalid-card-type halt (specification line 01) would occur on an invalid card is dependent on the particular specification line which the program tests first aqainst a card just read--sef Nature of the CardType Sequence Check. In example 1, €ither specification line 01 or line 03 could be the first one compared aqainst a data card.) A card-type seguence error stop --in contrast to the H1 halt--is more com-
plex to restart, does not prcvide a unique indicator to condition extcuticn cf sfecificaticns fcr invalid card types, and does not offer a single methcd tc stacker-select such a card (with or without stofping).

Example 2 shows an effective method of achieving the same flexible result as in Fxample \(1, y \in t\) requiring a specific (ncnopticnal) card-type sequence fcr the valid card types. Card-type specifications with alphatetic Sequence entries (ccls. 15-16) are always tested before those with numeric Sequence specifications (see Nature of the
 example, the validity of the card tyfe is always checked first--the user is assured of indicator 99 for an invalid card type, and can stacker-select invalid cards by a simple entry in \(s p \in c i f i c a t i c n ~ l i n e ~ 07 . ~\)

Indicator c9 does not cause a systefl stcF; but ctherwise it may \(k \in t s \in d\) like the H1 indicator in Example 1 to condition the executicn of specificaticns. If a halt after an invalid card is desired, \(H 1\) cr \(H 2\) can, cf ccerse, be assigned in flace of a numeric indicator like gc.

Example 3 takes advantaof cf tre fact that card-type identification sfecificaticns with alphaketic Sequence designaticn (ccls. 15-16) are always tested in the crder in which they are entered (sef Nature off the Card-Type_seguence_Check). The example, however, assumes that no card-type sequence check is required.

Specificaticn line 17 will \(\mathrm{t} \in \mathrm{t} \in \mathrm{st} \boldsymbol{\mathrm { t }} \mathrm{d}\) against a data card only when neither the specificaticns in line 13 nor those in line 15 matched the data card. Since nc Record Identificaticn ccdes appear in ccls. 23-41 of line 17, it will always match against a data card when tested. Thus, whenever neither line 13 nor line 15 matches the data carc, line 17 will \(k \in t \in s t e d\) and it will match--therefore, all invalid cards will be associated with line 17.

No Resulting Indicator (ccls. 19-20 tlank) was assigned to invalid card types, merely tc illustrate another pcssible approach (any indicator, includinq \(H 1\) cr H2, could have been assigned). If specificaticns that are to be exfcuted for valid card types (cr before the first card) are all conditioned by indicatcrs which are off for invalid card types, then the absence of an indicator during processing cf invalid types suffresses execution cf such specifications.

Example 3 illustrates a convenient technigue fer identifying invalid card types when specifications for invalid types nould be complex. For example: If there are several valid card tyfes, \(\in a c h\) with
numercus AND and/or OR relations, it could become involved to specify the Reccrd Identificaticn Codes for an invalid type. Such specificaticns would require the neqation of all pcssikle valid card-identification funch combinations. The limitation of the approach in Example 3 is its requirement that the valid cards cannot be checked for card type sequence.

Note that, with this method, the entry for the invalid type must always be last for that file--if it is first, every card will \(t \in t r \in a t \in d\) as invalid, since there are no specifications in cols. 23-41 to exclude valid cards frcm matching the line.

The stacker-select entry in col. 42 of all three examples is explained telow (under Stacker_Select).

Records in an CR relationship
Records in an or relationship must be in the same file. The three types cf CR relaticnshifs are descriked belcw.
1. Identical Fields and Similar Processing:

The input fields of several card types are in the same columns, have the same format, and identical field names apply. No distinction between the card types is required in the field description entries--each field is descrited only cnce--and the several card types are treated throuqhout as though they were identical, with cne possible exception available: they can--if desired--be selected to different stackers by entries in ccl. 42 of the input specifications (if no cutput operation is performed on them). Fecause the fields for two or more card types are described cnly cnce, core storage space is saved.

The Fesulting Indicator in cols. 19-20 cf the main card-type identification line applies alsc to the OR line (s) where no Resulting Indicator is entered; alternatively, the same Resulting Indicator may be repeated in the CF line ( \(s\) ).

This type of CR relationship was already illustrated in Fiqure 22: lines 06 and 07, and lines 12 and 13. (A different stacker could have befn specified in ccl. 42 for the two card types in an OR relationship.)
2. Identical Fílds kut Different Processing:

Two or more card-types differ only in their fecord Identification codes
(cols. 23-4\%); but their input fields are in the same columns, have the same format, and identical field names apply. No distinction between the card types is required in the field description entries--єach field is described cnly once--but the card types are to be processed differently in the calculaticn and/or output-format specifications. (They can, of course, also be directed to different stackers.) Because the fields for two or more card types are described only once, core storage space is saved.

Different Resulting Indicators in cols. 19-20 are assigned to the cardtype specification lines in an OR relationship, to permit distinction between the card types in the calculation and/ or output-format specifications.

Figure 17B, lines 12 and 13 ; Fiqure 17C, lines 13 and 14 ; and Figure 22, lines 09 and 10 represent this kind of OR relationship if cols. 63-64 of the field description lines (not shown) are tlank.
3. Some Identical and Some Different Fields for Different Card Types:

See Field-Record Relation, kelow.

OR Relationships are further illustrated in Figure 26, below.

Stacker SElect--Col. 42
If no stacker-select entry is rade in input or output specifications, the cards of that type enter the normal stacker for the particular card read and/or punch device. If the device contains more than a single stacker, cards can be program-directed to a non-normal stacker, by an entry in the input or output specificaticns. Fiqure 24 itemizes the normal and additional stackers for card input/output units with multiple stackers, and the pertinent stacker-select codes. For single-stacker \(I / 0\) devices, stacker select should be left blank (however, any entry is simply ignored by the program).

Note: In the case of the IBM 2520 Card Punch or Read-Punch, cards with funch errors are automatically directed to stacker 2--the ncn-normal stacker--by the system.
\begin{tabular}{|c|c|c|c|}
\hline INPUT/OUTPUT UNIT & \[
\begin{aligned}
& \text { STACKER SELECCT } \\
& \text { CODE }
\end{aligned}
\] & \multicolumn{2}{|l|}{stíácioke no.} \\
\hline \multirow[t]{2}{*}{\[
\left\lvert\, \begin{gathered}
\text { IBM } 2520 \\
\text { CARD PUNCH } \\
\text { or } \\
\text { READ-PUNCH }
\end{gathered}\right.
\]} & blank or 1 & \multicolumn{2}{|l|}{1 (Normal)} \\
\hline & 2 & \multicolumn{2}{|l|}{2} \\
\hline \multirow[t]{8}{*}{\begin{tabular}{l}
IBM 2560 \\
MULTI- \\
FUNCTION \\
CARD \\
MACHINE
\end{tabular}} & \multirow[b]{3}{*}{\begin{tabular}{l}
blank \\
(from hopper 1) \\
blank \\
(from hopper 2)
\end{tabular}} & Model A1 & Model A2 \\
\hline & & 1 (Normal Selection) & \begin{tabular}{l}
\[
1
\] \\
(Normal Selection)
\end{tabular} \\
\hline & & \[
\begin{aligned}
& 5 \\
& \text { ('̂Vormal Sétectiont) }
\end{aligned}
\] & \[
\begin{aligned}
& 4 \\
& \text { (Nermal Selsction) }
\end{aligned}
\] \\
\hline & 1 & 1 & 1 \\
\hline & 2 & 2 & 2 \\
\hline & 3 & 3 & 3 \\
\hline & 4 & 4 & 4 \\
\hline & 5 & 5 & 4 \\
\hline
\end{tabular}

Figure 24. Summary of Stacker-Select Specifications for Multi-Stacker Card I/O Devices

Rules for Stacker Selection
output-file cards can only be stackerselected in the output-format specifications.

Input-file cards can only be stacker-selected in the input specifications. This is accomplished by entering the number of the desired stacker in col. 42 of the card-type identification line for the pertinent card. If a card type is to enter the normal stacker for the I/O device that contains the file, column 42 may either be left klank or coded with the number of the normal stacker (which is always 1, except for the secondary hopper of the MFCM).
The preceding Fiqure 23 illustrated, in all three of its examples, how to select a particular card type-in this case, invalid cards--to stacker 2, while letting all other card types enter the normal stacker. Stacker selection of input-file cards is possible, based on file matching and/or calculation results. In this case, however, the file must be defined as combined and the file name entered in the outputFormat specifications. (See also Rules for Stacker Selection under output-Format Specifications.)

Note: It is also possible to perform stacker selection on input-file cards, based on file matching and/or calculation results, by means of the EXIT operation code and BAL subroutines (see programming Tips, Appendix E).

Combined-file cards may te selected in the inputspecifications--when selection can be based on card type alone--cr in the cutputformat specificaticns. It is permissible to select some card types within the file in the input specifications, and others in the cutput-fcrmat specifications. The criteria to ke applied are:
1. A card type must not have stackerselect instructions in both the input and cutput-format specifications.
2. If any output operaticn (punching and/ or card-printing) is to ke performed on cards of a type, any stacker selection to be specified for this type must be in the output specifications. (If stacker selection is specified in the infut specifications, but output operations are also specified, the output is to the next card and this next card is never read.)
3. If stacker selection is to be based on the results of calculation specifications, or on the result of matching between files (MR indicator), it must be designated in the outfut specifications.
4. While not necessary, it is recommended that a stacker-selection specification --even if it is the number of the normal stacker--be made in the input specifications fcr any ccmbined-file card type on which an output operation is not to be performed--i.e., the card type will not be punched or card-printed (interpreted), nor will it be stacker-selected on the basis of calculaticn-specificaticns of Matching-Fields results. This expedites throughput.

The points itemized above are logically supported thus: For a combined file, the program makes provision to read each card, and then halts it at the pre-punch station, to await output instructions after completion of calculations. However, if a stacker number (even if that of the normal stacker) is given in the input specifications, the program uses this fact to eject the card immediately after reading and to read the next card. Processing (calculations) for one card is then overlapped with reading of the next card.

Note: When stacker 5 is designated, but the \(I / O\) device referred to is the 2560 MFCM Model A2, the card is directed to stacker 4 .

AND Lines

When the number of Reccrd Identification Codes requires AND lines, any StackerSelect entry must be in the main (first) line--never in an AND line.

\section*{OR Lines}

Stacker-selection is independent for the main line and each or line, just as for different card-type identification lines.

\section*{To amplify:}
1. If no Stacker-Select entry is made in the \(C R\) line, the card type enters the normal stacker, regardless of the stacker for the card type defined in the main line above the or line.
2. The card type in the or line may have a stacker-select specification different from that in the main line; or the stacker-select column in the main line could be blank, but the OR line could have a stacker specification; or both could be blank.
3. The rules for combined-file card types apply as though OR lines defined totally separate card types.

However, if the main line and the \(O R\) line are not assigned separate cardtype Resulting Indicators, nor is any distinguishing indicator assigned else-where--and one specification line (say, the main line) is designated as an input type only (by a stacker-select entry in the infut specifications) and the other line (say, the OR line) is designated as a combined type that is to receive output (by virtue of the absence of an input stacker-select entry)--then output could be into the following, rather than the relevant, card.

\section*{FIELD DESCRIPTIONS}

Field descriptions are required for each field of an input card that is to be used in the application (i.e., as data field for calculations, as Control-Level field, as Matching Field, to set Field Indicators, or to provide data for output). No field description is entered in the input specifications for a card field that serves solely to receive output data, nor for an input card-type field that is ignored in the application. (Entries for fields not needed for data input waste core storage space and process time.)

A separate line is used for each field description. Field descriptions for each card type begin on the line immediately below the line describing the card type.

If there are several lines describing cne card type (AND lines) or related card types ( 0 R lines), field descrifticns begin immediately \(k \in l o w\) the last of such card-type identificaticn lines. The file and cardtype identificaticn area (ccls. 7-42) must be left klank in field descripticn lines.

Input fields are tested fcr setting of Field Indicatcrs, and transferred to the internal process area, in the sequence in which they are entered. This need concern the user cnly when unconventicnal assicnment of indicators, or multiple assignment of the same indicators, is invclved.

If the application dces nct utilize any data from fields of a card type, no field descripticn is required. This cculd \(k \in\) the case, for instance, when the orly cperation ferfcrmed for a card type is stacker selection based on card type.

\section*{Pack \(\in \mathbb{d}==\) Ccl. 43}

Ieave col. 43 blank for normal (unpacked) input data.

Enter the letter \(P\) in ccl. 43 if the infut data is (already) in packed-decimal format.

If the same input field appears more than once in the input specificaticns, with the same name, that input field must always or \(n \in v \in r\) ke specified as in facked format ( P in col. 43)--i.e., it cannot ke designated as packed input for cne card type and unpacked fcr another, with the same field na me.

\footnotetext{
Packing is a data-storace technigue Whereby two digits (or one digit and sign) are stor \(\begin{gathered}\text { d } \\ \text { in the space normally } r \in q u i r e d ~\end{gathered}\) ky one alfhameric character--i.є., cne core storage kyte or one card cclumn. The FPG converts numeric input data to facked format, if the data is to be rsed in numeric compare, arithmetic, editing, or Zerc Suppress operations (see Decimal Positions, col. 52, \(\mathrm{k} \in \mathrm{lcw}\) ). The \(\mathrm{P} \in \mathrm{nt} \mathrm{\in red}\) in ccl. 43 prevents \(f P G\) from packing numeric data again if it is already in facked format at time of infut.

Numeric input data may, for example, be in packed format in crder to get more informaticn into one card. (This cculd reduce the number of cards to te processed by up to \(50 \%\).) The data might have \(\mathrm{t} \in \in \mathrm{n}\) punched intc the cards as cutput in facked format in a frevious operaticn. Punching output data in packed format can save funching time cn a serial funch (e.g., MFCM or 1442 ) if it thereby reduces the number of the last column to be punched.
Incidentally--where data is required tc be in packed format because arithmetic cr
}
editina operations are to \(k \in p \in r f o r m \in d\) upon it--input in packed format saves the processing time for packing, and core storage for the packing routine.

When infut data is already in packed format, the RPG program assumes that the lou-crder position cf the field contains a punch combination whose bit equivalent for the lower half-byte represents a valid sign. This implies that the punch combination in the lcw-order position of the field must be represented in row \(A, E, C, D, E\), or \(F\) of the EBCDIC table (Appendix \(D\), Figure Di)- E and D are treated \(a \leq\) minus, the cthers as plus. Hence, no blanks ( ' \(^{\prime}\) H0' \(^{\prime}\) ) are allowed in the low-crder (rightmost) byte of a field specified as packed. Since 0 is an invalid sign, any arithmetic operation attempted with this field will result in a non-standard machine halt (specificaticn error). If the field is to be used in numeric compare, arithmetic, or \(\in\) diting (including Zero Suppress) operaticns, the punch combinations for the low-crder column are further confined to EBCDIC-table columns \(C-\frac{0}{}\); the punch combinations for all columns, except the lcworder column, are then confined to EBCDICtable columns \(0-9\) and rows C-9 (i.e., they must consist of twc valid digits). Affendix D discusses data formats.

An input field specified as Packed (P in col. 43) is always considered by the program to be numeric; a specification must therefore be entered for such a field in Decimal pcsiticns (col. 52)--see below.

Maximum field length for a packed input field is 8 columns (which corresponds to 15 digits, and sign).

In infut specifications, Field Location (col. 46-47 and 50-51) must reflect the actual columns that contain the field in the input data card--not the numker of digits these columns represent. Decimal positions (col. 52) must reflect the number of digits--not the number of columns--to the right of the decimal point.

In calculaticn specifications, the field size must be considered exactly large enough to accommodate the same number of digits (and sign) in unpacked format. If \(n\) represents the number of card columns of the packed input field, the length of the field in calculation specifications becomes 2n-1. This also apflies to output-format specifications for packed input fields, unless "Packed Field" is specified in the cutput-fcrmat specificaticns, too.

Input fields designated as packed ( P in col. 43) cannot be used with Control-Level (ccls. 59-60) or Matching-Fields (cols. 61-62) entries. The equivalent effect can,
however, be achieved by a second fielddescripticn entry for the same input field, with a different field name, leaving ccl. 43 blank and treating the field this time as alphameric (no entry in ccl. 52). If Matching Fieldis (ccls. 61-€2) are used with this second entry, the user must realize that the sequencing cperations are then kased on the field contents as one EBCDIC character per column--not twc digits fer column. Appendix \([\) explains the relative seguence positicn of each of the 256 FECDIC characters. Note that, if the second definiticn of the same ficld (with a different field name) is vsed sclely fcr Control-Level or Matching-Fields purfoses, a diagnostic warning message ("unreferenced field names") is printed during generaticn of the object program; but generaticn froceeds prcperly.

Note: While, as discussed akove, Packed format is available as a compaction technigue for numeric infut (and/cr output) data, column-binary (card-image) input (or outfut) cannct be used with this RPG.

Field Location=-Ccls. 46-47 and 50-51
(Cols. 44-45 and 48-49 are nct used in Model 20 card RPG--they may ke left tlank or coded with zeros.)

These columns define the lccaticn of each input field in the card.

The maximum length of an input field is:
a. For a standard (unpack \(\in\) d) numeric field: 15 columns. Fields to \(b \in\) used in rumexic cempafe cr arithmetic operaticns, and/or to be edited or zero-suppressed in output specifications, must be defined as numeric--by an entry in Decimal Positions (ccl. 52).
b. For a packed field: 8 cclumns. (See Fack \(\in d\), above.)
c. For an alphameric field: Nc limit, cther than data input-card capacity columns).

Input fields may be listed in any order, except when Control Levels are specified (see cols. 59-60, below) or Pield-Record felation is invclved ( \(s \in \in\) ccls. 63-64).

It is peraissible for input-field card columns tc overlap, if the fields are civen different names.

From--Cols. 46-47
The number of the leftmost (high-order) card column cf the input field. The entry must be right-justified; a leadinq zero may be omitted.

To--Cols. 50-51
The number of the rightmost (low-order) card column of the input ficld. The entry must be right-justified; a leading zero may be omitted.

Note: A single-column field is defined by the same column number in cols. 46-47 and 50-51.

DECimal_Positions=-Col. 52
For alphameric fields, leave col. 52 klank.
An entry ( \(0-9\) ) in this column defines the associated field (as named in cols. 53-58) as a numeric field. An input field must be defined as numeric in the input specifications if any one or more of the following statements apply:
1. The input field is in packed format (P in col. 43)--see packed, above.
2. The field will be used as a factor or result field in numeric compare or arithmetic operaticns in the calculaticn specifications. Arithmetic operaticns comprise: additicn, subtraction, multiplication, and divisicn--i.e., the operaticn codes ADD, Z-ADD, SUB, Z-SUB, MULT, DIV, MVR. (An input field cannot be defined as numeric--i.e., have Decimal Positions specified--in calculation specifications unless it was defined as numeric in the input specifications.)
3. The field will serve as search argument in a lcok-up (LCKUP) cFeration for an argument table defined as numeric.
4. Edit or zero-suppress operations are specified for the field in the outputformat specifications.
5. Output is specified to be in facked fcrmat (see output-Format Specifications).

For a field that is to \(k \in\) treated as numeric, enter in col. 52, a digit from 0-9 to represent the number of decimal places in the input data field. For standard (unpacked) numeric input fields, the Decimal Positions entry is synonymous with the number of card columns to be considered to lie to the right of the decimal point. For packed input fields, it applies to the number of digit positicns to the riqht of the hypothetical decimal pcint (e.g., a 3 in col. 52 for a packed input field specifies 3 digits to the right of the decimal foint, contained in the \(\underline{2}\) right-hand columns).

The maximum number of decimal fositicns that can be specified for a field is 9 ; but the number of decimal positions specified must not bc greater than:
1. the length of the field--for standard (unpack \(\in \bar{c}\) ) \(n u m \in r i c\) infut fields; \(C I\)
2. the \(\begin{gathered}\text { igit } \\ \text { 2. }\end{gathered}\) pack \(\in\) input fields. (Digit capacity \(=\) \(2 n-1\), where \(n=\) the length of the fack \(\in\) d input field.)

If the entire field represents an integer, withcut any decimal places, enter 0 in col. 52.

An entry (0-9) in col. 52, tesides designating that field as rumeric, alsc serves three related purfoses for the field specified in that line:
1. It assigns tre locaticn of the decimal point, so that the ckject prcgrall can perfcrm autcmatic decimal-foint alignment during numeric compare and arithmetic operations.

Note : If a field must te defined as numeric, but will not \(k \in\) used in compare cr arithmetic operaticns, any of the digits \(0-9\) (within field-size limit) may be specified--it néd not conform to the number cf decimals in the ficld.
2. It directs the ofject frcgram tc pack the field (see Appendix D)--unless input was already in packed format ( \(P\) in Ccl. 43). Packing strifs off all zones, except in the lcw-order (rightmost) fositicn of the field, where facking causes inversicn of the zone and digit. At the same time, blanks are converted to zercs.

In numeric ccmpare, arithmetic, and editing oferations, the program treats an input field with a 12-overpunch or the aksence of a zone cverpunch in the low-crder cclumn as fcsitive ( + ) ; and an input field with an \(11-c v \in r\) punch in the low-crder cclumn is treated as negative (-).

\footnotetext{
Where zones are stripped (i.e., all but the low-crder columin) all funch combinations that apfear in cne row of the FECDIC table (see Appendix \(D\), Figure Dl) take on tre value that appears under the cclumn heading \(F\) for that row le.g.: 12-9-4, i2-i1-9-4, \(D\), M, U, 4, Єtc., all beccme 4; D, \(\varepsilon\), -, 12-11-8-1, etc., all tecome 0).

Fcr the lcw-order fosition, zones are handled by the program as follcws:
a. If the cclumn contained any of the funch ccmbinations in EBCDIC-table cclumn \(E\) or \(F\), the \(F-\) or \(F-z o n \in\) remains and the field is treated as fositive (or zerc, if entire field is zerc).
}
b. If the column contained any of the punch combinations in EBCDIC-table column \(D\), or an EECIIC 60, D -zone is assigned and the field is treated as negative for zero, if entire field is zero).
c. All other punch combinations are assigned C -zone and the field is treated as positive (or zero, if entire field is zero and/or klank).

Once the field beccmes a result field fcr an arithmetic operation, it is signed \(C-z o n e\) (not \(F-z o n e\) ) for plus or all zeros, or \(D\)-zone for minus.

If the input field is to be used in numeric compare, arithmetic, or editing operations, the punch combinations in all card colums of the field must be \(r \in p r \in s \in n t e d\) in rows \(0-9\) of the EBCDIC table, to yield valid digits when packed.
3. It causes zones in any position of that field (including the low-crder position) to be ignored from data comparisons effected by control-Level (ccls. 59-60) and Matching-Fields (cols. 6162) specifications.

Whenever Control Level or Matching Fields is specified for a field, the data from the field is stored separately in an additional core location for each of these two functions, besides its storage as a reqular input data field. The data is stored for the Contrcl-Level and/or Matching-Fields operations in standard (unpacked) format; however, if there is a specification in col. 52, all positions are stored as no-zcne (hexadecimal \(F\) zone-see \(\operatorname{EBCDIC}\) table)--specifically: each code in an FECIIC-table column latelled \(0-E\) is converted to the code in the same row under column heading \(F\).

If it is desired to treat the field as numeric for calculations and/or editing--but to retain zones for Control-Ievel andor Matching Fields cperations (e.g.. to distinguish positive from negative control groups) -the field may \(t \in s f \in c i f i e d ~ t w i c e, ~ w i t h ~\) different field names in the two specification lines. The entries in one line then include a Decimal Positions specification (ccl. 52); the field name in this line is used with numeric compare, arithmetic, and editing operations. The other line is blank in Decimal positions (col. 52), tut includes the Control-Ievel (cols. 59-6C) and/or Matching-Fields (cols. 61-62) specifications. This thechnique, of course, consumes additional ccre storaqe space.

Note also that, if the one field name is used sclely with contrcl-Ievel or Matchingfields sfecificaticns, and nct referred to for calculation cr output data, a diagnostic warning message ("unreferenced field names") is printed auring frcgram generation. This does not prevent proper frcgram generaticn.
 level (M1-M3) is specified in an irput field-descriftion line that contains a Decimal positions entry (ccl. 52), Contrcl-Ievel or Matching-Fields єntries cf_tte same ley M1-M3) in aly card types are treated as numeric for Control-Level cr MatchingFields operations, respectively. This applies \(\in v e n\) if the ficld name is different in the several specification lines for that contrcl Level or Matching-Fields level. (A warning message is printed during program generation in the case of control ficlds for one level being defined as kcth alfhameric and numeric.)

If the field names are different, they may differ in format--alphameric versus numeric; if numeric, in fcsition cf decimal foint--but the number of columns in the field must \(k \in\) the same. They are then treated as numeric fer Contrcl-tevel or Matching-Fields cferations, respectively (if cne card type was specified as numeric for that \(1 x\) or \(M x\) level); but for other oferaticns, each field is treated in accordance with its own format specificaticns.

Note: The program does not ferfcrm automatic decimal alignment cn numeric fields in Contrcl Level or Matching Fields operaticns.

If there is nc need tc define the infut field as numeric (i.e., it will not \(k \in\) used in numeric compare, arithmetic, \(\in d i t\), or zero-supfress cperaticns)--even though the data is rumeric--the programmer has the opticn cf defining the field as alphameric (col. 52 left blank) or defining it as numeric (0-9 in col. 52), deperdina cn tre relative significance, tc his prcgram, of the factors itemized immediately below.

Defining an input field as numeric causes the proaram to pack it for infut, and to unpack it for output (unless Packed Field is specified for output).
1. Packing and unpacking consume ckjectprcgram prccess time, and core storage space.
2. Packed data cocupies less core stcrage space than unpacked data.
3. A field that is to be packed cannot be lenger than 15 columns tefore it is packed.

If the same input field appears more than once, with the same name, in the input specifications it must always be the same size, and defined in the same format: always standard data format or always packed; always alphameric or always numeric; if numeric (or packed), then always with the same number of decimal fositions. This uniformity of size and format for one field name applies within and between different specifications forms (input, calculaticns, output). (However, since the format of input fields is fully defined in the infut specifications, the number of decimal positions, together with field length, \(n \in \in d\) not \(k \in r \in p e a t e d\) in the calculaticn specifications if an input field is also used as a calculation Result Field.)

\section*{Field_Name-Cols. 53-58}

Each input field delimited in Field Iccation must be given a Field Name by the programmer. Cnce a name has been assianed to a field, the field is referenced in calculation and output specifications by its name. The name is associated by the program with an address in core where the data for that field is stored; but the user \(n \in \in d\) not concern himself with the actual core storaqe location.

The name must kegin in cclumn 53 with cne of the 29 alphabetic characters, may continue with alphatetic or numeric characters, and may be one to six characters lonq. (SEE DEfinitien of Texme, fee "alphabetic" and "numeric" characters-neither permits emtedded klanks.) Within these rules, any Field Name may te assiqned to any field in the input specificaticns, with the exception cf .

ALTSEQ, or a name beqinning with CCNTD or taf, or page followed by one or two characters.

Also, the name PAGE is reserved for a special furpose (see Consecutive Numbering).

The same field name may be used for any number of fields in different card types (and as Result field in calculation specifications), provided all fields with the same name
1. are the same length; and
2. have the same data format: standard or packed, alphameric or numeric; and
3. if numeric (or packed), have the same number of decimal positions sfecified.

The same core storage Iccation is usea for fields with identical names. Ccre storage is thus conserved by assigning the same name to fields in different card types. This has the further advantage that, if the same processing is to be applied to the field for different card types, calculation or output specificaticns may be saved. The programmer must be careful, however, that data in stcrage from cne card type is nct superseded by that from ancther type until it is no longer needed: any time a card with the particular ficld name is read, its data replaces that rifevicosly stored at the location for that field name. (The actual data substituticn cccurs just before detail-time calculations--see Figure 6. EEG_Prcgram_Logic.)

On the other hand, by making a field name unigue to a card tyfe, the data fer that ficld is retained until a card of the same type is read again. This permits processing data from a previous card with data from a later card. (For exception, see Blank After, under Program Lcqic Fiow, and under output-Format Specificaticns.)

It is also possible tc save core stcrage space, in specialized situations, by assigning the same name to different fields within the same input card. (See Field Indicators, "Pcints to Note.")

Note: While not \(r \in c c m m \in n d \in d, t \in c a u s \in\) it would terd tc confuse, it is permissible for a file name to be the same as a field name.

Defining the Same Data Field as Eoth Alphameric and Numeric

The program assigns a separate core stcrage locaticn for data associat \(\mathrm{f}_{\mathrm{d}}\) with each field name. The same source-data field (input-card columns) may therefore be defined mare than cnce and with different data formats, frovided each definition cf the field is on a separate fielddescrifticn line and is assigned a different ficld name.

This technique can be used to advantade when a ntiferic contrcl-Level field (cr Matching Field) may contain 11- or 12overpunches that are an essential fart of the contrcl-group (or matching-group) identificaticn, and this field is also involved in numeric compare, arithmetic and/or \(\epsilon\) diting cferaticns. Fcr the latter three kinds of oferations, the field must \(k \in d \in f i n \in d\) as numeric (C-9 in col. 52). However, when a field is defined as numeric, all zones are stripped for Ccntrcl-Level and MatchingFields ccmpariscns (see Decimal fositicns, col. 52, above). The soluticn is to \(d \in f i n e\) the same input field twice, with two dif-
ferent names: on cne line as numeric (0-9 in ccl. 52), with that field name referenced in calculation and/or editing operaticns, and no entry in Ccntrol Level or Matching Fields; on the other line as alphameric (col. 52 left klank), with Contrcl-Level (cols. 59-60) and/or Matching-Fields (cols. 61-62) \(\in\) ntries in this line.

This dual definition is also useful if a field is tc be used in arithmetic operaticns, but it is also desired to test it for blanks (as distinct from zeros) in the input specifications (see Fiela Indicators) or for high-order-position zones in calculaticn sfecificaticns (see IESTZ).

\footnotetext{
If a field is defined solely tc serve for Control Level or Matching Field, or Field Indicators, and not used in calculation or output specifications, the warning message "unreferenced field names" is printed during generation of the object proaram. Generation, how \(\in \in\) r \(_{\text {, }}\) proceeds properly. Actually, the field name is not used at all by the froqrall if the field is defined sclely for Field-Indicator, Control-Level or Matching-Fields operation. It must be given, however, to prevent a
 name.
}

\section*{Using Input Data Fields for Constant rata (Heading Cards)}

The term "constant" is applied here to information, or an item of data, that does not change as different data cards are processed; it may be required to remain fixed for the entire job on a given day, remain fixed for part of the data deck, cr be permanently fixed whenever a given report is run.

Examples of constant data might be report date, report title, identification for different porticns of a refort, and report-column headings.

The output-format specifications provide for defining data that remain fermanently constant for the report, such as report title cr refort-column headings. A ccrstant defined in the output specifications is Iimited to a maximuin of 24 positions, althouqh this limit can be circumvented by specifying several constants for successive sets cf print or punch positions. (See output-Fcrmat specifications chapter.)

The infut specifications offer a convenient means of entering constants that
1. exceed 24 columns--such as a long report title; and/or
2. may have to be chanqed each time the report is run--such as a date; and/or
3. differ for successive secticns of a report--such as separate refort headings for exєcutive, regular salary, and hourly-rated payroll refcrts, when there are ctherwise no differences in the frocessing of the reforts.

The easiest way tc enter such constants is to identify the card containing the constant data as a separate irfut-cniy card type, and assign a field name that is not repeated for any other field or card type to the cclumns containing the ccnstant. The card type containing the constant is flaced in the data deck wherever desired: if it is a date card or refort-heading card, it would normally be flaced at the front of the input-data \(d \in c k\). If there are separate constants cards for different sections of the report (such as repcrt-section headings), they can be placed at the \(\mathrm{f} \in \mathrm{gin}\) ning of the pertinent secticns cf the input-data deck; when a new constants card is read, its data will replace the data frcm the fr ficus cne--until that foint, the data is preserved because no other input card has the same field name assigned.

When corstants cards are interspersed in the data deck (to change constants for different secticns of a repcrt), they may have control fields and Ccntrcl Levels assioned, to assure that they are in the correct group and/or to make it fossible tc sort or merge theri intc the deck mechanically. Simple calculaticn specifications can ensure that a constants card is always at the front cf its section.

If the constants card is defined as a separate file, is should be designated the primary file, so that it is read first, and the constant informaticn is available before tre first data card.

If multiple input (cr combined) files of data cards are processed, the corstant card (s) may appear just ahead of any file or file secticn. If no Matching Fields are specified for the constants card, it will ke read ahead cf Matching-Fields cards in the cther files. (Fcr sfecifics, see chapter titled Matching_of_Files.)

Consecutive Numbering (Page Numbering)-Heading Cards

The cutput-fcrmat specifications provide a simple \(m \in t h c d\) for printing consecutive rumbers on successive pages cf cutput forms, cr printing or funching consecutive numbers in cards, beginning with 1 as the first number.

If numbering is to begin with a number cther than one (or if it is to begin aqain with 1 at pcints in the data deck that cannot be specified with conditioning indicators), provision for loading initial page numbers must be made in the infut specifications. It is accomplished as follows:
1. Input Specifications
a. Define a sefarate input-only card type--just as for a constants card ( \(s \in \in\) section immediately above). (Alternatively, include PAGE data in a constants heading card.)
b. Assign the field name PAGE to a four-cclumn card field.
c. Define the field as numeric without decimal places (0 in col. 52).
2. PAGE (i.e., Consecutive-Number) Card
a. Punch a value one less than the desired starting number into the pertinent fcur-column field of a card, together with the appropriate card-type identification punches. (A positive or negative value is permitted, and will be incremented arithmetically.)
b. Place the card ahead of the data deck.

For multiple input (or combined) files, or tc restart numbering at numbers higher than 1 at several points of the data deck, place consecutive-number cards as explained for constants (heading) cards.

PAGE cards may also be inserted in the data deck, \(\in v \in n\) though numbering is tc beqin with 1 , if numkering is to restart with 1 at various points in the report that cannot be conveniently identified by conditioning indicators in the output specifications (i.e., if this is required at points in the data deck that cannot be recognized ly the program by such occurrences as a control-level break or a certain card type, etc.). The contents of the consecutive-number field should then be left blank or punched with \(z \in r o s\), so that the starting number is 1.

Fiqure 25 shows field description entries discussed sc far (and a few incidental fointers). The example is rather artificial so that each entry chosen can illustrate at least one of the foregoing points.


Figure 25. Field Descrifticns--Fart I

Explanation of Figure 25
Incidentals:
Cols. 3-5 (Lin \(\in\) Number). Ic illustrate the cpticnal treatment of col. 5, zeros were entered instead cf leaving it klank. The last line entered ( 025 ) illustrates how to handle an insertion: the field fFTNAM (cols. 11-50) in the first heading card had been forqotten. The specification is assigned any line number ketween 020 and 030. After the specificaticn cards have been punched, the card with line number 025 is flaced behind that for line 020. This methcd orviates copying and shifting the entries for an entire paoe.

Lines 01C and C30 include a specification to select tre Date and page heading cards to stacker 2; cther cards enter the normal stacker.

Line 130 exemplifies the least number of Record Identification Codes specifications to make all four card types mutually exclusive: "Nct Character 1" distinguishes the
fourth card tyre frcm the third; a specificaticn for absence of ( - ) and ( \(\varepsilon\) ) in col. 80 of the fourth card is not \(n \in \in \mathbb{d} \in \mathbb{d}\) since the frcgram always tests first for cards of the first and second type, recause they have alphabetic Sequence codes (see Nature of the_card=Tyfe_seguence_cteck).

Field Descripticns
Lines 010 _ \(\mathbf{C 2 O}_{2}\) and 025 illustrate how to enter constants (e.c., date and report heading) via a card defined as a separate card type. Wherever a card of that type appears in the data deck--at the front or interspersed--new date and report-heading data from that card supersede the previous contents of the core storage areas for DDATE and RPTNAM.

Iine 020 also illustrates that alphabetic craracters, required in the first column of \(F i \in l d\) Name, include three special characters ( \(\widehat{a}\) is cne of these three).

Date contains nc decimal places; rut it is defined as numeric 10 in col. \(52=n u-\)
meric, with o decimal places), so that the printout can be edited.

Line C25 assigns forty fositions (cols. 11-50) to the report heading (RDTNAM). Entering the refort heading via an infut card overcomes the limitation of twentyfour positions maximum per constant in the output sfecificaticns, and allcws insertion of \(n \in w\) refort headings at any desired fcint in the data deck. RPTNAM is defined as alphameric (ccl. 52 left klank); therefore, it cannot \(b \in \in d i t \in d\) in the cutput-format specifications--any edit symbols to be printed, such as a slash or decimal foint, must be contained in the data in cols. 11-50.

Ine \(\leq 030\) and \(04 C\) show how tc provide for loading cf initial "fage" number, if automatic numbering is to be specified (in the output-fcrmat specificaticns) kut is nct to start with 1 (cr is to restart with 1 at points in the data deck that cannot be identified by conditioning indicatcrs). Wherever a card of the type defined here (12-punch in col. 80) apfears in the datacard \(d \in c k\), the number in ccls. 1-4 (cr in whatever cclumns are specified in Field Location) \(b \in c o m \in s\) the (new) starting number. (The number is increafented kefore it is printed or punched. Therefore, the number entered should be cne less than the desired starting number.) unless and until a PAGF card is read, ccnsecutive-numtering (if called for in the outpret-fcrmat sfecifications) begins with 1.

The Ficld Name face must te used, fur columns most be assigned tc the field, and the field must be defined as numeric without decimal flaces (0 in ccl. 52).

Line 040 also shows that leading zeros for "Frcf" and "To" column numbers (note 01, 04 in cols. \(46-47\) and 50-51) may \(b \in\) recorded. Other specification lines illustrate that they need nct \(k \in r \in c o r d e d\). All field-description lines show that source-data columns are entered right-justified.

Line 060 foints out that the size of alphameric input fields (blank in ccl. 52) is not limited. 20 columns were assigned. It alsc illostrates that \(f i \in l d s\) need nct be defined in the crder in which they appear in the source-data cards: ccls. 21-40 are recorded ahead of ccls. 2-6.

Ines C7C and 080 show a field (infut cols. 2-6) assigned two different names. EMFL\#1 is numeric (with zerc decimal places) sc that it can \(k \in \operatorname{us\in d}\) in nurific campare, arithmetic, and/or editing operations--for example, to suppress leading \(z \in r o s\) in printout. EMPL\#2 is alphameric (ccl. 52 is tlank), sc that Control Level (Li in ccls.

59-6C) will compare on the full characters in the field, including zcne overfunches. If the I1 were placed next to fMpl\#1, only the numeric parts of characters in cols. 26 would \(k \in\) consiảered in the Control-Level comparisons.

These field names also illustrate that numeric entries are allowed in Field Name, except in ccl. 53, and that \# is not a special character (it is cne of the three symbcls defined as alfhabetic).

Line 090 illustrates the maximum size of a standard (unpacked) numeric field (15 columns), and the maximum number of decimal places (9) allowed. The entry in col. 52 defines the field as numeric and implies, for numeric compare and arithmetic operations, that the data in cols. 41-46 is to the left of the decimal pcint, and that in cols. 47-55 to the right.

Line 100 emphasizes that the number of decimal flaces specified must not be greater than the digit capacity of the field: the field is unfacked (nc \(p\) in ccl. 43), three columns long (cols. 62-64); therefore, it cannot have more than three decimal places specified.

Line 110 shows the maximum size (eight columns) for a packed ( \(P\) in col. 43) input field. The entry 9 in col. 52 is valid--it does not exceed the digit capacity of the field--because an 8 -column packed field contains 15 diqit positions \((2 n-1=2 x 8-1\) = 15). Nine decimal places implies trat the contents cf cols. 65-67 are to the left of the hypothetical decimal point, and cols. 68-72 to its right (a half-byte in col. 72 represents the sion). Thefield is defined by its actual card columns (ccls. 65-72) --not by the number of digits it contains (15).

When Packed (P in ccl. 43) is sfecified for a field name, it cannct be used for Contrcl-Level or Matching-Fields operaticns.

Line 120 shows assignment cf a different name to the same source field (cols. 65-72) --CNTFPA versus max8pa--with the first entry (line 110) defined as packed and the second as alphameric (col. 52 blank). This illustrates how control (I2 in cols. 59-60) may be maintained (by the entries in line 120) on the entire fecilc characters in a facked field; while the entries in line 110 permit use of the same packed input field in arithmetic and/or \(\in d i t i n g\) operaticns and fcr easily legible (unfacked) printout.

Line 140 shows the assionment of tre same field name to different source fields (cols. 2-6 versus cols. 75-79) in two dif-
ferent card types (see line 080). When the name is the same, the field size and data fcrmat mest be identical (ccl. 52 must be coded identically in all input lines where the field name apfears). Note that, when tither data-card type is read, the data from the new card replaces the previcus data stored for \(\operatorname{EMPI} \# 2--t h \in \operatorname{same}\) ccre storage area afflies to kcth card types. Only one core storage area is assigned to data for cne field name, regardless of how often that field name apfears in the specifications.

Iine 150 use a different name in the second card type for the same scurce field shown in line 120 for the first card type. Lata in the storage locaticns for EIFNAM and CNTRPA is thus conserved until ancther card of the same type is read.

As shown in lines 080 and 140 , and 120 and 150 , it is immaterial for the controlLevel operation whether the field name is the same cr different for the same control Level (ccls. 59-60). This is also true for Matching Fields (ccls. 61-62). However, a Control-Level field or a Matching Field of a given level (fere, I2) must always be the same length in all card types--in this example, it is 8 cclumns leng in bcth card types (line 120 and line 15C).

Iines 160 and 100 have a Matching-Fields specification (M1 in cols. 61-62). Lifferent field names are assigned to equivalent source fields in the twc card types. This permits difference in farmat: Line 100 specifies the field as numeric, with 3 decimal flaces; line 160 defines the field as alphameric.

Line 160 is presented to emphasize that, notwithstanding the different field names in the twc card types, certain restricticns exist when Contrcl \(\mathrm{I} \in \mathrm{v} \in \mathrm{l}\) or Matching Fields is sfecified:
1. The field length must te the same. It is thré columns in kcth card types.
2. Once a Control Level or Matching-Fields level has been \(d \in f i n \in d\) as numeric in one specification, all contrcl-Level or Matching-Fields operaticns, respectively, for that \(l \in v \in I\) igncre \(2 c n e f u n c h e s\).

Therefcre, although line 16 C is tlark in ccl. 52 (i.e., the field is defined as alphameric), the sequence check (or matching of cards, if the different card types were in different files) is perfcrmed on the numeric fortion of the field cnly-since LECBMX in line 100 is defined as numeric (ccl. 52 is ccded): Fcr cther uses of these fields (not Control-Level or Matching-Fiflds cperations), the format conforms tc the differing specifications in
col. 52--DECNC data is treated as alphameric; DEC3MX as numeric, with 3 decimal places.

Line 170 illustrates that the same sourcedata field in two card types (MX15AL in line 170 and MAX15 in line C90) may be specified with a different numker of decimal places (8 and 9, respectively), provided the fields are assigned different names.

Note: As discussed with columns 59-60, Control-Ievel fields must be recorded in ascending sequence of significance within card type: r. must appear in an earlier specification line than I2, etc. See lines 080 and 120, and 140 and 150. Note particularly lines 140 and 150 where the fields had to be specified in a sequence different from that in which they arpear in the source-data cards--DIFNAM is in data-card columns ahead of EMPI\#2, but had to be defined on a lower line because 12 is higher than 11.

\section*{Control_Ievel=-Cols. 59-60}

Any of the indicators \(11-[9\) may be \(\in n t \in r \in d\) in these columns. This establishes the field defined in that specification line as a control field (as the term is known in Unit Record parlance--see also Definition of Termsl, and designates that L-indicator as a resulting indicator. Nine distinct control and total levels (besides LR for final total) are thus available--L9 is the highest level, L1 the lowest.

Whenever a card with an I-indicator specified in cols. 59-60 is read, the data in the card columns defined in that specification line (in cols. 46-47 and 50-51) is compared with that stored from the last card with the same I-indicator specified. If the data differs, the I-indicator specified in ccls. 59-6C turns on; all Iindicators cf lower number also turn on. These indicators turn on just before totaltime processing for the new card (i.e., after the previous card has been completely processed), and are set off by the prcgram after detail-time frccessing of the new card (see Figure 6, RPG_Program_Logic). The I-indicators are thus available to conditicn calculations and output at total time following the last card of a control grcur and/or to condition detail-time calculations and output for the first card of a control qroup. (See also references to Control Levels under Decimal positionse Col. 52.1

Normally, L-indicators are used to:
1. Condition certain calculations tc be perfcrmed only at the end of a control qroup
2. Condition certain punching tc be performed cnly for group tctals of particular levels (summary funching)
3. Condition certain printing tc take place only at the end cf control groups of particular levels (total frinting)
4. Conditicning certain calculaticns and/ or output oferations tc cccur cnly on the first card of a cortrol grcup of a particular \(l \in v \in l\) (e.g., grcup indication).

See the Calculaticn Specificaticns and the Output-Fcrmat Specifications for application of the I -indicators as conditioning indicators.

Note: Nc automatic decimal alignment is perfermed in Ccntrcl-Level oferaticns cn numeric fields.

\section*{Split Control Fields}

Control fields may be split; i.e., cne Ccntrol Level may be assigned tc two cr more areas cf the same infut card. The program then combines the data, from the several sets of cclumns with the same I-indicator assigned, into cne continucus contrcl field--in the crder in which the porticns appear in the infut specifications. Thus, the forticn (subfield) of a split control field reccrded first is stcred in the Control-Ievel data storage area tc the left of the porticn in the next specification line.

Special rules for split contrcl-Level fields:
1. a. The length of the fortions cf split control fields may vary for different card types (if the field names differ), ard
b.* A field may be sflit for scme card types and not for cthers (if the fíld names differ), but:
the aqgregate number of columns for cne contrcl level must be unifcrm fcr all card types.
2.* The aggregate number cf columns cf all Fcrticns (subfields) cf cne split numeric control field may exceed 15 cclumns--provided:
a. No individual porticn (subfield) exceeds 15 cclumns, and
b. The sum of all contrcl fields dces nct exceed 144 cclumns (with each I level specified counted cnce)
3. If one portion of a sclit control-I \(\in v \in l\) field is defined as numeric (i.e., col. 52 has an entry), the entire field is treated as numeric (zones stripped) for control-Level cferaticns in all card types.
4. No other Control-Level entry may inter\(v \in n e\) in the infut specifications tetween the several specification lines for fortions of cne control level. (For compatibility with other RPGs, no other field-description lines should intervene, either.)
\#Note: Figure 26 B illustrates that several numeric data fields--each not longer than 15 columns--may be fortions of a single Control-Ievel field longer than 15 columns. It also shows that the same control \(L \in v \in l\) may be assioned in another card type to a single non-split field longer than 15 columns, provided it is \(d \in f i n \in d\) there as alphameric and assioned a different name.

General Rules for Control Fields
1. If several Control Levels are specified (in cols. 59-6C) for one card type they must be recorded in the input specificaticns in ascending seguence of level: the specification line with L 1 must precede the line with T 2 , etc. This may require specifying input fields in a sequence that differs from the order in which the data appears in the inputdata cards.

However, the specification lines for different Ccntrcl Levels need not ke consecutive--lines for cther fields, without control-Level specifications, may intervene.
2. The number of columns (i.e.. the field size) that constitute a Control-I \(\in \mathbf{v e l}\) field must be uniform in all card types where that Control Level is specified.
3. The card columns for contrcl fields of different Control Ievels in the same card type may cverlaf; but the agqregate number of cclumns for all Control Levels must nct exceed 144 (with each I level specified counted once).
4. There is no requirement that, if a certain Control \(L \in v \in l\) higher than \(L 1\) is assigned, all lcwer-numbered levels must also be assiqned.

Note: Additicnal rules apply tc Control Levels used in conjunction with FieldRecord Relation (cols. 63-64), and are discussed in that secticn.

Contrci-Level resuiting indicatcr sfecificaticnsin ccls. 59-60 were already illustrated and explained in Figures 5, 11, 13, and 25; additicnal examples follcw discussicn of Field-Record Relaticn. Asfects of L-indicator operations were fully explained in the sections Program Logic Flow (and Figure 6), Indicators, Packed (Input Specificaticns, col. 43), Decimal_Positicns (Input Specifications, ccl. 52), and Field Name (Infut Specifications, cols. 53-5 ).

To refresh the reader's memory, scme points are repeated here in condensed form:
1. Control operation for a given Control Level is on a numeric tasis fall zones stripped) for all card types if any control field or Split-Contrcl portion for that contrcl Level is defined as numeric (i.e., if col. 52 has an entry)--even though the field names may differ. (But consider defining the same field twice for the same card type, with different names--as discussed previously.)
2. Field names are ignored by controlLevel operaticns--contents cf sfecified data-card cclumns are ccmpared with data stored from a previous card at the location assigned to that Control
Level. Therefore, field names fcr the same Control Level in different card types may be the same cr different.
3. A Cortrcl-Level \(s p \in c i f i c a t i c n ~ c a n n c t ~ b e ~\) assigned to an input field defined as Packed (P in col. 43). (But consider defining the same field twice for the same card type, with different names-as discussed previously.)
4. A Contrcl-Ievel field defined as numeric is limited to a maximum of 15
columns. (See special case under split Control_Fields, above.)
5. The same or different control Levels may \(k \in\) assigned to different card types; or ncne may be assigned to some card types.

Ccmparing on control fields cccurs cnly for the card types and fields with Control Level specified. When a card for which a given contrcl level is not specified is processed, the data fer that Contrcl Level in storage from a previous card remains undisturbed.
6. Control-Ievel compare cferaticns are perfcrmed for cards in the crder in which they are processed, regardless of the file from which they come.

Note: while Control-Ievel iñacators may be equated in purpose with control breaks on Unit Record accounting machines, the two operaticns are quite different. No automatic "control break", with its attendant total-print and group-indicate cycles, occurs cn Model 20. Instead, indicators are made available to perform any desired operations at the end of a control group and at the beqinning of \(a n \in w\) one.

Matching_Fields--Ccls. 61-62
Any of the codes M1, M2, or M3 may be entered in these columns, with these effects:
1. If the proqram provides for prccessing cf only a single input (or combined) file, entry of M 1 , M2, or M3 in cols. 61-62 causes seguence checking of the contents of the field (s) defined in the particulàr specification line(s).

However, programming a sequence check by entries in the calculation specifications usually consumes less core storage sface than utilizing the Matching-Fields entry for that purpose alone. Sequence checking ky calculaticn specificaticns alsc permits detecticn of duplicates, as well as saving processing time.
2. If the program frovides for the processing of two or three input (or combined) files, entry of M1, M2, or M3 causes
a. sequence checkina of the contents of the fields defined in specificaticn lines in which \(\mathbb{M} 1\), M2, or 13 is entered, and
b. matching of the contents of these fields
(i) between successive cards in the same file and
(ii)between cards in the primary file and cards in the secondary and (if applicable) the tertiary file.

This determines the order in which cards from the two or three input (or combined) files are processed.

When a card frcm the primary file matches a card from the secondary or tertiary file on all Matching Fields specified, the MR indicatcr is on during the processing of these matched cards. The MR indicator is on for detail-time processing of a matching card
through the total time and overflow time that follows the card ( \(s \in \in \operatorname{RPG}\) Frogram Logic, Figure 6). The status of the Mr indicator may be used tc conditicn the executicn of calculation and/or cutput sfecifications. (See the Calculation Specifications and the cutput-Format Specifications for applicaticns of the MR indicator as conditicning indicatcr.)

One, twc, or three fields may be matched and/or sequence checked in cne oferaticn. If more than one field is sfecified fcr matching and/or sequence checking, the \(M-\) levels must te assigned to corresfond to the significance levels of the fields. For example: if three fields are involved, M3 is assigned to the most significant (highest-crder) and M1 tc the least siqnificant (lcwest-order) field. Tc put it another way: the contents of the three fields may ke regarded as cne continucus value, with the M3 value at the left and the M1 value at the right.

If cnly one Matching field is used, it must \(b \in\) assigned M1; if twc are used, M1 and M2 must be assigned to them. A Matching Field cannot be split within the same card; i.e., cne Matching Field (M1, M2, or M3) must represent a single entry of contiguous card columns with the field read from left to right as high-crder to low-crder.

Note: No autcmatic decimal alignment is Ferfcrmed in Matching-Fields oferaticns on numeric ficlds.

Matching-Fields secificaticns were already illustrated and discussed in Figures 13 and 25 , and the \(M F\) indicator in Figures 11, 12A, and 13. Asfects cf Matching Fields and MR-indicatcr cperaticns are fully explained in the secticns program Logic Flcw (anc Figure 6), Indicatcrs, File Description specifications, packed (Input Specificaticns, ccl. 43), DECimal Pcsiticns (Input specifications, ccl. 52), Field Name (Input Specifications, ccls. \(53-58\) ), and Matching of Files.

To refresh the reader's memory, scme points are repeated here in condensed form:
1. With multiple input (cr combined) files, at least one card type in each file must have an entry in Matching Fields, and sequence crecking is mandatory for card types with Matching Fields specifications. A sequence error stcps the prograu. It can ke restarted.)
2. When Matching Fields are used, card types with Matching Fields specified must ke in tre same sequence in all
files--ascending or descending. (The direction of sequence is designated in the File Description Specifications.)
3. Ccmparing on Matching Fields cccurs only for card types with Matching Fields specified. Processing of card types without Matching Fields specified dces not disturt the Matching-Fields data stored from a previous card. (The MR indicator is off during the processing--detail time through next overflow time--of a card type for which Matching Fields is not specified.)
4. Card types for which Matching Fields are specified must all have the same number of Matching Fields specified.
5. The number of columns (i.e., the field size) that constitutes a Matching Field of a given level (M1, M2, or M3) must be uniform for all card types with Matching Fields specified.
6. The card columns fcr Matching Fields of different levels (M1, M2, M3) in the same card type may overlap; but the aqgreqate number of columns for all Matching Fields in one card type must not exceed 144.
7. An input field defined as Packed ( \(P\) in ccl. 43) cannot be assigned as Matching Field. (But consider defining the same field twice for the same card type, with different names--as discussed previously.)
8. Matchinq-Fields cperation for a given level (M1, M2, cr M3) is on a numeric basis (all zones stripped) for all card types if any Matching Field of that level is defined as numeric (i.e., if ccl. 52 has an entry)--Even thouqh the field names may differ. (But consider defining the same field twice for the same card type, with different names-as discussed previcusly.)
9. A Matching Field defined as numeric is limited to a maximum of 15 columns.
10. Field names are ignored by MatchinqField operations--contents of specified data-card columns are compared with data stored from other cards at locaticns assigned by the program to Matching-Fields data. Therefore, field names for the same Matching-Fields level in different card types may be the same cr different.
11. The order in which infut (or combined) files are entered in the infut specifications determines their order of precedence when matching two or three files.
12. Data from cards with highor precedence can be available when frccessing matching cards cf lower precedence, but nct vice versa.
13. The crder in which specificaticn lines fcr a card type with Matching Fields are \(\in n t \in r \in \mathbb{d} \in \in \mathbb{d}\) nct conform tc the level of the Matching-Fields specificaticns--e.g., tte line with M3 in ccls. 61-62 could fall \(k \in t w \in \in\) the lines with M1 and M2.

Alsc. specificaticn lines withcut Matching-Fields entry in ccls. 61-62 may intervene between Iines with Matching-Fields entry.
14. Matching-Fields (M1, M2, M3) operations are independent of Ccntrcl-I \(\in \mathrm{v} \in \mathrm{l}\) (L1-I. \()\) operations. (However, they are related to the extent that contrclfield ccmparisons are cnly performed when pertinent cards are prccessed-mand that, in turn, is based on the Matching-Fields operaticn.)

Note: Additional rules apply to Matching Fi€lds used in conjunction with FieldPecord Relation (ccls. 63-64), and are discussed in that--the next--secticn.

Field-Record Relation--Ccls._63-64
These columns are used in ccnjunction with records in an OR relationshif (see Reccrds in an OR Relationship) . Entries in Cols. 63-64 Fermit asscciating fields cnly with a particular cne of several card types in an OR relationship. The distinction is made ky entering in ccls. 63-64 the ccde cf one of the Resulting Indicators assigned in cols. 19-20 to the several card types in an OR relaticnshif.

Field-Record Relation can be used when two or more card types differ in their Record Identification codes (ccls. 23-41) but a majority of their infut fields are in the same columns, have the same format, and identical field names apply--and these fields are described only cnce. However, some of the infut fields differ in field name, location of source cclumns, and/cr format, and/or size--and each different field requires a separate field descriftion line. (The field name may \(t \in\) the same, provided the scle difference for that field between the card types is in lccation of source cclumns; ctherwise the name must also be different.)

Different card-type Resulting Indicators are assigned in cols. 19-20 to scme or all of the several card types in the of relationshif. Ey entry of the card-type Resulting Indicator for the appropriate card type in Field-Record Relaticn (ccls.

63-64), a field description is associated only with a particular cne cf the card types in an OR relationship. Field descriptions without an entry in FieldRecord Relaticn apfly to all the card types in the OR relationship. This saves entering specification lines and, if the proportion of identical fields preponderates, it also saves core stcrage space.

Control-Ievel fields andor Matching Fields may alsc ke asscciated with particular card types in an \(O R\) relaticnship by entry of the relevant card-type Resulting Indicator in Field-Record Relation. An entry for the same i- or m-indicator icols. 59-6C or 61-62, respectively) without a Field-Record Felaticn entry then applies only when none of the pertinent card-type Resulting Indicators, in Field-Record Relation for the L- or M-indicator, is on.

Note: The core storaqe saved by the single entry of field description lines that apply to all the card types in an OR relationship must \(k \in w \in i g h \in d\) against the core stcrage cost to the object program in having to test indicators for the field descriptions that differ for the separate card types. Half the fields common to all card types in the OR relaticnshif may be used as c rule of thumb for the break-even point.

Special Rules for Use of Field-Record Relation (cols. 63-64)

For each set of card types in an \(O R\)
relationshif:
1. Core storage space is conserved ky grcuping together (i.e., in consecutive lines) all field descriptions with the same indicator in Field-Record Relation (cols. 63-64), and by grouping together all field descriptions without FieldRecord Relation indicator.
2. When the same control Level (I1-L9-ccls. 59-60) or Matching-Fields level (M1-M3--cols. 61-62) is assign \(\in d\) toth tc field descrifticn without FieldRecord Relation indicator, and to one or more field descriptions with FieldRecord Relation indicator (s), the Control-Level and Matching-Fílds entries without Field-Record Relation indicator must appear first.
3. In view of (1) and (2) above, all the field-description lines without FieldRecord Relaticn entries shculd appear before those with Field-Record Relaticn.
4. The program treats split control fields ( \(\varepsilon \in \in\) Control Level, cols. 59-6C) of one control Level as a sinqle entity, for purfoses of Control-Level operations.

Therefore, it is nct fcssitle (for Contrcl-Level cperaticns) to assign different field forticns of a single Control Level to different Field-Record Relaticn indicatcrs, cr to assign a forticn to a Field-Record Relaticn indicator and have another portion in a field-description line without FieldRecord Relaticn indicator.

The same result is easily achieved ky \(r \in f \in a t i n g\) all forticns of the split control field--even that which might apfly regardless of \(O R-r e l a t i o n ~ c a r d ~\) type-for all pertinent Field-kecord Relation field-descrifticn lines. (Figure 26B, lines 06 and 17, illustrates this--see explanation in point 3. under Explanation_cf Entries in Figure 26B. 1
5. When the same control level or Matching-Field level is assigned both to field descripticn without Fieldkecord Relation indicatcr, and tc cne cr more field descripticns with FieldRecord Relation indicator(s), cnly the specificaticn with the pertinent FieldRecord Relation indicator is used--for Control-Ievel and/or Matching-Ficlds cperaticns--when that indicator is turned on. If none of the Field-Record Relation indicators for that contrcl Level or Matching-fields level is cn, the specification withcut Field-Record Relation indicatcr assigned is used for that level.

Contrcl-Level and Matching-Fields specificaticns to which no Field-Record Relations indicator is assigned for any of the card types in the ofrelaticnship are used with all card types in the \(C R\) relationship.
6. The number of Matching Fields sfecified (one, two, or three) must be uniform for all card types for which Matching Fields are sfecified.

It is not allow \(d\), therefore, tc match (or sequence creck by entry in ccls. 61-62) on a different number of fields for different card types in an OR relaticnshif. It is, however, permissible to match (cr seguence-check ty entry in cols. 61-62) on the
appropriate number of fields for some card types-- and not at_all for cthers in the \(O R\) relationship. The latter implies that all ficld-description lines with Matching Fields specified contain also a Field-Record Relation indicator entry; otherwise--as explained in 5, above--a Matching-Fields line without
Field-Record Relation indicator is apflied whenever nc such indicator is on for that level. (See also Matching Fields, cols. 61-62, and Matching_of Files.)
7. The number of Control Levels (I 1 - L9) specified for different card types in the \(O R\) relationshic may differ. It is alsc permitted to have no Control Level for certain card types, and any number cf control Levels for other card types.
8. While--for Control-Ievel and MatchingFields cperaticns--entries with FieldRecord Relation indicator assigned take precedence, when the relevant indicator is on, over those without an indicator entry in ccls, 63-64, this is not true for other processing cf the data in these fields:

The data from the card field defined in every field-description line which has no Field-Record Relation entry is read frcm all card types in the or relationship. This data is read into the core storaqe area assiqned by the prcqram to that field name, which is not the same area where Control-Level or Matching-Fields information--which ignores field name--is stored.

If it is desired to read into the field-name storaqe area for a field only from certain card types in the OR relaticnship--cr to read the same field from different card columns for the different card types--then each fielddescription line for that field must have an appropriate indicator entered in Field-Record Relation.

Fiqures 26A, \(B\), and \(C\) illustrate inputspecificaticns entries fcr Control Level, Matching Fields, Field-Record Relation, and cther OR relaticnshifs. (See also Fiqure 25 and earlier figures.)


Fiqure 26A. Field Descrifticns--Part II

Explanation of Entries in Fiqure 26A-Control \(I \in v \in l s\), File Matching, and or \(k \in l a-\) tionshif \(T y p e s 1\) and 2 (see Records in an QR_RElationshif)

Iines 01,02 and 03 show three records in an OR relaticnshif of Type 1 (see abcve): Resulting Indicator 80 applies tc all three types (it could have been refeated in each line). Nc distinction \(c a n\) be made (cn the basis of card type) in the calculation and/ or out put-format sfecificaticns ketwefn the three card types, because the same indicator is assigned to all three.

Iines_04 and 05 show two mcre records in an CR relationshif to the first three; kut they are cf Type-2 op relaticnshif: separate Resulting Indicators are assigned to them, tc fermit calculaticn- and outfutspecificaticns distincticn \(t \in t w \in \in\) the fourth card type, the fifth, and the first three (as a group).

Lines 02-04 alsc illustrate that card types in any kind of \(O F\) relationship--even
when nc distinguishing Resulting Indicator is assigned--may be directed to non-normal stackers by entries in the input specificaticns.

Iines 01-05 illustrate only OR relationships of Types 1 and 2: the data fields (lines 06-12) are defined only once, and none are limited to a particular one, or group, of the five card types in the CF relationship--Field-Fecord Relation (ccls. 63-64) is therefore blank.

Lines 13 and 14 are another example of AND relaticnships \(b \in t w \in \in\) four criteria for the definition of one card type.

Lines 06 and 15 specify that Control Level L1 will Ee a numeric contrcl only (all zones stripped), because col. 52 has an entry.

Lines 06, 10, and 12 and lines 15 and 19 show Control-Level indicators to be in ascending order of significance--as they must \(L \in, \in \in \in n\) if the data appears in the


Fiqure 26E. Field Descripticns - Part III
cards in a different order (note lines C6 and 10).

Iine 10 has Contrcl-Ievel indicator L3 assigned, although L2 is nowhere assigned in this file. This is permissitle. When I3 (cr ary higher indicatcr) turns cn, L2 and L1 also turn on, even though 12 is not assigned.

SECNFIIE dces not have I 3 assigned tc any field, although it is assigned in the cther file. Nc I3 Contrcl-Level compariscn is, therefore, made when a card is read frcm the file secnfile. The i3 information from the last freceding card frcm tre file
TYPE1OR2 is preserved, and compared aqainst the next card frocessed frcm that file.

If \(L 4\) turns on \(w h \in n\) reading a card from SECNFIIE, I3, I2, and ri alsc turn \(c n, \in v \in n\) though re and I2 are not assigred in this file.

Iines_ce and 10 illustrate that the
Matchinc-Fílds sfecificaticrs (M1, M2, M3
in cols. © \(1-(62\) ) need nct appear in ascending crder. Reqardless of the crder in which they are recorded, M3 identifies the hiah-crder (most-sianificart) field, and m1 the lcw-order field. Thus, DIVISN contains the mcst-significant (leftmost) data for the card match and sequence check, DEPT the next part, and EMPINC represents the righthand fcrticn.

The entire example alsc shows:
a. That the numker cf Matching Fields must be the same for all card types for which matchina fields are specified (three fields in all cards of this example);
k. That Matchina Fields reed not be the same as Control-tevel ficlds;
c. That other field-description lines may ke placed \(k \in t w \in n\) contrcl-ível anc Matchino-rields lines.

Lines C8, C9. and 18 show how to specify Fíld Lccaticn (in ccls. 46-47 and 5C-51) for single-coium fields.

Iines 08 and 12 and 18 and 19 show that fields fcr Contrcl Level and Matching Fields may cuerlaf. Lines Ce and 10 show that fields for different Ccntrol Levels and for different Matching-Fields levels may cverlap.

File relationship: File \(T \underline{P}\) P10R2 is the primary file, because it is specified ahead of SFCNFILE. when cards frcm the twc files match on the data in the three fields specified as Matching Fields, matched primary cards are processed ahead cf matched secondari \(\in\).

Therefore, when processing a card from SFCNFILE, data from the last preceding card from the file labeled TYPF \(10 R 2\) can \(k \in\) utilized. For example, gross fay could \(\mathrm{k} \in\) calculated by multiflying \(H R S W R K\) in each SECNFILE card by PAYRAT frcm the last preceding card from file TYfElok2. The MF indicator is cn only for matched cards. Conditioning the calculaticn specification to be performed, at detail time, only if the indicatcrs \(M R\) and 89 are both on, gross pay would \(k \in\) calculated cnly on cards from SECNFILE and only if the last card from the file TYPE10R2 matched the SECNFILE card on DIVISN, IEPT, and EMFINO. Grcss pay cculd not \(\mathrm{k} \in \mathrm{calculated}\) during the prccessing of a card from the file TYPE10R2, because all matching primary cards have completed processing kefcre data (in this case, HRSWRK) beccmes available frcm a matched secondary card.

To illustrate the point that data for fields with different Field Names is stored at different lccaticns, regardless of source columns. PaYRAT and \(\operatorname{HFSWRK}\) were assigned the same card cclumns in different card types.

Explanation of Entries in Figure 26E-Split Control Fields, Selective Sequence Check, and OR Relaticnstif Type 3

Iines 01-04 provide for identifying each of the four different card types in an \(O F\) relationshif, and assiqning a different Resulting Indicator to each. Indicator 94 is assigned to cards trat do not satisfy the criteria for indicators 91-93 (i.e., not 1, 2, or 3 in col. 80); these cards are selected to stacker 2. No Record Identification Codes are needed in line 04; because Iines in an or relationship are tested in sequence; therefore, card-type Resulting Indicator 94 turns on only if the card does not meet the criterion in line \(01, \mathrm{C}\), or 03.

Fiqure 26C itemizes the card columns frcm which Ccntrol-Ievel data will \(k \in t a k \in n\) for each cf the four card types in the or relationship. The follcwing pcints are ncteworthy in Figures \(26 B\) and \(C\) with regard to Control Level:
1. When \(n \in i t h e r\) indicator 91 nor 92 is cn . L1 Control Level is based on the I 1 entries with no Field-Record Relation specified (lines 05 and C6). When indicator 91 or 92 is on, I 1 ControlLevel data is kased on the entries in lines 11-13 or 16-17, respectively-lines 05 and 06 are then ianored for Ccntrol-Level data.

Similarly, 12 Control Level is kased cn the entries in line 19 (data-card ccls. 61-63) when indicator 92 is on (i.e., the seccnd type cf card was read) ; otherwise, it is based on the entries in line 08 (cols. 11-13). Iikewise, \(L 3\) Control Level is based on line 14 (data-card columns 51-70) when indicatcr 91 is cn (first type of card) ; otherwise it is based on lines 09 and 10 (cols. 51-60 and 31-40).


Figure 26C. Card Columns frcm which Ccntrol Fields will be Taken when One of the Card Tyfes Defined in Figure \(26 B\) is Read
2. Control Ievel I 4 is operative cnly when indicator 91 or 94 is cn, tecause i4 is nct specified at all without a FieldRecord Relaticn. Card types to which Fesulting Indicator 92 cr 93 is assioned therefore do not turn on indicator 14 . The 14 Contrcl-Ievel data is preserved frcm the last freceding card with indicatcr 91 or 94 , to be compared against the \([4\) data in the next card of type 91 or 94.
3. The I 1 Contrcl Level is split into thref fields for cards with indicator 91, and into two \(f i \in l d s\) for the cther card types. Note that, in all three cases, the total length for \(L 1\) is unifcrm (ten cclumns): the aggregate length of fields fcr a split contrcl Level must be uniform for all card types.

Ir lines 06 and 17 the field entries for the low-crder forticn cf the split If Ccntrcl level are identical (fida2, source cols. \(4 \epsilon-5 C\) ). Ncnetheless, the field description had to \(b \in r \in p \in a t \in d\) fcr Field-Record Relaticn indicatcr 92, tecause the other forticn cf L1 differs ketween card type 92 and cthers (scurce cols. 6-10 versus 1-5, and Field Name FLDA6 versus fidal): fart of a split contrcl field cannct te conditicred by a Ficld-Record Relation indicator unless all farts are sc conditicned, \(\epsilon v \in n\) if this means repetition of an identical entry.
4. In lines 09 and 10 , the fields tc which Contrcl Level L3 is assigned are defined as numeric (col. 52 has entries). Each of the two pcrticns (subfields) is within the limit of 15 cclumns for a numeric field, althcugh the aggregate length of the L3 control field exceeds 15 columns--it adds up to 20 cclumns. This is fermissible, so long as no individual numeric subfield єxceєds 15 cclumns.

In line 14, the same L3 Contrcl Level is not split when card-type Resulting Indicator 91 is cn . To be uniferm for all card types, it must be 20 cclumns long--which exceeds the 15column limit for a numeric field. Note that FIDC in line 14 is defined as alphameric (col. 52 is llank); it may therefore legitimately exceed 15 columns in length.

It is permissible tc designate differently named fields for the same Control Level in different formats (i.e., with different Decimal pcsiticns sfecificaticn). For processing of the data in tre fields, fcrmat accords with the specification in col. 52 ; for control-

Ievel operations, compare is purely numeric (zones stripped) if one of the fields or split portions for that control level is defined as numeric. L3
is, therefore, a numeric control field.
5. Control-Level entries must be in ascending order cf significance (i.e., L1 appears in an earlier line than \(L 2\), etc.) within Field-Record Relation grcup, and within the group without Field-Record Relation specifications.
6. The Control-Ievel entries without Field-Record Relation specifications must appear ahead of those conditioned by Field-Record Relation.
7. Lines without Control-Level specification may appear between those with different Control-Level specifications, but (to be compatible with other RPGs) not between entries for the same split Control Level.

Lines 05-10 \(11-15\) _ \(16=19\), and 20 illustrate that field-description lines should be grouped by Field-Record Relation indicator, to minimize core stcraqe requirements.

Lines 11 and 13e and 16 and 19 contain Matching Fields specifications (in cols. 61-62). The contents of fields fidA3 and FLDA5 in card type 91 , and FILA6 and flef in card type 92 will \(\mathrm{t} \in \mathrm{s}\) squence checked. Card types 93 and 94 are not sequence checked, because M1 and M2 are not specified with Ficld-Record Relation 93 or 94; nor are they specified without any FieldRecord Relation. (If M1 and M2 were also specified in lines without a Field-Record Relaticn entry, the fields in these lines would be sequence checked whenever neither indicator 91 nor 92 is on.)

Note that, for card types for which Matching Fields are specified, the same number of fields must be specified for matching, and the field size for each Mlevel must \(\mathrm{b} \in\) the sale in all such cards.

Data-field specifications are not affected by Field-kecord Relation in the same manner as Contrcl Level or Matching Fields:

As pointed out akove, whenever a Contrcl-Level or Matching-Fields specificaticn appears in the same line as a FieldRecord Relation indicator, only the Control-Ievel or Matching-Fields specification in that line apflies for that level-even if the same Control-Level or MatchinaFields code is also specified in a line without Field-Record Relation.

However, the data for the field specified in a field-descriftion line without Field-Fecord Relation entry is read into
the core storaqe area assioned tc that field, recarcless cf which card-tyfe Resulting Indicator is on ffer the group in an \(O f\) relationship). Cn the other hand, data for fields ir lines with Field-Reccrd Relaticn indicatcr are read into the storage area for the field cnly when that particular indicator is cn.

Therffore, the data for fields in lines 11-15 is read cnly from cards with Resulting Indicator 91; that for lines 16-19 cnly when indicator 92 is on; and that for line 20 criy frem card type 94. Rut the stcrage areas for the fields defined in lines \(5-10\). receive rew data from each of the four card types.

Tc illustrate by a few examples:
1. The stcraqe area for the field named FLDA3 receives new data cnly frcm the card type to which Resulting Indicator 91 was assigned.
2. The storage area for the field named FLDD receives \(n \in w\) data from \(\in v \in r y\) card of type 91 or 94.
3. The stcraqe area for MCNTH receives new data coly frcm cards cf type 92.
4. The storage area for tre field nared FLDA 1 receives new data frcm every card (in the or-relation grcup of card types).
5. The field named ELDA 2 apfears in line 06 without Field-Record Relaticn, and in line 17 with Field-Record Relaticn indicator 92, although the scurce cclumns (46-50) are identical. This was necessary because it is fart cf a split contrcl field, and the other part of the split L1 Control Level is assiqned to different source columns (cols. 6-10 versus ccls. 1-5).
\[
\text { When a card of type } 92 \text { is read, the }
\] data for the field named fida 2 is stored twice in the sare frccess area. Core storage space is saved ly using the same field name. (Of ccurse, if different scurce columns applied in lines C6 and 17, the data described on line 17 would \(t \in\) availatle fcr frccessing, whenever indicatcr 92 is cn--it would replace data in the field described in line C6.)

Field Indicators=-Cols. \(65-7 \mathrm{C}\)
Any indicatcr code, exceft \(I 0\), may \(k \in\) placed ir any of these three sets cf twc columns (ccls. 65-66, 67-68, 69-70). The corresponding indicator is treated like a resulting indicator for the contents of the field described in that line: the indica-
tor turns cn if the contents cf the field satisfy the criterion (Plus, Minus, or Zero/Blank, respectively) to which the particular indicator was assigned--ctherwise it turns cff. These indicators can then be used as conditioning indicators in calculation and/or output specifications: they can serve to condition the execution of a calculation or output specification to occur only when a particular input field was or was not positive, neqative, or zero/ blank, or when a particular status combination cf several input fields ottains.

Assignment of Field Indicators to a numeric field causes the contents to become signed (hexadecimal C Cr \([-\)-see EBCDIC table, Apfendix D, Figure D1) if the input field was unsigned (hexadecimal \(E\) or \(F\) ). A -0 field becomes +0.

NOTE: To test a numeric ficld for Plus, Minus, or Zero/Blank, each column must contain a valid decimal digit or blank with or without siqn; i.e., all entries must be represented in FECDIC table rows.0-9 (see Appendix \(D\), Figure D1).

Plus (Ccls. 65-66)
Enter the code of the indicator that is to be turned on whenever the value of the associated input field is pcsitive.

An input field is treated as pcsitive if the punch combinaticn in the low-crder card column is represented in any of the columns of the fecilc table (see appendix D, figure D1 ) Except D--but excluding EBCDIC 60--and provided all punch combinations in the field do not fall in row of the EBCDIC table.

Expressed in terms of common usage: the field is treated as positive if the loworder position does not have an 11overpunch, frovided the numeric contents of the entire field are nct zero or blank. (See special rules for packed input data, under packed, Column 43.)

Columns 65-66 (Plus) may have an entry only for fields defined as numeric (0-9 in col. 52).

Minus (Cols. 67-68)
Enter the code of the indicator trat is to be turned on whenever the value of the associated input field is negative.

An infut field is treated as negative if the punch combination in the 1 Cw -crder card column is equivalent to EBCDIC 60 cr is represented in column c of the EBCIIC table (Appendix D, Figure D1), frcvided all funch
combinations in the field do nct fall in row 0 of the EECDIC table.

Expressed in terms of common usage: the field is treated as negative if the loworder position has an 11-overpunch, provided the numeric contents of the entire field are not zero or blank. (See special rules for packed input data, under packed, col. 43.)

Cclumns 67-68 (Minus) may have an entry cniy for fields defined as numeric (0-9 in col. 52).

Zero or Elank (Cols. 69-70)--Field Defined as Alphameric (Ccl. 52 Blank)

Enter the code cf the indicator that is to be turned on whenever the associated infut field is completely blank. (Zeros, and 11and 12 -punches, are not treated as klanks.)

Zero or Elank (Cols. 6c-7C)--Field Defined as Numeric (0-9 in Ccl. 52)

Enter the code of the indicator that is to be turned on whenever the associated input field consists entirely cf zercs and/or blank columns and/or zone funches.

Expressed broadly, the indicator assigned fere is turned cn if all funch combinaticns in the field are represented in row 0 of the \(E B C D I C\) table (Apfendix \(D\), Figure D1). (See special rules for packed input datar undex pagked, cel. 43.)

Ncte, for example, that a field of zeros with a 12- or 11-overpunch (in the loworder or any other positicn) turns on the indicator assigned here--not the indicator assigned to plus cr Minus.

Therefore, if the signs are in the highorder column of input ficlds, and that column could contain zerc for its data fortion, the signs shculd be tested by TESTZ in the calculaticn specificaticns--nct by defining the high-order colurn as a \(s \in f a-\) rate input field and attempting tc test for Plus or Minus.

If it is necessary to \(u s e\) the instruction \(T E S T Z\) in the calculaticn \(s f \in c i f i c a-\) tions (tc identify a sign in the high-crder position of the field), cr if it is desired to determine whether a field is blank (as distinct frem zero)--yet the field is to be used in arithmetic operaticns--the field can \(k \in d \in f i n \in d\) twice: once as alphameric (to be used for TESTZ or to test for blanks) and cnce as numeric (fcr arithmetic operatiors), with different field names.

Field Indicators are actually turned on or off--based on the status of the associated input field--just \(k \in f o r e ~ d e t a i l-t i m e ~\) calculaticns. (SEE EPG Proqram Logic, Figure 6.)

An input field may ke assigned different indicators for two, or all three, of the conditicns (Plus, Minus, Zero or Blank). When the program turns on the indicator for the condition that afplies, it turns off (if they were on) the indicators assigned for that field to the conditions that do nct affly. Thus, with the exceptions stated in "Points to Note" below, only one Field Indicator is on at one time for one field.

The same indicator may be assigned to more than one criterion for the same field --for example, to Plus and zero. It is then turned on if \(\in i t h e r\) condition is satisfied.

Points tc Note
1. The indicators normally used as Field Indicatcrs are 01-99, H1, H2. Use of any others reguires a complete grasp of the sections Program Iogic Flow. Indicators, and Indicator Hierarchy, in the chapter proqramming for RPG=-General Information.

Assignment of indicator H 1 or H 2 causes the program to halt after processing of the card for which H1 or H2 is turned on, unless the indicator is turned off by a programmer's instructicn in the detail-time calculaticn specifications for that card. (It can only be turned cff at detail time. because Field Indicators are not turned on until just before detail-time calculaticns, and the halt--if H 1 or H 2 is on--occurs shortly after detail-time output (see Figure 6, RPG Program Iogic).)
2. Field-Descripticn entries are associated with the particular card type defined above them in columns 19-41; the specificaticns in a field-descripticn line are extcuted only when a card of that type has been read. Therefore, the status of a Field Indicator can change (apart from exceptions itemized here) cnly after a card of the pertinent type has been read. It may, therefore, remain on or off while cards of other types are being processed. Ccnsequently, different field indicators assigned to fields in different card types may be cn concurrently.

On the other hand, if the same Field Indicator is assigned to fields in different card types, its status will be
kased on the contents of the relevant field in the last card cf a fertinent typeread.
3. If the same indicator is assigned to mere than cne field ir the same card type, the last field entered with which the indicator is associated determines its status.
4. If the same field name is assigned to two different sets of source cclumns in the same card--once with Field Indicator and once without--the status of the indicator will correctly reflect the contents of the field with which it is associated. Orly cne core storage area is assigned to the ficld name; it will contain the contents cf the field specificd last with that rame. (Of course, size and format must be uniform for foth fields using the same name.)

This is a technigue fcr setting an indicatcr based on the contents cf a field--when the field is not otherwise \(n \in \in \mathbb{d} \in\) for calculaticns or cutput-withcut consuming any core space tc store the data of that field.
5. The same indicator used as a Field Indicator in the input sfecificaticns may also be assigned as a Resulting Indicator, or specified to \(k \in S E T C N\) or SETCF, in the calculaticn \(s f \in c i f i c a-\) tions. This may chanof its states during the prccessing of a card.
6. Indicatcrs assigned tc Plus (ccls. 6566) cr Minus (cols. 67-68) are off at the \(k \in g i n n i n g\) cf object-rrcgrall exfcution. They do nct turn on until the critericn is satisfied when a card of the pertinent type has been read.

On the other hand, indicators 01-99 --but not F 1 or \(\mathrm{H} 2--\mathrm{assi} \mathrm{Cn} \in \mathrm{d}\) tc Zerc or Elank (ccls. 69-70) are on at the beqinning (1P time) of program extcu-ticn--before tre first data card is read (see Fiqure 11, Hierarchy and Summary cf Indicatorsl. They remain on until a card of the pertinent type is read, and the field leing tested for zero cr klank does nct satisfy that criterion. Thes, caution is called for in basing calculation or output operaticns sclely on the status of such indicators.

\footnotetext{
Exceftion: If the same indicator is used toth as card-type Resulting Indicator and as Zero-cr-Elank Field Indicator, it is nct on at the beginning of program execution (1p time), because card-type indicators take \(\mathrm{Fr} \in \mathrm{C} \in \mathbb{d} \in \mathrm{nc} \in\) and are all off at the keginning (see Hierarchy_and_Summary_cf_Indicatcrs).
}
7. Change cf value in a field during calculaticns or output does not in itself change the status of a Field Indicator set on the basis of the value in the field at time cf input.

However, if Elank-After ( \(B\) in col. 39) is desionated for a field in the output specifications, the field is set to blanks (if alphameric) or to zeros (if numeric) immediately after the data is moved to the output storage area (the data is then lost to any subsequent output operation). If a Field Indicator is assigned tc Zero-or-Blank fcr that field in the input specificaticns, the indicator turns on at that pcint during output, regardless of its prior status (see also Blank-After under Froaram rogic FlCW). It is then on during processing of additional output specificaticn lines and until turned cff when the field is tested aqain in the next input card of the pertinent type, and found not to satisfy the zero-or-Elank condition.

Note, however, that any Field Indicator assigned to plus cr Minus in the infut specifications does not turn off (if it was on) when the indicator assigned to Zero-or-Blank for the same field is turned on by the Blank-After instruction.
8. If Blank-After (B in col. 39) is desiqnated for a field in the output-fcrmat specifications, and more than one indicator has been assiqned to that field tc represent the condition Zerc-orBlank, cnly the first-assigned indicator is turned on by Blank-After. For example:
a. An indicatcr (say, 25) is assigned to Zero-or-Elank for a field in Field Indicators of the input specificaticns; and
b. Another indicator (say, 40) is assigned tc Zero-cr-Blank as Resulting Indicator, for the same field used as result field in the calculation specifications (arithmetic or TESTZ operation) ; then
c. Blank-After turns on indicator 25-the first-assigned indicator--not indicator \(4 C\).
9. Assianment of Field Indicators causes an unsigned fositive numeric-field value (EBCDIC-table cclumn \(E\) or \(F\) ) to become signed hexadecimal \(C\).

Fiqure 27 illustrates assiqnment of Field Indicators.


Fiqure 27. Field Indicatcrs

Explanaticn of Entries in Figure 27
Specification line 02 shcws how tc turn on indicator H1 if cols. 1-5 cf the data card are tlank and/or contain zeros and/cr zone Funches cnly. Because the field is defined as numeric (col. 52 has an entry). nc distinction is made in Fíld Indicators ketween tlark, zerc, and zone funches. (H-indicators assigned tc Zero-cr-Elank are not on at the keginning--sé Fiqure 11.)

The H 1 indicator may \(\mathrm{b} \in \mathrm{used}--1 \mathrm{lk}\) e indicators \(01-99--\) tc conditicn calculaticn and output sfecifications; e.g., NH1 may \(t \in\) designatєd as a conditicn sc that a farticular specification is extcuted only when EMPLNO is not zeros (or klank). If EMFINC is \(z \in r o s\) (or blank) in a card, the system halts after that card has kefn processed, unless H 1 is turned off during detail-time calculaticns ky a frcgramiti's
specificaticn.
Iine \(C 3\) sfecifies that indicatcr 10 turrs cn if cols. 11-30 are tlank--but not if they contain zeros, since tre field is defined as alphameric. (Crly Zerc-cr-Elank may contain an entry for alphameric fields.)

Iine 04 causes indicatcr 01 tc turn on if the fíld in ccls. \(\equiv 1-\equiv 4\) is negative, and indicator \(C 2\) tc turr on if it is \(z \in I C\) ( \(C r\)
blank). This illustrates assiqnment of different Fíld Indicators to two conditions in the same ficld.

Line 05 causes indicator 03 to turn on if cols. 7-10 contain \(z \in r o s\) (cr are klank).

Lines 04 and 05 also illustrate how to set indicators kased on the status of a field (cols. 31-34) that is not \(n \in \in d e d\) for any cther furfcse, without tying up core storage space for it. The data in cols. 710 is to be used subsequently, and is stored at the location for HFSWRK. Note that the format must be uniform for the two fields that were assigned the same name.

Iine_06 specifies indicator \(\mathrm{H}_{2}\) if cols. 7-10 are blank--as distinct from zero. In line 05, an indicator (03) was specified if the same field is zero or klank. We have arbitrarily--to illustrate a point--made the assumption that hours worked may leqitimately be zero; but that a klank field represents an errcr for which we wish to bypass processing (by using NH2 as conditioning indicator in calculaticns and outfut) and after which we want to halt. (Perhaps the card was missed by the \(k \in y-\) punch operator.) To recoqnize the klank field, tre field had tc be sfecified as alphameric; to use the data in arithmetic operations, the field must \(k \in d \in f i n \in d\) as numeric: berce, the fiele is described
twice, with different names. The alyhameric field alsc allows testing for hiqh-crder zone punches in the calculation specifications; these zone punches might te intended to identify special situaticns.

Iines_02_and 06 used up the availatle halt indicators. Trerefore, althcugh a blank NAME field represents an errcr, h1 or H2 cannot te used in line 03; another indicator (in this case 10) can ke assigned, and used in the detail-time calculaticn specifications to turn on H1 or H2 if a halt is desired.

> If H1 had befn assigned tc Elank fcr NAME, as well as tc Zero-cr-Blank for EMPLNO, then when the NAME field is not blank, 1 is turned off even if EMPINC is zero (or blank); i.e., the later test supersedes any earlier test for the same indicator.

Iine 0 of again assigns indicator \(H 1\) tc zero (or klank) in the EMPLNO field. Hcwever. this line applies to a different card type. The status of this indicatcr is thus revised for each card; but the status of H 1 does not conflict for twc fields within the same card.

Line 09 shows assiqnment of thref different indicators for the three fcssible states of values in one field.

Line 10 identifies positive values in the field by cne indicator (34) and zeros (or klank) ky ancther (40).

Line 11 assigns indicator 35 to cards with a positive value in cols. 15-18, or with zeros for clankj in cols. 15-í. It wili, therefore, be cn if either conditicn is satisfied.

Line 12 illustrates use of the same indicator for different purfoses in different cards (set line 05). Its status will, therefore, \(k \in r \in v i s e d\) for each card.

Points tc be Especially Ncted in Figure 27
```

1. Indicators 01-99 assigned to Zerc-cr-
Blank (cols. 69-70) are on at the
beginning cf object-program ex\incution.
Thus, indicators 02, 03, 10, 33, 35,
and 40 are on during heading-and-
detail-time cutput preceding the read-
ing cf the first card.
```

Indicators \(H 1\) and \(H 2\) are off at the start of program executicn \(\mathrm{f} \in \mathrm{Ca}\) use H 1 and F 2 take fr cedence, in the indicator hierarchy (see Figure 11), cyer Zero-crrblank indicators.

The fact that indicatcrs c1-99 assigned tc Zero-or-Elank are on ini-
tialiy cails for caution in two resfects:
a. Detail-time cutput operaticns conditioned only by the on status of any of these indicators will \(k \in\) executed befcre the first card has been read--i.e., during 1 P time; and
b. These indicators remain on until the first pertinent card has been read.

For example, with the programming in Figure 27: If the first ten cards all happen to be type 25 (i.t., the first type listed, to which card-type Resulting Indicator 25 was assigned). indicators 33 . 35, and 40 are on while these cards are processed--since no pertinent card (type 28) has yet been read to test the fields tc which these indicators are assioned.
2. Once the status of Field Indicators has been determined for the fields in a card, the status is nct revised until the next card of a pertinent type is read. (Exceftions: Blank-After, descrited kelow; H 1 and H 2 ; and chanqing the status of a Field Indicator by an entry in the calculation specificaticns.) For example:

The status of the Field Indicators in lines 03 and 04 is revised only when a card with a card-type Resulting Indicator 25 has been read; the status \(c f\) those in lines 09-11 only when a card with kesulting Indicator 28 has been read. This fact must be borne in mind when conditioning calculation or output specificaticns by these indicators.

The H 1 and H 2 indicators are always reset by the proqram before a new card is processed (after restart ky means of the CPU START \(k \in y)\), if nct set cff before then by an instruction in the calculation specifications.

Indicator 03 appears as Field Indicator in line \(C 5\) and line 12. Its status is therefore revised for tach card.
3. Field Indicators for Zero-or-Elank (ccls. 60-70) are turned on immediately when the corresponding field is set to blank cr zero by entry of a \(B\) in col. 39 (Blank-After) in the cutput-fcrmat specifications. Any cther Field Indicator freviously set (for Plus or

Minus) for the field is not turned off thereky. For example:

If \(B\) is entered in ccl. 39 in the cutput-format specificaticns \(n \in x t\) to EMPINC, the H1 indicator turns cn as soon as the FMELNC data has \(t \in \in n\) transferred tc the cutput area during an cutput operaticn invclving EMELNC (if H1 is on at \(t h \in \in n d\) cf detail-outfut time, \(t h \in s y \leq t \in m\) halts thereafter). Similarly, indicators assigned to Zero-orElank for other fields turn on during an output operation if BlankAfter is specified for those \(f i \in l d s\).

In the case of BCNDS, for instance, a Elank-After specification in conjuncticn with an output operation turns on indicator 33. This indicator remains cn until the BCNDS field is again tested after a card of type 28 has been read. Note, however, that--if indicator 31 (Plus) or 32 (Minus) was on for the BONDS field, it is not turned off by the Blank-After operation. Indicator 33 is then on concurrently with 31 or 32 .

GENERAL INFORMATION
The calculation specificaticns (see Fioure
28) particularize
1. The cferaticns to be ferformed ty the ckject program upen
a. the infut data, and
b. data obtained as a result cf cther calculaticns
2. Look-up of datá contained in tables
3. The identification of data conditicns, to facilitate control cf subsequent calculations and cf cutput cperaticns tased cn calculaticn results.

Three general rules govern the writing of calculation specifications:
1. Eack operation is specified on a separate sinqle line cf the form (and, hence, funched into a separate specificaticn card).
2. Calculation operations to be ferformed at detail time must all be specified ahead of those to ke performed at total time. However, total-time calculaticns need not be qrouped by level of total (i.e., different L-indicator lines may be intermixed).
3. Within the grouring of detail time or total time, calculaticn operations are performed in the order in which they are specified. (See GOTO, below, for exception.)


Fiqure 2 . The Calculaticn Specifications Form

Note: At the beginning cf object-proaram executicr, fields defired as alphameric are klank (hexadecimal 40) and those defined as numeric contain "unsigned" zercs (all zeros, exceft low-crder fositicn is hexadecimal 0F). Therefore, nc calculaticn \(s p e c-\) ification is required solely to clear fields at tre start.

The entries for the Calculaticn Specificaticns form are divided intc three categories, as shown in Figure 28.
1. Conditicning Fields--Cclumns 7-17

Indicator codes entered in these fields determine the conditicrs under which the calculation specification in that line is to be extcuted.

Note: Grouping specification lines with identical conditicning indicator entries (in ccls. 7-17) saves core storage space and proorall extcuticn time.
2. Calculaticn Fílds--Columns 18-53

Entries in these fields define the kind of oferaticn to be perfcrmed, the data involved in the cperaticn, and the result field.
3. Result-Testing Fields--Columns 54-59

Any indicator code may be entered in any cf these Resulting Indicators fields. When the operation specified in a line ras \(b \in \in n\) extcuted, the indicator (if any) assigned to the conditicn that accords with the result is turned on; those (if any) assigned to cther result conditicns are turned off.

These Resulting Indicatcrs can ke used as conditicning indicatcrs to conditicn the exccuticn cf cther calculation specifications and/or output specificaticns.

CONDITICNING PERFORMANCE CF CALCULATICNS (COLS. 7-17)

If the conditioning ficlds (cols. 7-17) are tlank, the specificaticns in that line are executed at detail time cf every frogram cycle.

The Ccntrcl-Level field (cols. 7-8) provides for determining whether a calculation specification is to \(b \in f \in r f o r m e d ~ a t ~ d e t a i l ~\) time in the frogram cycle (i.e., ccls. 7-8 are tlank). or at total time of a giver. level (i.e., there is an L-indicatcr entry in ccls. 7-8). The Indicatcr ficlds (ccls.

9-17) provide for determining--within the limits estaklished by the contents of cols. 7-8--which ctter conditions, in terms of status cf indicators, must be satisfied to iniplement the specificaticns in that line.

The four fields (cols. 7-8, 9-11, 12-14, 15-17) are in an AND relaticnship; i.e.. all stated conditions must ke satisfied for the specifications in that line to be executed.

There is an essential difference \(k \in t w \in \in\) applying indicatcrs as conditicning indicators-as exemplified by cols. 7-17 here, and cols. 23-31 in the output-format specifications--and assigning indicators as Resulting or Field Indicators--as exemplified ky cols. 19-20. 59-60, and 65-7C in the input specifications, and cols. 54-59 in the calculation specifications:

A Resulting or Field Indicator changes status ( cn or off) as the condition with which it is associated is tested, and the criterion to which it is assiqned is either satisfied or not satisfied.

The same indicatcr, reflecting a criterion previously tested, may then be apflied to condition a calculation or cutput specification tc be executed only if the indicator is on, or if it is not on, as desired. Applying the indicator as a conditioning indicator never chanqes its status (on, or not on).

\section*{Control_Ievel=-Cols. 7-8}

If this field is blank, the operaticn specified in that line is to be executed at detail time--and subject to conditioning indicators specified in cols. 9-17.

If a control-Level indicator code (ro. L1-I 9, or LR) is entered in cols. 7-8, the operation specified in that line is tc be executed at total time, provided the particular L-indicatcr sfecified is on--and subject to other conditioning indicators specified in cols. c-17.

If a Control-Level indicator L1-I9 is turned on in the normal manner--by a control treak--it is cn from (and including) the total time following the last card of the frevious contrcl qroup throuqh detail time of the first card of the new control group. The last-record indicator (IR) is on during total time follcwing the last data card of the approfriate file (s). LC is normally always on. Any of the indicators LR, L9-I2--if turned on in the standard fashion--also turrs on all lower-level I-indicators (except IO) for the same pericd.

The operation of L-indicators, and detail and tctal times in the frcqrall cycle, have been thoroughiy covered elsewhere. Ste
 and iota inime processing cn_ "Fun-In "--all under Prcoram_Iogic Flcw; I1-L9. Sfecial Consider ations for Indicatcrs II=I9 cn "Run=In", IO, IR, and Ingicator Hierarchy (with Ficure 11)--all under Indicators; Control \(I \in v \in l s-\) under matching cf Fil \(\in \subseteq\); Decimal Ecsiticns (col. 52), Field Name (Cols. 53-58): Lefining the Same Data Fiela as_Bcthalrhameric and Numeric. Control Lev \(\in 1\) (ccls. \(59-60\) ), and Fí \(\in 1\) d R \(\in\) cor Relaticn (ccls. 63-64)--all under Infut Specificaticns.

Indicators--Cols._9-17
If these fields are klank, the specifications in that line are extcuted in every program cycle--subject tc the status of any I-indicatcr that might be specified in cols. 7-8 ( \(s \in e\) Contrcl \(f \in v \in l, c c l s .7-8\), above). If ccls. 7-8 are also blank, the specifications are executed at detail time cf every frooram cycle.

An indicator code in ccls. \(10-11,1 \equiv-14\), or \(16-17\) instructs the program tc extcete the specificaticns in that line cnly if that indicator is on. If an \(N(=N o t\) on) is entered in the column preceding the indicator code (ccl. 9, 12, cr 15, respectively), the frogram is instructed to execute the specifications in that line cnly if the associated indicator is rct cn.

Note: Any \(f\) ECIIC character ctrer tran \(N\) in col. 9, 12, or 15 has the same meaning as a blank.

Up to three different conditicning indicators may be designated ky entries in the three Indicators fields for cne specification line. Fach may be required tc be on (first cclumn of relevant Indicators field klank), cr off ( \(N\) in first column of relevant Indicators ficld), as a ccnditicn cf execution of the specifications in that line.

The trife fields (ccls. 9-11, 12-14, and 15-17) are identical ir functicn. If cnly one or two conditioning indicatcrs are assigned, it does not matter which of the three fields are used. Entries in these fields are in an AND relaticnshif to each other, and tc any \(L-l e v \in l\) indicatcr in cols. 7-8. Mcre than three conditioning indicators cannot be specified in an AND relaticnship directly; ncr can OR relaticnships be sfecified directly. Methcds for achievinc the equivalent results are shown


Any indicator may \(\mathrm{t} \in \mathrm{sf} \mathrm{\in cifi} \mathrm{\in d}\) in cols. 9-17. The frogrammer should remember, however, that the status of an indicator may have a different significance at total time and at detail time--and it is the entry, or absence cfentry, in ccls. 7-8 that determines whether the specifications in that line are executed at tctal or detail time. For instance:
1. At total time, the MR indicator reflects the matching status of the previous card--nct that of the nen card that caused the contrcl break. At detail time, however, Mr reflects the matching status of the card being processed.
2. With Ccntrol \(I \in v \in l\) (ccls. 7-8) blank. an L-indicator (I \(1-\) I 9 ) in one of the fields in cols. 9-17 does not pertain tc an operation at total time--it conditions the specifications to be executed only at detail time of the first card of a new control group of that, or higher, level.

Assuming cnly standard methods of assignina and utilizing Resulting and Field Indicators, the Indicator codes entered in these fields (ccls. 9-17) condition execution of a calculaticn specification based on the following factors:
1. If the indicator was assiqned as cardtype Resulting Indicatcr in the input specifications (cols. 1c-20), extcution cf the calculaticn specification is confined to the processing of a particular card type, or--if \(N\) is entered (in the first cclumn of the relevant conditicning Indicators field)--to any card type other than that particular one.
2. If the indicator was assigned as a Field Indicator in the infut specificaticns (cols. 65-70), execution of the calculation specification is dependent on the status of the infut-data field with which the indicator was associated. The Field Indicator reflects the input-data status after the field was last read as input or, if the indicator was assiqned to Zero-or-Blank, the status before the field was read or after it was cleared by a Blank-After instruction in the output specifica-tions--whichever occurred most recently. The status of a Field Indicatcr is nct altered ky chanqes in the contents of the asscciated field that might be the result of calculation specifications.
3. If the indicator is assigned as a Resulting Indicator in this cr ancther line of the calculaticn specifications (ccls. 54-59--discussed later), \(\in x \in c u-\) tion of the calculation specificatinns in this line is contrclled \(k y\) the result of a calculaticn performed earlier. Note that:
a. The Resulting Indicator reflects the result last cbtained. If the pertinent calculation has nct yet \(t \in \in n\) performed, the indicatcr is cff (unless it is assigned tc zerc-or-Blank, when it is on initially and is alsc turned cn ky Blank-After--see outtut-Fcrmat Specificationsl.

If the pertinent calculation is cnly ferformed under certain conditions, the indicatcr may still reflect an earlier--possibly \(c t s c l \in t \in--r \in s u l t\).
k. If the conditioning Indicator (cols. 9-17) is also a Resulting Indicator in the same line (ccls. 54-59), its statrs is not changed ly the instructicns in that line until after the sfecificaticns in the line have been executed.

Remember that, at tctal time, a card-type Resulting Indicatcr is that of the next card, whereas a Field Indicator is based on a frevious card.


Fiọure 29. Calculation Conditicning Indicatcrs

The oferation of indicatcrs, and detail and total times in the prcgram cycle, have
been thorouqhly covered elsewhere. See secticns Prograw Logic_Flcw, Indicators, and Matching of Files--all under programming for RpG-General Information; Result ing Indicators, Control TEvel, Matching Fields. and Field Indicators-all under Input Specifications; and Resulting Indicators in calculation specifications, dis cussed in this chafter.

Fiqure 29 illustrates the use of conditioning indicators with calculaticn specifications. Only standard applications of indicators have been assumed; non-standard uses are encompassed by the explanations under Indicators in Programming for RPG= General_Infcrmaticn.

Explanation of Fntries in Figure 29
Line 01 specifications will be executed at detail time (ccls. 7-8 blank) cf all cards (cols. 9-17 blank).

Line_02 specifications will be executed at detail time for all cards for which indicator 16 is on at that point. If, for example, indicator 16 is a card-type Resulting Indicator, the line is executed at detail time for all cards of type 16 .

Iine 03 specificaticns will \(k \in\) executed at detail time for all cards for which indicator 16 is nct on at that point.

Line \(04 \leq p \in c i f i c a t i c n s\) will ke extcuted at detail time for all cards for which indicator 25 is cn, and indicatcrs 18 and \(H 1\) are not on, at that point.

Ine 05 specificaticns are extcuted at
detail time of the first card of a control group, provided indicator 25 is also on at that pcint. If, for example, indicator 25 represents a card tyfe, the specifications in the line are executed at detail time of the first card of a contrcl group, if that is a card of type 25.

Line_0 6 specificaticns are executed at detail time if the MP indicator and indicator 16 are koth on at that point.

Fcr example: Assume indicator 16 represents a detail card with a value that is to be multiplied ky a factor stcred from a preceding master card. These Indicators entries assure that the multiplication takes place only during processing of a detail card, and only provided the detail card matched the master card on some criterion field (s)--otherwise the multiplicaticn factor could \(k \in t a k \in n\) from the wrong master card.

Iine cl \(s p \in c i f i c a t i o n s\) are executed at total time. The L2 in ccls. 7-8 specifies execution at total time if a \(\mathrm{T} \in \mathrm{v} \in \mathrm{l}-2\). cr higher, contrcl treak cccurred; i.e., following the frocessing of the last card of a Level-2 cr higher control group. The specifications ar \(\in\), how \(\in \in \in\), further conditicned tc te extcuted cnly if indicator 10 is also cn at that time, and provided indicator L3 is not cn. The latter condition (NL3), implies that the sfecifications are only extcuted if there was no contrcl kreak higher than Level 2 ; the L 2 in cols. 7-8 implies that the control break must be at least of Level 2. Thus, execution of the specifications is confined to exactly a Level-2 contrcl break.

Note that, if indicatcr 10 is a cardtype Resulting Indicator, it refers to the first card of the new contrcl grcup; if it is a Field Indicator, it reflects the status of an input field the last time a fertinent card type was read freceding the control break. The data available at total time is still that from the last card cf the contrcl oroup.

Line 08 is executed at tctal time follcwing the frccessing of the last card cf every control group: since a control treak cf any level turns on the \(\mathrm{L}-\mathrm{indicatcr}\) for that level and for all lcwer levels, \(L\) f. turns on for a contrcl break of any level. The data from the last card of the contrcl grcup is still available at this tire.

Iine_09 illustrates an applicaticn cf the LO indicator. Assumptions are: it is desired to calculate a value at the \(\in\) nd \(c f\) each page, tc ke printed at the bottcm of each page, except when a contrcl break occurs at the same point.

In order to calculate \(\mathrm{f} \in \mathrm{f}\) fore forms advance to the new page, yet when it is already known whether a control group has been ccmpleted and whether carriage-tafe channel 12 was encountered at detail-cutput time, the calculation must be at total time: total time frecedes overflch-time cutput. I-indicators for the beginning of a new contrcl group are already cn , and the overflow indicator is also cn if carriagetape charnel 12 (i.e., the fcint fcr frinting the calculated value at the bottcm of the page) was encountered during the preceding detail-time output.

Indicator \(L 0\) designates that the specifications in the line are to be extcuted at total time, frovided Lo is cn (its normal state). Indicator \(O F\) further designates
that the overflow indicatcr must be cn (i.e., channel 12 encountered during preceding detail-time cutput) for the specifications in the line to be performed. Since the calculation is not desired at the \(\in\) nd of a contrcl group, NL1 suppresses it when a control rreak coincides with the end of a page. Lo--which is defined as a contrclLevel indicator--had to be used to associate the line with total time since, by definitioncf the problem, no cther ContrclLevel indicator is on when the specifications in the line are to be executed.

Line 10 specifications are executed at total time following the last data card of the input (or combined) file or, if there are multiple input (or combined) files, the last fertinent file. (See File Description Specifications, col. 17, and Indicators, LR.) When LR is on, all other ControlLevel indicators (LG-L1) are also on. The job terminates follcwing total-time output.

Figure 29 also illustrates that all specifications to \(b \in \in x \in c u t \in d\) at detail time must precede those tc \(k \in \in x \in c u t e d\) at total time; within tctal-time specifications, crder need not be maintained by Control Level.

SPECIFYING THE KINDS OF CALCULATICNS (COLS. 18-53)

Entries in this section (cols. 18-53) of the calculaticn specifications define the actual calculaticns (or quasi-calculations) to be ferfcrmed. The following components of calculation operaticns are designated in these specification fields:
1. The data fields that enter into the operaticn: Factors 1 and 2.
2. The type of operation tc \(b \in\) ferformed on the data: operaticn.
3. The form of the result: Result Field name, length, decimal-fcint locaticn, half-adjustment.

The fields in this secticn are described in the sequence that lends itself best to a clear understanding of their relationship, rather than adhering strictly to the order of fields in the sfecifications.

Note: At the beqinning of frogram execution, Factor and Result Fields are klank (if alphameric) or "unsiqned" zero (if numeric).

Factor 1--Ccls. 18-27 and
Factor \(2=0 \mathrm{Cc} 1 \mathrm{~s}\). 3 3
Factor 1 and Factor 2 contain the names cf the data fields, or the actual data.
(literals), that provide the source informaticn for the majority of the cperations. Some operations involve bcth Factors; some only utilize one; and a few cperaticns do not use a Factor field.

\section*{Field Nafe}

If the factor contains a field name, the program obtains the data frcm the core storage location it has assigned to that name. The field name must either have been defined in the input specifications (ccls.
46-58), cr as a result field (ccls. 43-52) in scme line of the calculation specifications (this may \(\mathrm{k} \in\) an earlier cr later line in the calculation specificaticns, or the same line), cr as a table name in the file Extensicn Specifications.

If a field whose name is used in the calculaticn specificaticns afpeared in the infut specifications, it must have been fully defined there, and cannot be defined differently (as to format, size, decimal point) ir the calculation specificaticns. A field need be defined cnly once, although an identical redefiniticr is perfitted.

Field names must te reccrded in the Factor fields left-justified (i.e., Eegin in col. 18 cr 33, respectively).

\section*{Literals}

A literal is the actual data tc be used in the calculaticn, rather tran a field name representing the location \(c f\) the data in core storage (see also Literals, under Lefiniticn_of Ierms). The program is able to distinguish between literals and field names ty virtue cf a restricticn on the initial character (col. 18 cr 33. respectively):

The first character cf a numeric literal is cne of tre digits 0-9, a decimal point, a plus sign, cr a minus sign. (If European notation is sfecifi \(\epsilon\) d in the FPG Control Card, a decimal comma takes the place of tre decifal foint.)

The first character of an alphameric literal is preceded ky an apcstropte (') - card punch-combination \(5-\varepsilon\).

The first character cf a field rame is cne of the 29 characters defined as alphaketic (the 26 letters of the Enqlish alphabet, flus three specific symbcls)--seє IEfiniticn_cfiteIms.

A literal--so lonq as it is always identical in all respects (including sign and decimal-point lccation, if any)--is stored by the program only once, no matter how cften it is used in the program. Numeric literals may have a maximum length of ten characters, including the symbols (decimal point and/or sign); alphameric literals in calculation factors may have a maximum length of eight characters, plus two mandatory enclosing apostrophes. Literals must be recorded left-justified (i.e., begin in col. 18 or 33 , respectively).

Numeric_Literals. A numeric literal may consist of any combination of the diqits 0 through 9. One decimal point (decimal comma, if European nctation) and/or one sign may also be included, but no other characters or symbols. Its maximum total length is \(t \in n\) characters.

Rules for forming Numeric Iiterals
1. Blanks must not appear within a numeric literal.
2. If a sign is part of the literal, it must be the leftmost character.

A plus sign is represented by the punch-combination 12-6-8; a minus siqn, by an 11-punch.

An unsigned numeric literal is treated as positive in arithmetic operations.

The fositive cr negative status of a nuileíic Iiteral is automatically taken into account in arithmetic operations.
3. One decimal point (card punch-combination 12-3-8) can appear anywhere in the literal, even ahead of the first digit. (If European notation, decimal ccmma applies instead.)

When the literal is used in an arithmetic or compare operation, the prcgram performs decimal alignment according to the position of the decimal fcint. If there is no decimal fcint in the literal, the program assumes the decimal point to follow immediately to the right of the last diqit; i.e., the literal is assumed to be an inteqer.

Alphameric Literals. An alphameric literal consists of any combinaticn of characters, including blank, from the 256 -character EBCDIC set (see Affendix D, Fiqure D1).

An alphameric literal must be enclosed by afcetrophes ('), card funch-combination

5-8. The first apostropte identifies the entry as an alphameric literal; the terminal apostrcphe signals the end of the literal (since klanks are valid in alphameric literals, the frograf ras rc other \(r \in a n s\) of recognizing the end). The requirement for initial and terminal apostrophes limits the body of an alfhameric literal tc a raximum of eight characters.

An apcstrcphe required as part cf tre literal itself is represented ky two afostrophes; i.e., two consecutive cclumns, each punched 5-8. If such a literal is used for output, cnly cne cf the dual apostrophes is punched or printed, and the pertion to the right of the internal apcstropte is shifted left one fositicn sc as not to introduce a spuricus bl ank. This limits an alphameric literal with cne internal afcstrofhe to \(s \in v \in I\) meaningful characters.

Alphameric literals may be used for \(\mathrm{ccm}^{-}\) pare, move, test zcne, and table lcok-up operations; fut they must not \(k \in u s \in \mathbb{d}\) in arithmetic operations.

Figure 30 depicts scme samples of Factor entries. While Factcr 1 is shown, Factor 2 would be equally afflicable.

Explanation cf Entries in Figure 30


Figure 3C. Factor Entries
Iine 01 shows a field name: the first character is alphatetic. The field must either have befn \(d \in f i n \in d\) in the infut \(c r\) file extersicn specificaticns, cr it must ke \(d \in f i n \in d\) as a Result Field (cols. 43-48) somewhere in the calculation specificaticns.

When the sfecifications ir line 01 are executed, the Factor-1 data is ottained by the program frcm the core stcrage location assigned tc NETAMT.

Line 02 alsc shows a field name: a is one of the three symbols defined as alphabetic (see Definiticn_of TErms).

Lines \(03-\mathbb{C} 7\) illustrate numeric literals: the first character is numeric, or a sign, or a decimal point.

The literals will \(\mathrm{b} \in \mathrm{d} \in \mathrm{cimal-ali} \mathrm{an} \in \mathrm{d}\) by the frcgram, in arithmetic and compare operations, in accordance with their specified decimal point. When the literal includes nc decimal point, it is treated as an inteqer. The literal in line 04 is therefore treated as (12500.), and that in line 07 as (1.). The plus sign in line 07 must be punched as 12- \(6-8\).

Numeric literals without sign are treated as positive in arithmetic and compare operations; therefore, the literals in lines 03, 04 , and 05 are positive. Note that a sign, if specified, must be leftmost (lines 06 and 07).

A numeric literal terminates with its rightmost character (digit or decimal point) ; it cannot contain blanks. Therefore, the literal in line 03 ends with the zero in ccl. 25; the literal in line 04 ends with the zero in col. 22. Note that (except for a decimal comma in European notation) ccmmas are not permitted in numeric literals: for example, the number in line C4 may not be written as 12,500 .
 the maximum permissible lengths for the three types of Factor entries: six positions for a field name; ten positions, including sign and/cr decimal fcint, for a numeric literal; and eight positions, plus the two delimiting apostrophes, for an alphameric literal.

Lines 08-11 portray alphameric literals: the first and last characters are apostrophes.

Alphameric literals might, for example, be compared against data-field contents, serve as search arguments in a table lookup operation, or be printed out after beinq moved into a data field. They cannot be used in arithmetic operations.

Lines 09 and 10 illustrate the two apostrophes-independent of the apostrophes defining the alphameric literal--that must be recorded to specify a single apcstrophe as part of the literal. Line 09 exemplifies a literal with an internal apostrophe, whereas line 10 shows how tc record a literal that begins with an apostrophe. The literal in line 09 is treated as c'CLOCK in any oferation involving it; the literal in line 10 is treated as 166.

Line î also illustrates that an alfhameric literal may contain digits. If desired, a numeric value may be exfressed as an alphameric literal ky enclcsing it in apostrophes. (It cannot, \(t\) fen, \(k \in u s \in d\) in arithaetic operations.)

Iine 11 shows that an alphameric literal may contain spaces and special characters.

Throuohcut, ncte that all entries are left-justified.

Cperation--Cols. 28-32
Entries in these cclumns sfecify the cferaticn to te ferformed using the entries in Factor 1, and/or Factor 2, or Result Field. Each operaticn is specified ky placing the appropriate cperation code in this field, left-justified (i.e., beginning in ccl. 28). Detailed infcrmaticr on the varicus operations is given in the secticn titled Entries in_the operation_Field.

All numeric compare and arithmetic operations are performed according to the rules cf algebra: signs are taken intc account, and decimal alignment \(i s\) automatic.

\section*{Result Fitid--Ccls. 43-48}

The field name entered in Fesult Field (cols. 43-48) is associated \(k y\) the frogram with the core location at which the result of the operation is to be stored. (In the case of twc particular oferaticns, TESTZ and tokur, the entry in this field represents the location of source infcrmaticn for the creraticn.) The user always \(r \in f \in r e n c \in s\) the field by the mnemenic name he assiored to it, and need never cconcern himself with the actual core stcraqe location.

If the field name appeared in tre irput or file extensicn specifications, it \(\pi\) ust have been fully defined there (as to size, format, fcsition of deciral foint). The field name in Result Field then suffices to reference the stcrage locaticn, and no definiticn cf the field is required in the calculation specifications. If the field name did not appear in the input cr file extensicn specificaticns, the field must be fully defined cnce in the calculation specificaticns, sc that tre frogram can assign an apprcpriate core storage locaticn tc it. The definition netd not \(k \in\) in the first calculation specification line in which the ficld naif afpears.

Defining a field in the calculaticn specificaticns consists of:
a. Entering a field name in Result ficld (ccls. 43-48) in any sfecificaticn line to wrich the result field afflies.

The name must keqin in ccl. 43 with cne of the 29 alphatetic characters, may continue with alphabetic or numeric characters, and may be cne to six characters lonq. ( \(S \in \in\) Definiticn of Ierms, for "alphabetic" and "numeric" characters--neither permits embedded blanks.)

Within these rules, any name may be assigned; except that names starting with PAGE and TAE are reserved for special uses (described later). Names beginning with IN have a special meaning in RLAET specifications; when used in other operations, they must not duplicate the exact characters INxx in the Pesult Field of an RLabl line.
b. Specifying the length of the field--see Field tength (ccls. 49-51).
c. Defining the format--s€ Lєcimal Positions (col. 52).

The same field name can \(k \in\) used in any number of calculaticn specifications; but, once defined in the input, file extension, or calculation specifications, it must never be redefined differently. Cnce defined, it need never be redefined at all --the field name alcne \(\mathrm{f} \in \mathrm{comes}\) an adeauate reference; kut, if it is redefined, it must be fully and identically redefined: the contents of Field Lenqth (cols. 49-51) and Decimal Positions (ccl. 52) must then be identical wherever the field name is defined cr redefined and, if the field was definedin the input or file extension specifications, Decimal Positions and field length there must correspond. (But see note, under Field EEfGth, concerninq packe input fiflds.)

\section*{Field_I \(\in\) ngth \(=-\operatorname{Cols.~49-51~}\)}

This field is left klank unless the result field is tc be defined (or redefined) in this line--see Result_Field, above.

If the Result field is to \(k \in d \in f i n e d\) (or redefined) in this line, enter the lenath of the result field for which core storaqe positicns are to be assigned. (Leading zeros may \(k \in\) omitted.) \(S c\) that the user need not think in terms of internal machine cferaticns, the length is sfecified in terms cf number of characters or diqits, reqardless of whether the field is defined as alphameric cr numeric.

Internally, numeric fields are stored in packed-decimal fcrmat (sef Apfendix \(D\) ) and normally consume less core fositions than the number of diqits in the ficld; nevertheless, Field Iength is specifiea here as though each dicit cccuried a sefarate byte (full position) in core. Therefore, in

Computing the size of results rased cn the factcrs used in an oferaticn, ar input field that was read in packed fcrmat ( \(F\) in col. 43 cf the input specifications) must be assigned, in the calculaticn sfecificaticns, a lengtr equivalent tc its digit capacity--not its cclumns. For example, a packed input field cf 5 colums must \(\mathrm{f} \in\) treated in the calculaticn sfecificaticns-as a factor, when defining a result based cn it, or if redefining it--as being 9 positicns lcng. The \(q \in n \in I a l\) fcrifula is: field size \(=2 n-1\), where \(n=\) number of card columns in the packed input field.

Maximur lenoths for factors ard result fields ir calculation specifications are:

\section*{15 fcsiticns fcr a numeric field;}

256 positions for an alphameric field; exceft: 40 fositicns each when ccrifaring twc alphameric fields, and 80 positions for table look-uf.
(For definition \(c f a \operatorname{fi} \in l d\) as numeric cr
 below and under TnFut Specíicaticns.)

If the \(l \in n g t h\) assigned to the Result Field of an arithmetic oferaticn is insufficient tc accommodate the result of the operaticn, the result is first decimal-aligned--as are all aritrmetic results--and then the excess high-crder (most significant) positions are truncated (see Figure 31). Resulting Indicators assigned (see cols. 54-59) are then kased on the retained dioits criy.

If Half-Adjust is specified (sé ccl. 53), Field Iength applies to the length of the result field after half-adjustment has \(t \in \in n\) executed (i.e., after the extra fosition required for half-adjustment has \(k \in \in n\) drcpfed).

\section*{Eecimal Eositicns=-Ccl. 52}

Column 52 is left tlank if:
The cperation does nct invclve a result field; or

It is desired to define the result field as alprameric; cr

The result field has \(k \in \in \mathbb{d}\) dined \(\in l s \in-\) where fin the infut specifications, the file \(\in x t \in n s i o n ~ s f \in c i f i c a t i c n s, ~ c r\) anotter calculaticn \(\leq p \in c i f i c a t i o n\) line), and it is not \(d \in s i r \in d\) to redefine it here. once defined, it \(n \in \in d\) never \(k \in r \in d \in f i n \in d\) (if redefined, the conterits of Decimal fositicns, col. 52, must aqree witt the criginal
defiriticn)--sєe Result_Fíld, akove.

An entry (0-9) in Lecimal Fositions defines the asscciated result field as numeric and specifies the number of positions to the right of the decimal point. If no decimal flaces (i.e., cnly whole numbers) are tc be retained in the numeric result, 0 is recorded in col. 52. If a field that must \(k \in d \in f i n \in d\) as numeric is not used in compare or arithmetic operations, any digit C-9 (within field-size limit) may be specified, regardless of actual number of decimal flaces.

Fields used in arithmetic operaticns or numeric compare--or to \(b \in \in d i t \in d\) or \(z \in r o-\) suppressed for output--must be defined as numeric. Arithmetic oferations comprise additicn, subtraction, multiplication, and division (and movement of remainder). In these operations, the proqram performs automatic decimal-foint alignment, in accordance with the decimal positions that have been desiqnated fcr the fields involved. Move operations to a numeric field also require a Decimal Positicns entry where the result field is defined, but decimal alignment is not automatic (see MOVE and MCVFI, relcw).

The number specified in Decimal positions (col. 52) must neither exceed 9, nor be greater than the field length specified for the result field. It may, however, be greater or less than the number of decimal digits that result from the operation, provided the assiqned field length is large enough. If the Decimal-positions specification is greater than the number of decimal flaces that result from the arithmetic operation, an appropriate number of zeros is appended at the right; if it is smaller, the excess right-hand positions are truncated after completion of the arithmetic operation. (If Half-Adjustment is specified by \(H\) in col. 53, truncation takes place after half-adjustment.)

Fiqure 31 itemizes the contents of the result field and the position of the decimal fcint for a sample multiplication, for different Field-Iength and DecimalPositicns specifications. Note that it is not fossible to truncate the right-hand position (s) to the left of the decimal point. For example, 121.86584 cannot beccme 12 by specifying 0 Iecimal Positions and a Field Length of 2 ; instead of the right-hand digit, the most-significant digit is lost, and 21 (rather than 12) is retained.

HalfaAdust==Col. \(5 \underline{3}\)
If this cclumn is left blank, the result is stored in the Result-Field core storage location exactly as calculated, retaining the number of decimal places specified in column 52. Column 53 must be left blank
for all non-arithmetic operaticns (and for a Divide cperaticn that is fcllowed ty the Move Remainder oferaticn).

If an E (Palf-Adjust) is \(\mathrm{Flac} \in \mathrm{d}\) in ccl. 53. the last decimal positicn to be retained in the result ( \(F \in r\) specification in col. 52) is rcunded, Ey the eguivalent of adding 5 to tre next deciral positicn. The excess decimal fcsiticns are then droffed, and the remaining resclt is stored at the core storage locaticn assigned by the prcqram to the Result-Field name. The program frcvides for profer rounding cf both fcsitive and negative values.

In this fpg proqram, half-adjustment is actually \(\mathrm{f} \in \mathrm{rf}\) formed as fcllcws, although the effect is the same as thouoh the leftmost positicn tc \(k \in d r o p f \in d\) 'were increased absolutely by 5:
1. The arithmetic operaticn sfecified in the line is completed.
2. That pcrtion of the original result that is tc be drcpped--i.e., the digits in the positions to be dropped--is added algebraically, in the same positions, to the entire criqinal result.
3. The excess right-hand fcsitions are droffed.
4. This final result, confcrming to FieldLength and Decimal-Positions sfecifications, is stored at the location assigned by the program to the fesultField name.

Note: Since half-adjustment operates upon the digits to the right of the last rcsition to be retained, it is meaningless to perform half-adjustment unless the calculated arithmetic result has at least one more decimal position than is to be retained. Otherwise, the positions to be retained cannot ke affected by the halfadjustment, since there cannot ke a carry.

Multiplication: \(98.76 \times 1.234=+121.86984\)
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|}
\hline RESULT FIELD
LENGTH
DECIMAL
POSITIONS
(Col. 52) & 10 & 9 & 8 & 7 & 6 & 5 & 4 & 3 & 2 & 1 \\
\hline 9 & 1.869840000 & . 869840000 & & & & PRMI & & & & \\
\hline 8 & 21.86984000 & 1.86984000 & . 86984000 & & N & er of & mal & sp & fied & \\
\hline 7 & 121.8698400 & 21.8698400 & 1.8698400 & .8698400 & > & Id length & pecifi & & & \\
\hline 6 & 0121.869840 & 121.869840 & 21.869840 & 1.869840 & . 869840 & & & & & \\
\hline 5 & 00121.86984 & 0121.86984 & 121.86984 & 21.86984 & 1.86984 & . 86984 & & & & \\
\hline 4 & 000121.8698 & 00121.8698 & 0121.8698 & 121.8698 & 21.8698 & 1.8698 & . 8698 & & & \\
\hline 3 & 0000121.869 & 000121.869 & 00121.869 & 0121.869 & 121.869 & 21.869 & 1.869 & . 869 & & \\
\hline 2 & 00000121.86 & 0000121.86 & 000121.86 & 00121.86 & 0121.86 & 121.86 & 21.86 & 1.86 & . 86 & \\
\hline 1 & 000000121.8 & 00000121.8 & 0000121.8 & 000121.8 & 00121.8 & 0121.8 & 121.8 & 21.8 & 1.8 & . 8 \\
\hline 0 & 0000000121 & 000000121 & 00000121. & 0000121 & 000121 & 00121 & 0121 & 121 & 21 & 1 \\
\hline
\end{tabular}

NOTE: 1. Shaded area corresponds to number of Decimal Positions (Col. 52) greater than size of result Field Length (Cols. 49-51) which is not permitted.
2. Heavy borders outline the combination of Field-Length and Decimal-Positions specifications that provide correct results, for various numbers of decimal places, and various legitimate Result-field sizes the user may wish to retain based on the particular factors illustrated.

Figure 31. Result Field ccntents, after a Multiplication, fer \(\operatorname{cifferent~Fi\in ld-T,natt~and~}\) Lecimal-Positicns Sfecificaticns
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|}
\hline \begin{tabular}{l}
RESULT FIELD \\
LENGTH (cols. 49-51)
\end{tabular} & \multicolumn{3}{|c|}{9} & \multicolumn{3}{|c|}{8} & \multicolumn{3}{|c|}{6} & 3 \\
\hline \begin{tabular}{l}
DECIMAL \\
POSITIONS (col. 52)
\end{tabular} & 5 & 1 & 0 & 4 & 3 & 2 & 3 & 2 & 1 & 0 \\
\hline RESULT OF ARITHMETIC OPERATION & +0139.950474 & -00000139.85047 & +000000139.95047 & -0139.95047 & +00139.95047 & -000139.95047 & -139.95047 & +0139.9504 \({ }^{\text {a }}\) & +000i39. & -137.975047 \\
\hline DIGITS TO BE ADDED FOR HALF-ADJUSTMENT & Half-Adjust operation not performed & - \({ }^{5047}\) & + 95047 & - \(t^{7}\) & \(+\quad 47\) & - \(\quad 047\) & - \(4^{47}\) & + \(4^{047}\) & \(+\quad{ }^{5047}\) & - ..\(^{95047}\) \\
\hline RESULT AFTER ADDING ADJUSTMENT DIGITS & Half-Adjust operation not performed & -00000140.90094 & +000000140.40094 & -0139.95054 & +00139.95994 & -000139.95094 & -139.95094 & +0139.95094 & +00140.90094 & -140.90094 \\
\hline HALF-ADJUSTED FINAL RESULT TO BE STORED & +0139.95047 & -00000140.0 & +000000140 & -0139.9505 & +00139.950 & -000139.95 & -139.950 & +0139.95 & +00140.0 & -140 \\
\hline
\end{tabular}

LEGEND: \(\begin{aligned} & \text { indicates point to the right of which digits are to be dropped } \\ & \text { before final result is stored in accordance with Decimal } \\ & \text { Positions }\end{aligned}\)
Positions specification in column 52.

\section*{Figure 32. Examples of Half-Adjustment}

Figure 32 illustrates half-adjustment by some examples. The example in the first column (Result Field: 9 digits, Decimal Positions: 5) shows that nothing is accomplished ky half-adjusting when the number cf decimal fositions in the calculated result is no greater than the number of decimal fositicns retained: The result used has 5 decimal places (say, a multifli\(\epsilon E\) with 2 decimal flaces and a multiflicand with 3 decimal flaces were multiplied). We specified (in ccl. 52) retenticn cf 5 decimal flaces. Therefore, half-adjustment
computaticn wculd \(\mathrm{k} \in \mathrm{based}\) on a value in the 6th position--a dummy position without a significant digit, which could never cause a carry-cver tc the \(5 t h\) decimal fositicn.

Fiqure 33 aives scme artitrary examples of entries in calculation fields--iqncring conditioning Indicators entries (cols. 717). The entries ir Resulting Indicatcrs (cols. 54-59) in Fiqure 33 are discussed at the end of the next section.


Figure 33. Examples of Entries in Calculation Fields and in Result-Testing Fields (Resulting Indicatcrs)

Explanaticn of Calculaticn-Fields Entries in Figure 33

Specification_line 01 shcws an oferaticn (Z \(\in\) rc and Add) that uses cnly Factor 2 with the Result Field, It alse iluustrates defining a \(R \in s u l t\) field in a surseouent calculation specification (line 02)--ccls. 49-52 are \(k\) lank in line 01.

Iine 02 shows the definiticn of a Result Field as FSTNET, six digits long, including two decimal flaces to \(k \in r \in t a i n \in d\).
Although the same Result Field was used in line 01, it is satisfactcry to define it in a later line. (BCNUS is presumed to \(k \in\) defined in the infut specificaticns \(c r\) anotrer calculaticn specificaticn line.)

In 0 ㅇ was inserted only tc show that a Result field may te defined more than cnce, Frovided that Field-Iength and DecimalPositicnsentries are identical. (ADVANC is presumed to ke defined in the input specificaticns cr another calculaticn specificaticn line.)

Iine_04 fortrays an operaticn (Ccmpare) that \(u s \in s\) Factors 1 and 2, lut dces not involve Fesult Field. (FXMFIN is fresumed tc \(k \in d \in f i n \in d\) in tre input specificaticns
or ancther calculaticn specificaticn line. GRSPAY is defined in line c9.)

Line 05 shows an operation (Test Zone) that involves only Result Ficla which, in this case, contains the name of the source-data field. Decimal Positicns must be blank, because TESTZ applies only to alphameric data. The Result Field (DIVSN) is presumed to be defined in the input specifications or another calculaticn specification line. (If DIVSN did not appear in the input specificaticns, it could be defined here by an entry in Field Length. It would, however, have to appear alsc elsewhere in the calculation specifications as Result Field, since TESTZ does not produce any result field.)

Line OE shows a Move instruction, which uses only Factor 2 and Result Field. The Move is to an alphameric field, because Decimal positions (ccl. 52) is blank. Field Length is 24 fositions, which requires definition cf the field as alphameric: numeric fields are limited to 15 diqits. (IDENT is presumed to be defined in the infut specifications or another calculation specificaticn line.)

Iine 01 shows a move of a numeric literal to a Result Fíld named INDEX, defired as 5 digits long including 2 decimal flaces. After the Mcve, INDEX represents 100.CC: the Move cperaticn itself dces nct perfcrm decimal alignment.

Line C 8 s shows a Fesult Field (FIEILC) defined fcr the maximum lergth (15) fermitted fcr numeric data. Two decimal places are tc \(k \in r \in t a i n \in d\); the seccnd decimal fosition is tc \(b \in\) rounded ( \(H\) in ccl.
53) befcre the excess decimal positions are dropped. (FIEILA and FIFLIE are assumed tc \(k \in \mathbb{d} \in f i n \in \mathbb{d} \in l s \in w \in I \in\).)

Ine 09 defines GRSPAY as six digits lonq, numeric, with two decimal flaces. This field is used as Factor 1 in line C4. (DNRALW is assumed to \(k \in d \in f i n \in d\)
\(\in l s \in w h \in r \in\).)
Iine_10 shows an operaticn ccde (SETCN) that utilizes neither factcr ncr ResultField entries.

Iine 11 sfecifies that a takle cf \(\in \mathbb{E} f(c y e e\) numbers (TABEMP) is to be searched for the number matching that stcred for the field name EMPINO. If and when a match is found, the corresponding pay-rate entry in the table TAEPAY is to be made available fcr processing.

\section*{testing the resuits cf calcuiaticns \\ (CCLS. 54-59)}

Entries in the Resulting-Indicatcrs ficlds of the calculaticn specificaticns designate indicators that are to be set on or off, tased on results of calculation cperaticns cr cn direct indicatcr-setting instructions. The status of these indicatcrs may be used tc conditicn the execution of calculaticn and/or cutput sfecificaticns. The Resultina-Indicators fields are used in five ways:
1. To reflect the status cf the result of an arithmetic operaticn involving additicn, suttraction, multiplication, or divisicn (cr Move Remainder).

If theresult is \(\cdot \cdots\) the indicator dif any
to ... turns
Jor_remainsícn
Positive (excluding ©)--Plus (cols. 5455)

Negative
--Minus (ccls. 56-57)
Zero (including \(\delta\)
--Zerc or Elank (ccls. 58-59)

The indicators (if any) assigned to the conditicns that do not apply,
remain (or turn) off. If the same indicator is assigned to more than one cf the three alternative ResultingIndicatcrs criteria, it turns on if the result satisfies one of these criteria.

The setting cf the indicatcrs corresponds to the final result--after half-adjustment (if E is specified in ccl. 53), and after dropping of any excess decimal places (per DecimalPositions entry in col. 52). A final all-zerc result, although signed as plus, causes only the indicator in Zero-or-blank (cols. 5e-59) to turn on.

\section*{For exallple:}

If the calculated result is -0.099
and 1 is specified in Decimal Fositicns (col. 52), without halfadjustment, then the final result is +0 .
This turns on any indicator assigned tc Zero-cr-Blank--not one assigned to Minus or Plus, althouqh the value was neqative before dropfino of excess deciral fcsiticns, and is signed flus for the final result.
```

If H is alsc specified (in ccl.
53), then the final result is -0.1 This turns on any indicator

``` assigned to Minus.

A Pesulting Indicatcr assigned to Elus (cols. 54-55) or Minus (cols. 5657) is cff at the beginning of prooram extcuticn. Each time the calculation sfecifications in the line have \(k \in \in\) extcuted, the status of the indicator-cn or cff--is revised to reflect the result of the calculaticn.

A Resulting Indicator 01-99 assigned tc \(Z \in r c-o r-B l a n k--i n ~ s p \in c i f i c a t i o n ~\) lines involving these arithmetic oferations--is cn at the beginning of Frogram execution. Its status is then revised, to reflect the result of the calculaticn, each time the calculation specifications in the line have \(k \in \in\) n executed. If the Result Field is also an output ficld, any indicator assigned tc Zerc-or-Blank is also turned on (and the field is cleared) immediat that output field is transferred to the output area for printing, punching, or interpreting if Blank-After ( \(B\) in col. 39) is specified for the field in the \(r \in l \in v a n t\) output-format specifications. If Elank-After turns on a Resulting Indicator assigned to Zero-or-Elank, this dces not turn off an indicator assigned to Plus or Minus in the same line.

If different indicatcrs are assigned to \(Z \in I c-c r-B l a n k\) for the same field in several specificaticn lines--as calculaticn Resulting Indicatcr and or input Field Indicator--only the earliestappearing Zero-or-Elank indicatcr for the field is turned on by the BlankAfter instruction.
2. To reflect the result cf a ccmpariscn between two fields (see Comp oferation, kelow).

If .....

> the indicator (if anyl assigned tc_… turns (or IEmainsl_cn

Factor \(1>\) Factor 2--High (ccls. 54-55) Factcr 1 < Factor 2--Lcw (ccls. 56-57) Factcr \(1=\) Factor \(2-\)-Equal (ccls. 58-59)

The indicators (if any) assigned to conditicns that dc nct afply, remain (or turn) off. If the same indicator is assigned to more than cne cf the thre \(\epsilon\) alternative Resulting-Indicators criteria, it turns on if the result satisfies cne of these criteria.

Resulting Indicatcrs assigned tc Compare cperations are off at the beginning cf program extcution. Each time the Compare operation has been executed, the status cf these indicatcrs--cn or off--is revised to reflect the result of the compariscn.
3. To identify the zone ir the high-crder positicn cf an alphameric field. For the specifics, see TESTZ operaticn, below. However, in simplified (incomflete) terms:
\begin{tabular}{|c|c|}
\hline  & the_in \\
\hline Eosition & anyl assigned \\
\hline contains & tc \\
\hline & ㄷㅡㅉainsl_cn \\
\hline
\end{tabular}

A 12 -punch Plus (ccls. 54-55)
An 11-punch Minus (ccls. 56-57)
Neither a 12-
nor 11-punch Blank (ccls. 58-59)
The indicators (if any) assigned to conditicns that do nct apply, remain (or turn) off. If the same indicator is assigned to more than one of the thre \(\epsilon\) alternative Resulting-Indicators criteria, it turns on if the test satisfies cne of these criteria.

A Resulting Indicator 01-99 assigned to Z \(\in\) rc-or-Blank--in \(T E S T Z ~ s f \in c i f i c a-\) ticn lines--is on at the beginning of program execution. Its status is then revised, to reflect the result, each time the calculaticn specifications in
the line have \(b \in \in n\) extcuted. If the Result Field is also an output field, any indicator assigned to Zero-or-Blank is also turned on (and the field is cleared) immediately when that cutput field is transferred to the output area for printing, punching, or interpreting if Blank-after (E ? 1 col. 39) is specified for the field in the relevant output-format specifications. If Elank-After turns on a Fesulting Indicator assiqned to zerc-cr-Blank, this does not turn off an indicator assigned to Plus or Minus in the same line.

If different indicatcrs are assigned tc Zero-or-Blank for the same field in several specifications lines--as calculation Resulting Indicator and/or input Field Indicator--only the earliestappearing Zero-or-Elank indicator for the field is turned on \(k y\) the Elankafter instructicn.
4. In a table look-up operation:
a. To define whether search is tc be for a table arqument that matches the search argument, or for the nearest higher (or lower) --but unequal--takle argument, \(C r\) for either;
b. After the search, to reflect tre type of match (if ary) between takle and search arguments.

The indicatcr that reflects the type of match achieved (Hiqh, Low, or Equal) turns (or remains) on; any indicator assianed to the other condition turns (cr remains) cff.

If indicators are assigned koth tc Equal, and to High or tc Low, Equal takes precedence when an exact match between table and search argument exists: the equal value is then selected, and the indicator assigned to Equal turns on. If the same Resulting Indicator is assigned tc two conditions (High and Fqual, or Iow and Equal), the indicator turns on if either assigned critericn is satisfied. An indicator must be assigned to at least one of the three Resultinq-Indicators fields (High, Low, or equal). However, if the takle arquments are nct in sequence by search arqument fascending or descending), an indicator should only \(k \in\) assigned to Equal (cols. 58-59).

For specifics, see ICKUP operation, below.

Note: A Elank-after instruction in the output-format sfecifications has no effect on the fesult Field or on an
indicator assigned to Fqual for a IOKOP cperaticn.
5. To cause designated indicatcrs tc turn cn or cff by the operaticn code SETON or Simof, respectively. See SETON and SETOF cferations, belcw.

Points tc Note for Calculaticn-Specifications_Resulting_Indicators
1. Any indicatcrs may be assicned in cols. 54-59.

If indicatcrs otrer than 01-99. H 1 . cr \(\mathrm{H}_{2}\) are used, the frcgrammer must be conversant with the contents of the secticns program_Iogiccriow and Indicators.

If indicator \(H 1\) or \(\mathrm{H}_{2}\) is turned on, the prcgram will halt after processing of the card has been completed, unless that indicatcr has \(b \in \in r_{\text {t }}\) turned off again before then \(k y\) ancther calculation specification. If the program is restarted after an H1 cr H2 halt (ky pressing the CPU START key twice), the H1 and H2 indicators are turned off by the frcgram.
2. Indicators 01-99 (and \(\mathrm{H} 1, \mathrm{H} 2\) within the limits mentioned atove) change status (on or cff) cnly when a specification has \(k \in \in n\) extcuted where the particular indicator is assigned as Resulting Indicator or Field Indicatcr. (Excepticn: Zero-or-Blark indicatcr in conjunction with Blank-After instructicn in outfut specificaticns--already discussed in this secticn and under program_Logic_Flow.) Therefore:
a. If tre calculaticn specificaticn is cnly executed for scme cards (i.e., there are conditicning Indicatcrs entries in ccls. 7-17), the Resulting Indicators in that line may remain on or off frct a frevicus card.
k. Nore than cne calculaticn-specifications Resulting Indicator can be cn at the same time.
c. If the same indicatcr is assioned os a Resulting Irdicatcr in \(s \in v \in r a l\) calculation specifications, its status will \(k \in I \in v i s \in d\) after each such specificaticn bas been extcuted.
d. If a calculation Fesulting Indicator is also assigned as an inputspecification Resulting Indicator
cr Field Indicator, its status is affected: card-type Resulting Indicators turn off when a new card has \(b \in \in n\) read, and the one for the new card turns on before total-time calculations; Field Indicators change status befcre detail-time calculations. Both take priority over calculaticn Resulting Indicators (see EPG Erogram Logic, Indicators and Indicator Hierarchy).
e. The same indicator may \(b \in \in m p l o y \in d\) as a calculaticn Resulting Indicator and as a conditioning indicator (Indicators, cols. 7-17) in the same specification line. Execution of the line is then contingent upon the status of the indicator as set by a prior operation (which could have \(\mathrm{b} \in \in \mathrm{n}\) the previcus time the specifications in the line were f \(\in\) Iformed).
3. Although results of aritrmetic operaticns are always signed, a result value of zerc--which carries the equivalent of a plus sign--turns on the Resulting Indicatcr assigned to Zero (cols. 5859), not Plus.

The value in the Result Field of an arithmetic operaticn in this RPG will never be - 0 (minus zero).

Figure 33, previously used to illustrate some calculaticn-field entries; alsc depicts the assignment of calculation Resulting Indicators of all of the five types:

Line 01: Indicator \(H 1\) turns on if, after GRSPAY has been placed in the Result field, the Result Field (named FSTNET) is neqative. Otherwise, it remains (or turns) cff.

Iine C4: Indicator 25 turns on, after the contents of erSPay have been compared with the contents of EXMFTN, if the former was found to \(k \in\) greater than the latter (Factor 1 > Factcr 2). Otherwise it remains (or turns) off.

Line 05: The zone in the hiah-crder position of a field named DIVSN is tested. If it is equivalent to an 11-punch, indicator 02 turns (cr remains) cn; ctherwise, indicator 02 remains (or turns) off, and indicator 01 turns (or remains) on.

Line 10 demonstrates how three indicators (e.g.: 10, 15, 16) can be set on ky means of the operaticn SETON.
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline \multirow[b]{2}{*}{TYPE OF OPERATION} & & \multicolumn{2}{|r|}{Columns 54-55} & \multicolumn{2}{|c|}{Columns 56-57} & \multicolumn{2}{|r|}{Columns 58-59} \\
\hline & & PLUS & HIGH & MINUS & LOW & ZERO OR BLANK & EQUAL \\
\hline Arithmetic Operations (except compare) & If the Result Field contains a: & \begin{tabular}{l}
Positive \\
value \\
(except \({ }^{+}{ }^{+}\))
\end{tabular} & - & Negative value (there is no \(\overline{0}\) ) & - & Zero value ( \({ }^{(0)}\) & - \\
\hline Compare (COMP) & If the contents of Factor 1 are: & - & Higher in sequence (if alphameric) or algebraically greater in value (if numeric) than contents of Factor 2 & - & Lower in sequence (if alphameric) or algebraically smaller in value (if numeric) than contents of Factor 2 & - & Equal in sequence (if alphameric) or in value (if numeric) to contents of Factor 2 \\
\hline Table Look-Up (LOKUP) & If the table argument (Factor 2) is: & - & The nearest value higher than the search argument (Factor 1) & - & The nearest value lower than the search argument (Factor 1) & - & Equal to the search argument (Factor 1) \\
\hline
\end{tabular}

Fiaure 34. Summary of Conditicns that Cause Calculaticn Resulting Indicators tc Turn \(C \mathbb{N}\) --in Arithmetic, Ccmpare, and Table Lcck-up operations

Line 11 specifies a table lock-up cperation (LCKUP). The entry cf an indicatcr code (02) in "Equal" (Cols. 58-59) instructs the program tc search the argument table for a value that exactly matches the contents of the field EMFINO. If and when such a match is fcund, indicator 02 turns cn.

Figure 34 is a summary cf conditions--in arithmetic, compare, and tatle lcok-up operaticns--that cause Resulting Indicators assigned in ccls. 54-59 tc turn cn.

Comments_JCcls. 60-74)
The eser may enter here any informaticr be.... wculd like frinted cut, next to the ctfer entries in the line, at cbject frogram generaticn time. Apart frcm this frintout, the data is icncred ky tre frogram.

ENTRIES IN THE_OPERATION_TELD
」COLS 28=321
The code for the operation to ke performed is entered left-justified (i.e.., beqinninq in col. 28). Fioure 35 itemizes, and briefly describes, the operations that can ke performed, toqether with the corresfonding mremenic codes that are to be entered in cols. 28-32. The operations are arouped in Fiqure 35 by type. They are discussed by qrcup, because scme asfects of operations are unique tc a type.

Fiqure \(\mathfrak{j e}\) fortrays graphically the calculaticn-specifications fields that apply to each operation coce. The figure is refeated in appendix \(G\), as ficure \(G 2\), for converient reference.
Type cf Cperation

Figure 35. Calculaticn Cferaticns

* NOTE: The entries designated as required in Field Length and Decimal Positions are necessary only if the associated Result Field is not defined elsewhere.

Figure 36. Fields Pertinent to Each Oferaticn Code

Explanaticn_of_Symbols_Us€d_in_Figure \(3 \underline{6}\)
A solid straight line indicates that an entry is required in that field. A dctted straight line indicates that an entry in the field is cptional.

In the Resulting-Indicators ficlds:.
A straight dotted line signifies
cpticnal entries to which the headings
Flus, Minus, and Zerc/Elank apply.
A line connecting rectangles
( \(\square \square-1\) ) signifies that an entry is
required in at least cne of the three fields, and that the headings High, Low, and Equal--or Plus, Minus and
Elank--affiy.

A line connecting circles ( \(\mathrm{O}-\mathrm{O}-\mathrm{O}\) ) signifies that an entry is required in at least one of the three fields, but that the column headings are not pertinent.

Absence of any line, dots, or symtcls signifies that an entry is not permitted in that field with that operaticn code.

The lenath of the line always represents the maximum entry. (It is to ke understood that, where the line extends throuqh all ten positions in Factor, this refers to the maximum size of a literal, but field names are limited to six characters.) Entries shown as required in Fíld Iength and Decimal
positions are necessary only if the associated Result Field is nct defined elsewhere (see Result_Field, cols. 4348, above).

All calculation specificaticns to \(k \in\) executed at detail time (ccls. 7-8 blank) must be entered ahead of all those to \(k \in\) extcuted at total time (L-indicatcr in cols. 7-8). Within this grcuping, the calculation cferaticns are extcuted (cr kypassed--depending cn conditicning indicators) in the sequence in which they are entered--except when branching (see goqo operaticn, belcw).

\section*{Note:}
1. Whenever a field that was defined in the input specificaticns as facked ( \(P\) in col. 43) is involved in an cperation, its length must be considered tantamount to a standard (unpacked) numeric input field with tre same digit capacity. The general fcrmula is: field length in calculation specifications = 2n-1, where \(n=1 e n g t h\) of pack \(\in d\) field in infut \(s p \in c i f i c a t i c n s\).
2. All data is cutput in true fcrm-complements for negative values are not a consideration.

\section*{Arithmetic CrErations}

General Fcints Afficable to Arithmetic operaticns
1. All source-data and \(r \in s u l t\) ficlds and all literals involved must \(k \in d \in f i n \in d\) as numeric.
2. The frogram performs autcmatic \(\begin{gathered}\text { a } \\ \text { 2 }\end{gathered}\) alignfent cf factors and results.
3. Result fields used in arithmetic orerations become signed plus or minus (i.e., hexadecimal \(C\) or \(D\) ) the first time an oferaticn is executed with the field as result field, even if the field was read as input without a zone cverpunch in the low-crder position (or with a character in EBCDIC-table column A, B, or E). Zero totals are signed plus (EBCLIC-table column C) ; the result cf an arithmetic operation is never minus zero with this EPG .

If the field is thereafter punched or printed without editing, zerosuppression, or first removing the zone by a calculation specification (see mhlzo or MLIZO, felow), a zone occurs \(c v \in r\) the digit in the lcw-order position, as follows:

11-punch if field contents are negative;
12-punch if field contents are positive or zero.

Similarly, if the low-order position of such field is later moved into an alphameric field, the sign may move with it (see MOVE or MOVEL instruction. below). If that position in then \(n \in W\) field is then tested fcr zcnes (see TESTZ, below), a positive or zero value will yicld Plus (indicator in cols. 54-55).
4. The program perfcrms arithmetic operations, and signs the results, in accordance with the algebraic laws of signs --see Figure 37.
CPA COLE
*Note: Excluding a Result of zero. A result of zero is always signed plus.

Iegend: | | represents "arsclute value of"
Figure 37. Signs in Arithmetic CFerations
5. All arithmetic-oferation scurce fields must contain valid digits: Considering an input field before it is facked by the rrcgram, the character in each column must berepresented in rows 0-9 cf the EECDIC tatle (Appendix \(D\), Figure [1). For facked input data, the \(\in q u i-\) valent valid EBCDIC characters \(w \in r \in\) described under packed (col. 43), in Infut_Sp

Any characters that do not represent digits (or, digit clus sign in the lowcrder position) cause an abortive frogram stcp.
6. The Factors and Result Field in an arithmetic operation may each involve the same cr different field names. (E.Q.: \(A+B=C\), or \(A+C=C^{\prime}\), or \(C\) \(+E=C^{\prime}\), or \(C+C=C^{\prime}, O I B+A=C\), OI \(B+E=C .1\)
7. The \(\in x \in c u t i c n\) of any arithmetic operation may \(\mathrm{t} \in \mathrm{made}\) contircent on the statús cf conditicning indicators specified in Control Level (ccls. 7-8) and/ cr ir Indicators (ccls. 9-17).
8. Resulting Indicators may \(b \in\) assigned to Elus, Minus, and/or Zero-or-Elank (ccls. 54-59) to test the result of any arithmetic operaticn.
9. With one excepticn (DIV, when follcwed ty MVF), the result of any arithmetic cperaticn can be half-adjusted ( H in col. 53).
10. Fields that provide cnly scurce data-as contrasted with receiving result data--for an arithmetic operaticn are not changed in any way (including sign status) ky tre oferaticn. Even in the multiplication and division cFerations, the criqinal values cefactor 1 anc Eactcr 2 are preserved fuless the same field name is used for the Result Field).
11. The Besult Field must \(t \in d \in f i n \in d\) in the same, cr another, calculaticn \(\leq f \in c i f i-\) caticn line, or it must have been defined in the infut sfecificaticns.

Felationshif Betwefn Size cf Factcrs and Results
(See alsc Figures ミ1 and ミ2)
Source-data fields and result fields are limited tc a maximum lencth cf 15 fc (iticns; i.e., 15 digits plus sign. (Internally, in the CPU, this represents 8 bytes.)

Hcwever, the immediate (tempcrary) result of an arithmetic cperation (in a work area assigned by the frcgram)--tefore it is moved by the program to the ResultField area--may be as large as can be froduced ky the scurce-data fields and the operation. This fresuffcses that the initial result contains enough decimal flaces to drof--and that the Decimal-Positicns entry (ccl. 52) specifies the apfropriately \(r \in d u c \in d\) rumber of decimal places--so trat the retained number of digit positicns does not \(\in x C \in \in 15\).

If the result fositicrs tc the left of the deciral point, together with the number of decimal flaces to be retained (fer col. 52), \(\in x C \in \in d\) the Result-field Length sfecified (cols. 49-51) --which must not \(k \in\) greater than 15--a corresfending number of high-order fcsiticns is drcffed tefcre transfer to the Result-field lccation, and the status of any Resulting Indicators assigned reflects the truncated final result. If the Decimal-Fositicns specification is greater than the actual number of
decimal places that result from the operaticn, an apfropriate number of zeros is appended at the right and the number of high-order positions is reduced accordingly, to remain within the Field Length specified.

Note: In the operaticns ADD, SUB, Z-ADD and \(Z\)-SUE, arithmetic cverflow may cause a Resulting Indicator assigned to a different result status (+, -, or 0 ) to be turned on for that specification line, or cause all the indicators to be turned off. The conditions to which this can apply are those listed as requiring cnly six bytes (or 18 , in the case of \(Z-S U B)\) or core storaqe under processing of object program, Calculation Specifications, in Appendix A.

Luring frogram \(\in x \in c\) uticn, no indication of arithmetic overflow is given. (See Programming Tips for a technique to accomplish the equivalent, for result-field-length specificaticns of less than 15.) During proqram generaticn, a warning message ("Result field may not \(k \in\) large enough") is printed if the size of the multiplication or division factors involved could theoretically cause the result, after proper decimal alignment, to exceed the lenqth specified for Result Field. The same mezsage is .printed if a Factor field in an additicn or subtraction operaticn exceeds the Result Field size, after decimal alignment.
(Note: This message is not provided for the MVR cperation.) Cften, by familiarity with the particular data involved, the user will kncw that a result field smaller than the theoretical maximum suffices.

Guarding against exceedina result-field capacity is based cn the rules of aigebra:
1. Addition and Suttraction

The maximum number of significant digits that can result from the operaticn is equal to the number of:


Such an operaticn is leqitimate, although the initial result exceeds 15 positions--provided the Result-FieldLength (cols. 4c-51) and Decimal-

Positions (col. 52) specificaticns have the profer relationshif, and the Fesult-Fíld-Iength sfecificaticn is not qreater than 15. For instance:


The preceding example illustrates that any number of decimal places may te drcffed (ty approfriate Decimalpositicns entry in ccl. 52) to fit the result within the specified ResultField Length (ccls. 49-51)--which must not exceed 15. If the specified Result-Field Length is then greater than the retained positicns, the significant digits are \(\mathrm{Fr} \in \mathrm{C} \in \mathrm{d} \in \mathrm{d}\) in the Result field by an appropriate number of leading zeros. If the specified Fesult-Field Lenoth is tcc small tc accommodate the retained positions-even if no decimal places are retained (0 in col. 52)--a corresponding number of the mcst-significant fositicns is lost. The last entry shows that, if the number of Decimal positicns specifiєd \(\in x \subset \in \in d s\) the sigrificart \(c n \in s\) that can result frcm the cperation, an appropriate number of zeros is affended at tre right and a correspcnding number cf high-crder fositicns truncated.
2. Multiflication

The maximum number of significant diqits (including decimal flaces) that can result frcm the cperation is equal to the sum of the number of positicns in the two factors.

The resulting number of pcsiticrs always includes a number of decimal places equal to the suif cf the number of decimal flaces in tre two factcrs. For example:

Factcr 1: -9876418.34255073
x (MUIT)
Factor 2: \(\quad+\quad 1234.68951027 \equiv 24\)

i.e., 15 places \(x 15\) places can result
in 30 places, and 8 decimal places \(x 11\) decimal places always results in 19
decimal places. The tctal of 30 places, minus 19 decimal flaces, equals 11 non-decimal places.

Thus, in this example, any Result-Field-Ienqth specification from 11 to 15, with associated Decimal-Positicns sfecification frcm 0 to 4 , respectively, prevents loss of any high-order position in the result field. For instance:


The following formula can \(k \in\) used to determine whether leftmost positions will be truncated:
\(\mathrm{I}_{1}-\mathrm{D}_{1}+\mathrm{L}_{2}-\mathrm{D}_{2}+\mathrm{Lr}=\mathrm{Lr}\) where
Tr = Result-Field Tenath specified
(cols. 49-51) \(\leq 15\)
\(\mathrm{I}_{\mathbf{1}}=\) length of Factor 1
\(D_{1}=\) numter of decimal places in Factor 1
\(L_{z}=\) lenath of Factor 2
\(D_{2}=\) number of decimal flaces in Factor 2
Dr = number of decimal places specified (col. 52) to be retained in the result field (product)

If Lr turns out to \(b \in\) qreater than the specified (cols. 49-51) ResultField Iength:
a. Fither Ir must be increased (kut it must not exceed 15); and/cr
b. Dr must be reduced fut it cannot re negative); and/or
c. It must te known, from the nature of the data, that the product will contain apprcpriately fewer significant high-order dioits than the theoretical maximum.

If none of the above three techniques can be emfloyed tc satisfy the equaticn, the multiplicaticn cannot be performed in its present farm.

A fcssible remaining stratagem is to increase the number of decimal places defined for the Factors (elsewhere in the calculation specifications, or in the infut specifications, as the case may \(\mathrm{L} \in\) ), without increasing the cuerall length of the Factors. This provides more decimal flaces that can be dropped to fit the product within the limit Lr, by increasing \(D_{1}\) and/or \(D_{2}\). While this reduces the order of accuracy of the result, it prevents truncaticn cf mostsignificant fositions. For example:
\begin{tabular}{lrr} 
Factor 1: & 135.9 \\
Factor 2: \\
Product & \(=+\quad+11578.68\)
\end{tabular}

\begin{abstract}
If Lr \(=4\) and \(D r=0(0\) in Decimal Positions, col. 52), the Result Field would contain 1578--a loss of the mostsignificant digit. If a Result Field greater than 4 positicns cannot be used for scme reason (say, room in the card) --and, of course, the illustration is similarly applicable where \(\mathrm{Lr}=15\), and therefore cannot be increased--the definiticn cf number of decimal flaces in the Factors can be changed:
\end{abstract}
\begin{tabular}{|c|c|}
\hline Factor 1: & 13. \\
\hline Factor 2: & x 8 - 5.2 \\
\hline & 1157.86 \\
\hline
\end{tabular}

\footnotetext{
If \(\operatorname{Lr}=4\) now, and \(\operatorname{Lr}=0\), cnly the least-significant digit to the left of the criginal decimal foint inamely, 8) is lost. (With half-adjustrent, the result becomes 115\&.) In subsequent operations with this result, the user then kears in mind the misflaced kypothetical decimal point. For instance, if the field is to be printed, a constant 0 can be appended in the cutputformat specifications, and the value is then frinted as 1157 C (cr 1158C, if half-adjusted during the multiplication operation). This provides a value of the frcper numker of places, and accurate to four significant digits.
}
3. Divisicn

Decimal positions. The number of decimal places in the result (guotient) of a division equals the number of decimal flaces in the dividend less those in the divisor. The RPG frogram pads Either the dividend cr the diviscr with additional zercs at the right, if this is \(n \in c \in s s a r y\) to \(y i \in l d\) the number of decimal places specified in col. 52
(Decimal positions)--which cannct \(\mathrm{k} \in\)
negative. If hali-adjustment is specified (H in col. 53), the program automatically modifies padding to yield one extra decimal positicn (which is dropfed again after half-adjustment).

Two examples:
1. Half-adjustment not specified: If the dividend is 123.643 (3 decimal places), and the divisor is 1.41 (2 decimal places), the quctient contains 1 decimal place (3-2).

If col. 52 specifies 2 decimal places for the quotient, the program adjusts the dividend to 123.6430 (now, 4 decimal places in the dividend - 2 decimal places in the divisor \(=2\) decimal places in the quotient). If, on the other hand, 0 is specified in col. 52, the program leaves the dividend unaltered at 123.643, but adjusts the divisor to 1.410 (now, \(3-3=\) \(0)\).
2. Half-adjustment sfecified (H in col. 53): If the dividend is 579321 ( C decimal places), and the divisor is . 46 (2 decimal flaces), the number of decimal flaces in the result would be neaative (0 decimal places in dividend - 2 in divisor 1 for half-adjust), which is not possible. A minimum of three 0 S must therefore \(b \in\) added to the dividend by the froqram.

If col. 52 specifies 0 decimal places for the result, the proqram adjusts the dividend tc 579321.000: 2 decimal flaces in the dividend + 1 extra dividend place for halfadjustment of quotient - 2 decimal places in the divisor \(=1\) decimal flace in the initial result. ffter half-adjustrent, no decimal place is retained.

If 3 is specified in col. 52, the program adjusts the dividend to 579321.0coCCC: 5 decimal flaces in tre dividend +1 extra dividend place for half-adjustment of quotient - 2 decimal places in the divisor \(=4\) decimal places in the initial result. After halfadjustment, 3 decimal places are \(r \in t a i n \in d\).

Expressed ky formulas:
1. Without ralf-adjustment specified.
\[
A+D_{1}-D_{2}=D I(0 \leq D I \leq 9),
\]
where
```

A = Adjustment factor
E
in Factor 1 (dividend)
D ( = number of decimal places
in Factor 2 (divisor)
Dr = numter of decimal flaces
specified (in ccl. 52) for
Result Field (quotient).
0 < Dr < c states that the
number of decimal places
in the final guctient must
b\in zero cr greater but no
greater than nine, because
these are the limits for
the Decimal-Positions
entry in ccl. 52.

```
If the equation is satisfied
with \(A=0\), the dividend and
divisor as stored (under their
field names cr as literals) fit
the result requirements.
\begin{tabular}{|c|c|}
\hline \multirow[t]{3}{*}{If \(A>0\), the program pads the dividend} & of \(z \in r o s\), \\
\hline & decirial \\
\hline & tions at the \\
\hline If \(A<0\), the & right, ccr \\
\hline \multirow[t]{2}{*}{program pads the divisor} & respending to \\
\hline & the absolu \\
\hline & lue cf \\
\hline
\end{tabular}
2. With half-adjustment (rounding) specified (H in col. 53)
```

A+ I P - D D = [r + 1 (C \leq Dr \leq

``` 9)
```

This equation is identical to
the previcus cne with this
exception: The dividend must
contain one more decimal place
to yield the same number of
decimal flaces in the final
result. An extra decimal fosi-
tion is ne\inded in the initial
calculated quotient for half-
adjustment; thereafter, it is
dropped.

```

Size Restricticns. The rules pertaining to decimal fcsiticns in divisicn are defined above. In addition, total factor and Result-Fíld sizes are limited tc a maximum of 15 positions each, including any zeros appended ky the program when padding (see above).

Expressed as equaticns related to the decimal-flaces formulas abcve:
\[
L_{1}+A(\text { if } A>0) \leq 15
\]
where
\(L_{1}=\) unpadded (oriqinal) length of Factor 1 (dividend)
\[
I_{2}+|A|(\text { if } A<C) \leq 15 \text {, }
\]
where
```

L}\mp@subsup{L}{2}{\prime}=\mathrm{ unpadded (original) length of Factor 2
(divisor)

```

Alternativ \(\in l y\), considered independently of the previous formulas, and before padding by the program, factor sizes and number of decimal fcsitions must satisfy both of the following two equations for the division operation to be executed:
\[
\begin{aligned}
& L_{2}+D_{1}-D_{2}-D r \leq 15, ~ a n d \\
& I_{1}-D_{1}+L_{2}+D r+H \leq 15,
\end{aligned}
\]
where
\(\mathrm{I}_{\mathbf{1}}=\) length of Factor 1 (dividend): \(\leq 15\)
\(D_{1}=\) number of deciral positions in Factor 1: \(\leq 9\)
\(L_{2}=\) length of Factor 2 (divisor): \(\leq 15\)
\(D_{2}=\) number of deciral positions in Factor 2: \(\leq 9\)
Dr \(=\) number of decimal places specified for result (quotient): \(\leq 9\)
\(H=0\), if half-adjustment not specified
\(=1\), if half-adjustment specified ( \(H\) in col. 53)

Size cf cuotient (kesult). Assuming that
the divisor field always contains a sianificant diqit in its hiqhest-order position, the quctient contains a number of positicns equal to the size of the dividend plus 1 . less the size of the divisor, and less 1 if half-adjustment (rounding) is specified. Dividend and divisor sizes refer to padded factors (see above).

If the divisor field always contains a sionificant diqit in the highest-order positicn, the formula is:
\[
I r=1+F 1 p-F 2 p-H
\]
where
```

Lr = minimum lenqth of Result Field
required to acccmmodate quotient
(after half-adjustment, if any)
F1p= length of Factor-1 (dividend) field,
aft\inr padding (if any)
F2p= length of Factor-2 (divisor) field,
after padding (if any)
H = 0, if half-adjustment not specified
= 1, if half-adjustment specifi\ind (H in
ccl. 53)
If the position of the hiahest-crder significant digit in the divisor ficld may vary, the result-field must be laraer to accommodate all totals. The result-field

```
length must be increased by a number equal to the maximum number cf leadirg zercs in the diviscr field.

Size of EGEaind \(\in \underline{I}\). The remainder (which can ke salvaged ky an MVR cperaticn--see relow) contains a number of fositicns equal to the length of the diviscr, after padding (if any). Its number of decimal places is equal to that in the dividend, after fadding (if any).

Effects cf Fach Operation Ccde

ADD (Add)

The contents of the field in Factor 2 cr the literal entered in \(\operatorname{Factor} 2\) is added, algekraically, to the literal or the contents of the field in Factcr 1. The result cf this additicn is placed into the result field specified in cols. 43-48, and replaces any frevicus data in the result field. Any excess positicns in the result field are set to zero.

Factor 1 (say, A), Factcr 2 (say, B), and the Fesult Field (say, C) may all \(k \in\) different fields: \(A+B=C\).

Factor 1 or Factor 2 may be the same field (i.e., have the same field name) as the Result Field. The value of the contents of the result field is then increased, algebraically, ky the value represented by Factor 1 cr Factcr 2, respectively: operation \(A+C=C\) cr \(C+B=\) C'.

Factor 1 and Factor 2 may be the same (i.e., have the same field name), but may be different frcm Result Field. Twice the
 result: cperation \(A+A=C=2 A\).

Factor 1, Factor 2, and the Fesult Field may all \(t \in\) tre same field fi.e., have the same field name). The absolute value of the contents of the result field is then doubled: cperation \(c+c=C^{\prime}=2 C\).

\section*{\(Z-A C D \quad(Z \in I O\) and Add)}

The result field is set tc \(z \in r o b \in f o r e ~ t h e ~\) conterts of the field or the literal in Factor 2 is added algetraically intc the cleared result field. Factor 1 must \(b \in\) left blank.

If a literal of 0 is entered in Factor 2. Z-ADD, in effect, causes the result field to ke cleared to plus zero. (How\(\in v \in r, s \in \in\) SUB, below, for a freferred method.)

\section*{SUP (SuEtract)}

The contents of the field in Factor 2 or the literal in Factor 2 is subtracted algekraically from the literal cr the contents of the field in Factor 1 . The result of this subtraction is flaced into the specified result field, and replaces any previous data in the result field. Any excess positicns in the result field are set to zero.

Factor 1, Factor 2, and the Fesult Field may all be different fields: A - E = C.

Factor 1 may be the sare field (i.e., have the same field name) as the Result Field. The value in the result field is then reduced, algetraically, by tre value in Factcr 2: operation \(C-P=C^{\prime}\).

Factor 2 may be the same field (i.e., have the same field name) as the Result Field. The new result-field value is then the negative of the original result-field value, increased algebraically by the value in Factor 1: operation \(A-C=C\).

Factor 1 and Factor 2 may \(k \in t h \in\) same field (i.e., have the same field name), but may be different from Result Field. The result is then zerc: operation \(A-A=C=\) +0 . (How \(v \in r\), see immediately belcw for a method of setting the result field to zero that is usually preferable.)

Factor 1, Factor 2, and the fesult Field may all be the same field (i.e., have the same field name). This sets the result field to +0 (i.e., all zeros, signed flus): operation \(C-C=C^{\prime}=+0\).

Note: The operation \(C-C=C r=+0\) is recommended for clearing a numeric ficld; this method never consumes more core storage space, and cften uses less, than other methods (Z-ADC literal 0, or MOVE of Os or blanks, for instance).

\section*{Z-SUE (Z \(\in\) IC and suttract)}

The result field is set to zero before the contents of the field cr the literal in Factor 2 is subtracted, algebraically, into the cleared result field. This places the negative of the Factor-2 value in the result field. Factor 1 must be left blank.

If a literal of 0 is entered in Factor 2. \(Z\)-SUB, in effect, causes the result field to be cleared to plus zero. (How€ver, sєє \(S U B\), above, for a \(p r \in f \in r r e d\) method.)

Note: Although the result field is cleared kefore facter 2 is stbtracted into it, the former contents of the result field are available as Factor 2 (i.e.., \(-C=C\) is
feasible). A \(Z\)-SUE cperation with the same field nafe in Factor 2 as in tre Result Field is the simplest way to reverse the sign of data.

\section*{MUIT (Multifly)}

The contents of the field cr the literal in Factor 1 (multiplicand) is multiplied, algebraically, by the literal cr the contents of the field in Factor 2
(multiplier). The product of this multiplicaticn is placed in the result field specified in cols. 43-48, and replaces any previcus data in the result field. Any excess positicns in the result field are set tc zerc.

> In general, execution time of a multiplicaticn operaticn is minimized if the wultiplicand (Factor 1) has the smaller average sum-of-digits values (crossfcot sum of the digits). Unless knculedge cf particular values involved in the factors indicates otherwise, the smaller field may be assumed tc contain the smaller average sum-of-digits value, and should therefcre be assigned as the multiflicand (Factor 1).

> Examples cf sum-of-digits values:
> Factor \(=12348\)--sum of digits \(=18\)
> Factor \(=\) C. 92 --sum of digits \(=11\)

Factcr 1, Factor 2, and the Result Field may all \(\mathrm{k} \in \mathrm{different}\) fields: \(\mathrm{A} x \mathrm{E}=\mathrm{C}\).

Factor 1 or Factor 2 may ke the same ficld (i.t., have the same field name) as the Result Field. The \(n \in w\) result is then the product of the former result-field con-: tents and a Factor: oferaticn \(A \quad \mathrm{x}\) or \(\mathrm{C} x\) \(\mathrm{B}=\mathrm{C}^{\prime}\).

Factor 1 and Factcr 2 may be the saife ficld (i.t., have the same field name), but different from Result ficld. The result is then the square cf either Factcr: oferation \(A x A=C=+A^{2}\).

Factor 1, Factor 2, and the kesult field may all \(k \in\) the same field \(\{i . \epsilon\)., have the same field rame). The new result is then the square of the former result-field value: \(\quad\) cperaticn \(C \times C=C^{\prime}=+C^{2}\).

Note: When the result field is used as a Factor, the user must make sure that tre Result field is larqe encugh tc accommodate the \(n \in W\) frcduct. This implies that, if there are significant digits to the left of the defined decimal fosition in either factor, an eguivalent number cf high-crder fositions of zerc may have to exist in the original result-ficld value. At any rate, a diagnostic warring message ("Result field may not \(k \in\) large enough") will \(k \in\) frinted at time cf object-program generation.

Fcr further details on multiplication, see sections above: General_Points Applicable to Arithmetic_operations and Relationship Betwe En Size_of Factors and Results; and also Fiqures 3 , 32 , and 37 .

\section*{DTV (Divide)}

The contents of the field or the literal in Factor 1 (dividend) is divided, alqetraically, by the literal or the contents cf the field in Factor 2 (divisor). The result of this division operation (the quotient) is placed in the result field specified in cols. 43-48, and replaces any previous data in the result field. Any excess positions in the result field are set to zero. The remainder is accessible coly if a Move Remainder (MVR) operation is next; otherwise it is lost.

A dividend (Factor 1) of zero yields a quotient of zero. A divisor (Factor 2) of all-zero is not permitted; it will cause an error stcf.

Half-adjustment (rounding) of the quotient is nct fermitted if the Move Remainder operation (MVR) follows (see below).

Factor 1, Factor 2, and the Result Field may all be different ficlds: operation \(A\) \(\mathrm{B}=\mathrm{C}\).

Factor 1 may re the sant field (i.e., have the same field name) as the Result Field: \(\quad\) pperation \(C \div B=C^{\prime}\).

Factor 2 may be the saff field (i.e., have the same ficld namef as the Result Field: operation \(A \div C=C^{\prime}\).

Factor 1 and Factor 2 may be the same field (i.e., have the same field name) and be either different from the Result Field or the same field. This yields a guotient of 1 (to the left of any decimal point specified for the Result Field, with zeros in all decimal positicns): operation \(A \div A=\) \(\mathrm{C}=1 ., \mathrm{or} \mathrm{C} \div \mathrm{C}=\mathrm{C}^{\prime}=1 .-\mathrm{an}\) inefficient methcd of setting a field to 1.

For further details on division, sfe secticns above: General Foints Applicable to Arithmetic operaticns and Relationship Betwe also Figures 32 and 37.

MVR (Move Femainder)
The remainder from a Divide (DIV) operation is transferred--ty a zero-and-add cperation supplied by the proqram--to any result field specified in ccls. 43-48 of this specificaticn line. It reflaces any previous data in that result field. Any excess fositions in the result field will
contain zeros. Factcr 1 (ccls. 18-27) and Factor 2 (ccls. 33-42) must ke left blank.

MVR is an arithmetic cferaticn. Therefore:

The result is signed. The sign of the remainder is the same as the sign of the dividend. If the dividend was unsigned, the result of an MVR operation will be signed flis--since results of arithmetic oferaticns are always sign \(\in\).

Decimal alignment is perfcrmed ky the frcgram;

Half-Adjustment (rcundinc) may \(b \in\) specified (Hin col. 5 ) ;

Resulting Indicatcrs (ccls. 54-59) may \(k \in\) assigned;

If the Pesult Field is not larqe encugh tc accommodate all the highcrder fositicns in the remainder (after appropriate decimal alignment), a corresfonding number of the mostsignificant (leftmcst) fositions is lost. Nc warning message cr errcr stop cccurs, \(\in i t h \in r\) at generaticn or orjectfrogram extcution time, if the Result Field is nct large encugh.

The length of the remainder of a division is equal to the length cf the divisor. "Length cf the diviscr" refers to the actual diviscr used ky the program in the IIV
operaticn; this can \(k \in \operatorname{lcng} \in r_{\text {than }}\) the field length specified for Factor 2, if the divisor was padded ky the prcqram--seє Relaticnship_Betweer_Size_cf_Factors_and Results: Division, above.

The value of the remainder ( \(R\) ) can be determined ky the follcwing formula
```

R = Dividend - Diviscr x Quotient

```

When the MVR cperation is used, it must follcw immediately (i.e., in the next specification ine) after the pertinent Divide (DIV) oferation; and Half-Adjuct (H in col. 53) must not be specified for that particular DIV operation. The related DIV and MVR specification lines must have the same conditioning indicators, recorded in the same sequence; i.e., the conterts of cols. 7-17 must be identical for the two specification lines.

Most likely applicaticns of MVR are:
1. To test whether the remainder is zero (illustrated in Fiqure 38), and
2. To perform division expansion (doubleprecision division).
(See also Figure E11 for another application.)

Fiqure 38 shows scme specifications for arithmetic operations. Specifications for such operations have also already \(\mathrm{b} \in \in \mathrm{n}\) illustrated in Fiqures 5, 9, 10, 12, and


Figure 38. Examples of Specificaticns for Arithmetic operations

33; and Figure 36 identifies tre pertinent specificaticn fields for each cperaticn.

Explanaticn of Entries in Figure 38
The fields named alpha, ganma, DELTA, and zFTA are assumed tc have \(k \in \in\) defined in the infut specificaticns cr elsewhere in the calculaticn specificaticns. Note that all detail-time specificaticns precede all total-time sfecificaticns--an aksolute requirement. Within these two cycle-time segments, the specifications are executed in the crder in which they afpear.

Specificaticns line 01. The ficld named EETA is \(s \in t\) to \(z \in r o\), and tre contents cf ALPHA are then add \(\in d\) algetraically to the value zerc in Eeta. The field length and decimal flaces for \(B E T A\) are defined in line 02; they could equally well te defined in line 01 instead, or in bcth lines--frovided they are defined equally in both lines. The decimal foint cf alpha is aligned to accord with the twc decimal flaces in ffta. Any excess fositicns in EFTA contain zerc; and excess bigh-crder fositions in ALPHA, beyond the capacity of the BETA field, are lost.

Factor 1 is not used with Z-AID. Tre specificaticns in this line are extcuted at detail time (cols. 7-8 blark). Frovided indicator 05 is cn .

Line o2. Tte value - 12. \(\mathrm{E}_{2}\) is added algekraically to (i.e., 12.32 is suktracted from) the contents of \(E f t a\). The number of decimal flaces is equal in kcth factcre. Thus:
\[
\begin{aligned}
& \text { FETA XXX.XX } \\
& \text { ADD - } 12.32 \\
& \text { Result: BETA } \pm \overline{X X} \bar{X} \cdot \bar{X}
\end{aligned}
\]

Indicator 10 turns (or remains) on if the result is negative; otherwise it remains (or turns) cff. The specificaticns in this line are executed at detail tine, frcvided indicator 05 is on.

Iine 03. Tte contents of the field named LEITA are added alcetraically tc the contents of gamma. The result is stcred at the lccaticn assigned ky the prcgram tc EPSIIN, defined as fcur fcsiticns long, the fourth pcsiticn beina a decimal place. The specificaticns in this line are executed at detail tire, provided indicator 05 is cn.

Iine_04. If indicator 05 is cr, and tre value in efta was last negative (indicator 10 on), then--at detail tire--alfFa is cleared tc plus zerc. Fcr irstance:
\begin{tabular}{|c|c|c|c|c|}
\hline AtPha & 1234 & & & -12こ4 \\
\hline SUE: & 1234 & 0 & SUE: & -1234 \\
\hline \(=\) & -00.0 & & & +00C0 \\
\hline
\end{tabular}

This is as efficient (in terms of core storaqe consumption) as, cr more efficient than, any other technique for settira a numeric field to zerc.

Line 05. Tte field named fit is set to zero, and the contents of zeTA are then algebraically subtracted from the value zero in ETA. ETA is defined as containing no decimal flaces, and beinq six fositions long.

If the value in ZETA is positive, indicator 25 will be on after the operation (subtraction of a positive value from zerc yields a negative \(I \in s u l t)\).

Factor 1 is not used with \(z-S U E\). The specificaticns in this line are executed at detail time, provided indicator 42 is on.

Iine 06. The value in the field named EPSIIN is squared. (The result will always be positive or zero: the product of two positive cr twc negative values is pcsitive.) Since EPSIIN consists of 4 positions including one decimal place (see line 03), the product will contair 2 decimal places within a maximum of 8 pcsitions total length. By sfecifying only 1 decimal positicn for theta, a total length of 7 positicns fcr tHETA is certain to accommodate the maximum result. The second decimal position is retained for half-adjustment (H in col. E3), and then dropfed before the final result is placed into the location of theta.

Indicatcr 12 will be on after the operation if the final (half-adjusted) result, after the second decimal flace has befn dropfed, is zero (actually, plus zerc).

The specifications in tris line are executed at total time (I-indicator in cols. 7-8), and provided indicator I 1 is on.

Line © 0 . The literal in Factor 1 is divide \(\bar{d}\) algebraically by the value in THETA. The operation takes place at total time, if 1 is on, lut is suppressed if the value in theta is zero (indicator 12 on if THETA is \(z \in I O\) ): division is nct possible with a divisor of \(z \in I O\).

THETA contains 1 decimal position (sé line 06), and 3 are defined for the Result Field (IOTA). Since the literal in Factor 1 has only 3 decimal places, the proaram pads the dividend ky appending a 0 as fourth decimal place; then, 4 decimal flaces in the dividend minus 1 in the divisor will provide the 3 decimal flaces called for in the quotient.

The dividend, after pazding, is 1 C fositicns lonc. Providing 10 cositions in the
result field (IOTA) allows for any number cf leadirc zercs in the divisor. If it is known that there is always a significant digit in the high-order position of THETA, IOTA need be no larger than 4 fcsiticns: 10 dividend fositicns (after paciding) - 7 divisor fositions \(+1=4--s e e\) Relationship Between Size_of_Factors and_Fesults:_Iivi= sion, abeve.

Half-adjustment (rounding)--which, if specified, wculd have padded tre dividend by an additional zero-is not fermitted because an MVR operation fcllows.

Line_08. The field named KAFPA is set to zero. Then, the remainder from the division operation in line 07 is placed in KAPPA. THETA, the diviscr, is 7 fositions long, including 1 decimal flace. Therefore, the remainder is alsc 7 fositions long. The dividend, after padding, includes 4 decimal places; therefcre, the remainder has 4 decimal flaces. KAPPA is to contain 3 decimal positicns ( 3 in ccl. 52); therefore, 6 fositicns will accommodate the \(\in\) ntire remainder after the last decimal flace has been dropped. Halfadjustment (specified by \(H\) in col. 53) cccurs before the last decimal fcsiticn is dropped. The half-adjusted (round \(\in d\) ) remainder is henceforth available at the locaticn named KAPPA; withcut the MVR operation it would \(k \in 10 \leq t\).

Indicator \(C 8\) is on after the cperation if the remainder, after half-adjustment and dropping of the fourth decimal fcsiticn, was zero.

The Factor fields are nct used with MVR.
Note that the MVR specificaticn must be in the line immediately fcllcwing the fertinent DIV operation, and that the twc specification lines must have identical entries for conditioning indicatcrs (cols. 7-17).

\section*{Move_operations}

These operations move part or all of the literal in Factor 2, or cf the contents of the field named in Factor 2 , to the field named in Result Field. The contents cf the field or the literal in Factor 2 remains unchanged. The data moved tc the result field replaces the former contents cf the corresponding positicns cf the result field. The Result field must tedefined in the same, cr another, calculation specification line, or it must hav \(\in \in \in \begin{aligned} & \text { d } \\ & \text { fifined }\end{aligned}\) in the infut specificaticns. Mcve oferations differ from arithmetic operations in several significant resfects. Fcints generally applicable to move cferaticns follow:
1. Nc automatic decimal alignment is perfcrmed by the program. Nevertheless, a numeric result field must be defined as numeric somewhere ky an entry ( \(0-9\) ) in Lecimal pcsiticns (col. 52), which alsc locates the decimal point for possible compare or arithmetic operations with that field.
2. When data is moved only to a portion of the result field, the contents of the remaining porticn are not changed.
3. At the beginning of prouram execution, data fields are set tc:

Blank (EBCDIC 4C) in all pcsitions--if defined as alphameric;

Zero (ERCDIC 0) in all digit positions, with lcw-crder fositicns unsigned (lcwest-order half-byte EBCDIC F)--if defined as numeric.

Therefore, if no data has been placed in a result field ky a prior operaticn, any fortion of the result field that exceeds the source field in a move operaticn remains blank or zero (alphameric or numeric field, respectively).

Note: See Appendix \(D\) fcr code structure.
4. A numeric result field is only sioned (cther than hexadecimal F) if it was signed before the move, or if a sian is moved into its low-order position. Also, a sian in the lcw-crder position cf a numeric field can te removed (i.e., hexadecimal \(F\) can be placed in the sign position).
5. A result field can be minus zero: if only \(z \in r o s\) and a minus siqn are moved (or no sign position is moved but the result field previously contained a minus siqn), and no significant diaits remain in the result ficld, it will contain zeros and be signed minus. If the sign fosition is then tested by TESTZ (assuming the field is then alphameric), a Resulting Indicator assigned to Minus (cols. 56-57) will turn on.
6. Data may--with limitaticns, defined \(b \in l o w--\) be \(m o v \in d\) frcm an al fhameric field to a numeric field, and vice versa.
7. The diait porticns of numeric fields are not restricted tc EECDIC-table rows C-9 (see Appendix D, Fiqure D1); i.e., nc test is made that they contain only valid digits that can be used in arithmetic or editing operations.
\&. Half-adjustment is nct possible; therefore, ccl. 53 must be left tlank.
9. Resulting Indicators cannot be assiancd; therefcre, ccls. 54-50 must \(\mathrm{k} \in \mathrm{l} \in \mathrm{ft}\) blank.
10. The extcution of move operations may be conditicned ky indicatcr entries ir Contrcl Level (ccls. 7-8) and Indicators (cols. 9-17).
11. Cnly cne source-data field (Facter 2) is invclved in any meve operaticn. Factor 1 must be left klank.
12. Maximum field sizes-Numeric fields: 15 fositicns Alphameric fields: 256 fositicns.

When an alphameric field is moved to a numeric field, or vice versa, only 15 positicns can be transferred.
```

Note: The user ne\ind nct concern him-
Self with the fact that numeric fields
are facked (so that, fcr example, 15
digits are contain\ind in \& bytes): the
frogram autcmatically performs the
required packing and unpacking, and
corrects for any differences in half-
kytes utilized. The user treats field
lengths as thcugh packing were nct a
consideration; for example, a field of
15 digits has a field-I€ngth sfecifica-
ticn cf 15.

```

Effects cf Each cperation Code
MOVE (Move Right-Aligned)
The contents of the field cr the literal in Factor 2 is moved into the specified result field, right-aligned.

If the result field is lenger than Factor 2, the excess left-hand positicns cf the result field remain unchanged. If the result field is shorter than Factor 2 , the contents of cnly tre equivalent number of right-hand fcsitions of Factor 2 are flaced in the result field.

A source field or literal defined as alphameric can be moved tc a result field defined as alphameric or numeric; also, a source field or literal defined as numeric can \(b \in m \subset v \in d\) tc a result field defined as alphameric or numeric.

When an alphameric field cr literal is moved to a field defin€d as rumeric (i.e., with Decimal-Positions entry in ccl. 52 wherever the field is defined):

The digit porticn cf each position to be moved is transferred from the source field (Factor 2) to the equivalent position of the result field; a blank ie transferred as zerc.

The zcne forticn of the low-crder positicn cf the source field (Factor 2) is also transferred to the low-order position of the result field. zones in other fositions cf the source field are nct transferred.

\section*{Note:}
1. The transfer of the lcw-order-position zone from an alphameric field to a numeric result field adheres to the fcllowing rules, sc that valid signs for arithmetic operations result. (REfer to \(E B C D I C\) table, Appendix \(D\), Figure L 1 ):
a. If the source position (in Factor 2) contains any of the punch combinations in EECDIC-table column \(E\) or F, the \(E-\) or \(F\)-zone, respectively, is transferred to the result field, and the result field is considered pcsitive (cr zero, if entire result-field is zero).
b. If the source fosition contains any cf the punch combinations in EBCDIC-table column \(D\), or an EECDIC 60, D-zone (minus) is transferred to the result field, and the result field is treated as neqative for zero, if entire result field is zero).
c. All other punch combinations in the source position are transferred to the result field with C-zone (plus), and the field is treated as positive (or zero, if entire result field is zero).
2. If a numeric literal is signed, the sian is recorded in the leftmost position (col. 33) of Factor 2. Nevertheless, the program signs the low-order-not the high-order--fosition of the literal. Therefore, if the literal is used in a move cperation, the siqn is in the froper position.

\footnotetext{
Fiaure 39 portrays the alignment and zone transfer in MOVE cperations. Fiqure 41 includes specifications for some MCVE operaticns in Figure 39 (as well as for the MOVEL cperations in Fiqure 40 ).
}

```

MOVFI (MOVE L\inft-Aligned)

```

The contents of the field cr the literal in Factor 2 is moved into tre sfecified result ficld, left-aligned.

If the result field is langer than Factor 2 , the excess right-hand fcsiticns cf the result field--including a sign in a numeric result field--remain unchanged. If the result field is shcrer than Factcr 2 , the contents of cnly the equivalent number of left-fand fositicns of Factcr 2 are placed in the result field (but see explanation cf zone moves, belcw).

A source field or literal defined as alphameric may \(b \in m o v \in d\) tc a result field defineत as alphameric or numeric; alsc, a source field or literal defined as numeric may \(k \in m c v \in d\) tc a result field \(d \in f i n \in d\) as alphameric or numeric. When moving Factor2 data tc a numeric Result Field, cnly the low-crder Fositicn cf the Result field can have a zcne transferred to it. If nc zone
positicn is transferred, the numeric Result Field retains its former zone; fositions other than the lcw-crder positions can contain digits only. Elank in an alphameric field is transferred tc a numeric field as zero.

Fiqure 40 illustrates MCVEt operaticns, including the behavior of zones (or siqns). Fiqure 41 contains the specifications for the MCVE and MOVFL cferations shown in Figure 39 and \(4 C\).

Rules for MOVEI zone transfers
1. Factor 2 same length as Fesult Field
a. Factor 2 and Result Fífld numeric: Sign is moved with lcw-crder diait
b. Factor 2 numeric. Desult Field alphameric: Siqn is moved with low-order digit; other result-field cositions will contain only diqits.


Figure \(4 C\). MOVEI CFEraticns
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C. Factor 2 alphameric, Result Fíld rumeric: zcne and digit ferticns cf lcu-order character are moved; zones in other positions are not moved.
d. Factor 2 and Result Field alphameric: All characters are moved to the equivalent Result Field fcsitions.

Note: When Factor 2 and the Result Field are the same length, the MCVEI and mCVE operations perform identical functions.
2. Factcr 2 longer than \(R \in s u l t\) Field
a. Factor 2 and Result Ficld numeric: The sign from the lcw-order positicn of Factor 2 is \(r o v \in d \quad c v \in r\) the lcw-crder digit of the Result Field.
k. Factcr 2 numeric, Result Fíld alphameric: No siqn is transferred; result field will contain cnly digits.
c. Factor 2 alphameric, Result Field rumeric: Zone frcif the low-crder character of Factcr 2 is moved over the low-crder digit of the result field; other result-field positions will contain cnly digits.
d. Factcr 2 and Result Field alphameric: The appropriate number of leftmost characters in Factor 2 is moved to the equivalent positicns of the result field.
3. Factcr 2 shorter than Result Fíld
a. Fesult Field numeric: The digit fcrtion of the Factor-2 data replaces the contents cf the ecuivalent number of leftmost fositions in the result field. These resultfield positicns will contain only unsigned digits. The sign in the lcw-crder pcsiticn of the result field is not changed.
b. Fesult Field alphameric: The entire characters in Factor 2 replace the contents of the equivalent number of leftmest fositicns in the result field. Nc change is made in the zone cf the low-order position of the result field.

Note:
1. When \(\in \in \in\) the operaticn dces not invclve transfer of a sign (cr zcne) pcrticn to the low-order fosition of the result field, the sign (or zone) frevicusly in
the low-order position of the resulit field is left unchanged.
2. Whenever the operation involves transfer cf a zone portion from an alphameric Factor 2 to the lcw-order position of a numeric result field, the particular zone placed over the low-order digit of the numeric result field fcllows the rules itemized in the Note ander MOVE, above.

MCVE and MOVEI operations are useful in a number of situaticns. For example, they facilitate splitting a field so that characters (such as a hyphen) can be printed between the portions while retaining highcrder zeros in the frintout (use of an edit word in the output-format specifications causes suppression cf at least one leading zero). This application is described in Programming Tips. Also, a literal consisting of zercs or blanks can be moved into a result ficld to clear all or part of it.


NOTE: For ease of illustration the Result Field is defined in each Move-specification line.

Figure 41. MOVE and MCVEI Specifications for Moves Illustrated in Figures 39 and 40

Points tc Note in Eigures 40 and 41.
1. Factor 2 may be a field name or a literal (see Fiqure 41: items 5, 11, 12, 13, 14, 15, 20, 22).
2. Although--if a sign is specified for a numeric literal--it must be recorded
leftmost, the program treats the sign as keing lccated in the low-crder fcsiticn: ccmpare items 11, 12, 15, and 20 in Figures 40 and 41.
3. Item 15 illustrates that a minus zerc result can occur after a move operation.
4. The decimal-foint location in the Result rield is independent of any decimal point in the source field (Factor 2): see all numeric items--no decimal alionment takes flace \(k \in t w \in \in\) the source and result fields in a mcve cferaticn. Nevertheless, a LecimalPcsiticnsentry (col. 52) is required wherever a numeric result field is defined, and there must ke nc \(\quad\) EcimalPositions entry for alfhameric fields.
5. The zone (cr absence cf zone) in the low-crder positicn of the result field is nct changed wren tre move cferation does not invclve transfer cf a zone portion to the low-order pcsition cf the result field: see items 1s-22 in Figure 40.
6. Items 19 and 21 also indicate that the lew-crder positicn of a numeric result field can oriqinally contain a sign, but can also be unsioned (hexadecimal F) .
7. Factcr 1 must te left klank in all Move cperations.

Move Zone
This operaticn has four variations, to provide for foving a-zenc-fxef-the hiah-cidex (leftmost) cr low-crder (rightmest) fosition of cne ficld to the high- cr lcw-crder fosition cf ancther. The zone (if any) in the specified fosition of the field cr literal in Factcr 2 is moved tc tre sfecified Fositicn cf the Result Field, replacing any zone previously in that fosition.

A zone can be moved from an alphameric field cr literal tc an alphameric cr numeric field, cr from a numeric field or literal to a numeric or alphameric field. However, since numeric ficlds can have a zcne only is the lcw-order position, a zone cannot \(k \in m o v \in d\) from cr to the hiqh-crder fositicn of a field defined as numeric.

MLLZC (Move Iow-cider zcne tc Icw-order Zone positicn). The zone in the low-crder positicn of the field cr literal in Factcr 2 is moved to the lcw-crder position of the Result Field. Factor 2 and/or the fesult Field may \(t \in\) numeric or alphameric.

MHHZC (Move Hiah-crder zore to Bich-crder Zone position). The zone in the high-crder positicn of the alphameric field or literal in Factor 2 is moved to the hiqh-order positicn of the alphameric Fesult Field.

MLHZC (Mcve Iow-crder zone to High-crder Zone fosition). The zcne in the lcw-crder (riqhtmost) fosition of the numeric or alphameric field or literal in Factor 2 is moved to the riqht-crder ( \(1 \in f t m o s t\) ) position cf the alphameric Result Field.

MHIZC (Move High-crder zone to Icw-crder Zone positicn). The zone in the hioh-crder position of the alphameric field cr literal in Factor 2 is moved tc the low-crder position cf the alphameric or rumeric Fesult Field.

A zone is moved tc an alrhameric Pesult Field exactly as it appears in the scurce field (Factor 2). When transferring to numerie fielas, eertain zomes that may appear in alphameric fields are first converted--see the ncte under move, above.

Fiqure 42 illustrates Mcve-Zcne creraticns. Fiqure 43 includes some specifications for the operations illustrated in Figure 42.
Factor 2

Figure 42. Move-Zcne Operations

The last line in Figure 42 shcws how Move-Zcne oferaticns can conveniently \(k \in\) employed to remove a c-zcne (+) frcm a positive numeric field to prevent punching of a 12 -cverfunch, or printing cf a letter cr symbol, when the field is used in output--without the necessity of editing and, thus, offering the ability to retain leading zeros. The literal cr fcsiticr in the field from which the zone is to \(k \in\) moved, to eliminate a c-zcne (+) or \([-z o n \in\) \((-)\) in the numeric result field, must contain an F-zone (see EBCDIC, Figure D1); i.e., any of the digits \(0-9\) or any of the remaining six characters in EBCLIC-takle column laḱelled F.

\section*{Compare and Zone-Testing_oreraticns}

These operations test data conditicns withcut effecting any changes in data fields. Results of the tests are signified by the status of Resulting Indicators assigned in cols. 54-59. Execution of the specifications for these cperaticns may \(\mathrm{b} \in\) conditicned by the status cf indicatcrs designat \(\epsilon\) in Control Level (ccls. 7-8) and Indicators (cols. 9-17).

\section*{Effects cf Each operation Code}

\section*{Comp (Compare)}

The contents of the field cr the literal in Factor 1 is compared against the contents of the field or the literal in Factor 2. Any Resulting Indicators specified in ccls. 54-59 reflect the result cf the comparison. (Factor 1 and Factor 2 ncrmally contain different field names or literals; kut it is permitted to compare odata tc itself (Factor 1 and Factor 2 identical) , which always yields a ccmparison result of "Equal.") The Result Field (and related
fields--i.e., cols. 43-53) must be left klank.

A Resulting Indicatcr must \(\mathrm{t} \in \mathrm{assiqned}\) to at least cne of the three possikle conditions:

Higr. (ccls. 54-55): Factor \(1>\) Factcr 2 Low (ccls. 56-57): Factor 1 \& Factor 2 Equal (cols. 58-59): Factor 1 = Factor 2

After the Ccmpare operation, the Resulting Indicatcr (if any) assiqned to the conditicn found to exist, turns on; any indicatcrs assigned to the cther two fossible conditions turn off. However, the same indicator may also be assianed to more than cne cf the three possitle conditions (e.a., High and Low, or High and Equal, or Iow and Equal); it then turns on if cne of the conditicns to which it was assiqned applies. Different indicators may te assianed to two, or all three, of the possible conditions. The status cf the Fesulting Indicators can \(b \in\) used to conditicn the execution of calculation specifications (by \(\in\) ntries in ccls. 7-17) and/cr output-fcrmat specifications (by entries in cols. 23-31).

If executicn of the calculaticn-specification line that contains the compare operation is itself conditiored by indicators (in cols. 7-17), the user must \(r \in \mathbb{m} \in \mathbb{m}-\) ber trat the comparison will not \(b \in \in x \in c u t e d\) during each frcgram cycle unless the status of the conditioning indicators is always appropriate. Therefore, Fesultina Indicators cculd reflect an earlier, and fossibly inapplicarle, comparison.

Factor 1 and Factor 2 must koth be alphameric cr both numeric. Certain aspects of the compare operation differ for alphameric and numeric fílds or literals, as fcllows.

Alphameric Fields or Literals:
1. Fields (or literals) of unequal length are left-aligned. Tte shorter field is assumed to contain an equivalent number of blank right-hand fositicns to equate the length cf both fields.
2. Blanks within a field (or literal) are treated as klanks, nct as zercs.
3. Maximum lenath of the (Icnger) Factor is \(4 C\) fcsiticns.
4. The comparison is kased upen the internal Model 20 collating seguence, which corresfonds to the EBCDIC-table seguence (see appendix D, Figure D1). Note that, in \(\operatorname{FBCDIC}\), the most-commonly used characters follow this sequence: t, E, -, /, A-Z, 0-9. Thus, a digit signed rcsitive (if the field is \(d \in f i n \in d\) as alphameric) is lower in seguence than cne signed negative, or than an unsigned digit.

The user has the cfticn of surstituting any sequence cf his choice fcr the standard EBCDIC sequence, ky means cf a translaticn table (see Altered Ccllating Sequence, Affendix D). The altered collating seguence will then affly beth tc alfhameric Ccifare cferaticns and to Matching-Fields oferations.

Numeric Fílds or riterals:
Numeric Compare is tantamount to an arithmetic operation. Therefore:
1. Fields or literals cf unequal length are aligned at the (defined cr imflied) deciral point. Where cne field or literal is then shcrter tran the cther fat the figh-order cr low-crder end), it is assumed to contain an equivalent number of \(\mathrm{z} \in \mathrm{rcs}\).
2. The maximum length of a Factor is 15 positions. (This refers tc the literal or field specified in the factcr; any left cr right zercs assumed ky the frogram for decimal aliqnment--see 1 , above--are nct counted when considering tłe limitaticn of 15 fcsiticns.)
3. The compariscn is algetraic; i.e., a positive value is treated as higher than the same value signed neqative. The sequence, frcm low to high, is: \(\bar{g}\) to \(1,0,1\) ( cr 1 ) to 9 (cr 9). \(0=0=\) 0. A value with an unsigned (hexadecimal F) lcw-order digit is treated as positive (unless all digits are zercs). A technigue fcr ferfcrming aksclute numeric Compare (i.e., igncring sions)
is \(q i v \in n\) in Programming_Tips, Appendix E.

If the low-crder pcsiticn of a field dces not contain a zone acceptable as a siqn (hexadecimal zone \(C, D\) or \(F\); or hexadecimal byte 05-06), an error stop occurs.
4. All positions of both factors must contain valid digits:

Considering an input field kefore it \(i s\) packed by the program, the character in each column must be represented in rows 0-9 of the FBCDIC table (Appendix D, Fiaure D1). For packed data, the equivalent valid EBCDIC characters were described under Facked (col. 43), in Incut_SEECifications.
- Any characters that do not represent digits (or, digit flus sign in the loworder position) cause an abortive program stop.

Compare is frequently a more efficient method cf seguence-checking than the use of Matching Fields for that purpose alone. It also allows checking for duplicates, which the Matchinq-Fields specifications cannot accomplish. Figure 68--Part I includes an illustration utilizing compare for this purpose.

Fiqure 43 includes some specifications for Ccrpare operaticns:

Specifications_line_07. The contents of the field SLS66 (say, 1966 sales) are compared with the contents of SLS65. If 1966 sales exceeded 1965 sales, Resulting Indicator 21 is turned on; if they were less, Resulting Indicator 26 turns on; if the two years had equal sales, 30 turns on. The two inafflicable indicators will be off after the compare operaticn.

Ine cis. The alphameric literal octorfr is compared against the contents of the field named MCNTH (which must also be defined as alphameric). If the MCNTH field dces not consist exactly of the word OCTOBER, indicator 15 is turned on; if it does consist exactly of CCTCBER, indicator 15 will ke off after the compare operation.

Line Cg. The contents of the field named GFSPAY (which must \(k \in d \in f i n \in d\) as numeric) are decimal-aligned with the numeric literal 125C.0C, and then compared alqetraically against it. If GRSPAY contains a value algebraically equal to or larger than 1250.0C, indicator 04 turns on; if its value is algetraically less than 1250.00, indicator 05 turns on. The inapplicable indicator of the two 104 or
05) will be off after the compare
cferaticr.
Iine 10. The contents of the field named NETPAY (brich must \(k \in d \in f i n \in d\) as numeric) are decimal-aligned with tre numeric literal © for which the decimal fcint is assumed after the 0 ; thus: 0.), and ther compared alcetraically against it. If NETPAY is greater than zerc, indicator \(H 1\) will be cff after the corfare cperation. If NETPAY is \(z \in I O\) cr negative, indicatcr e 1 turns on; if it is not turned off ky a subsecuent calculation oreraticn, the system will halt after detail-time output.
testz ( \(\mathrm{C} \in \mathrm{st} \operatorname{Zon} \in\) )
The zone fcrticn of the figh-crder (leftmost) positicn of the alphameric field named in Fesult Field (ccls. 43-48) is tested. Any Resulting Indicatcrs sfecified in ccls. 54-59 reflect the result of the test; i. \(\epsilon\)., the type of zcrefresent in the high-order fositicn (refer alsc to EBCLIC takle, Affendix D, Fiqure D1). The Result Field must \(k \in d \in f i n e d\) (ir this line cr elsewterf) as alphameric (ccl. 52 klank).Factcr 1, Eactor 2, Lecimal Positicns (col. 52), and Half-adjust (ccl. ЕЗ) must ke left klank.

A Resulting Indicator must \(k \in\) assigned to at least cne of the three pcssible conditiors--
```

Plus (cols. 54-55) --Equival\innt cf 12-
punch: \&, cr any of
the characters that
have the same zcne as
the letter A.
In terms of the EBCDIC
table: code 50, cr
any cf the 16 charac-
ters in the columr
lab\inIled C.
Minus (ccls. 5€-57)--Equival $\in$ nt of 11punct: -, cr any of the characters that have tre same zone as the letter J.

```

III teIIIS of the EFCIIC table: code 60, or any of the 16 characters in the column labelled L .
```

Elank (cols. 58-59)--Other zon\ins, or €qui-
valent of no zone:
Any of the 222 EECDIC
characters not consi-
dered Plus or Minus
(see immediat\inly
akove).

```

After the TESTZ cperaticn, the Resulting Indicator (if any) assigned to the condition found to exist, turns cn; any indicators assigned to the other two possible conditions turn off. However, the same indicator may also \(k \in\) assigned to more than one cf the three possible conditions ( \(\in\). q ., Plus and Elank, or Minus and Blank, or Plus and Minus); it then turns on if one of the conditions to which it was assiqred applies.

Different indicators may be assicred to twc, or all three, of the possible conditicns. The status of the fesulting Irdicators can be used to condition the execution of calculation specifications (ky entries in cols. 7-17) and/cr cutfut-format specificaticns (by entries in cols. 23-31).

Note: An indicator C1-99 assigned to Elank (cols. 58-59) is on at the beginning of program extcution. Any indicator in Flank cf a TESTZ specification is also turned cn when the field is transferred to the output storaqe area by an output specification, if Blank-after ( \(B\) in col. 39 in the outputformat specificationsj is specifiea. If several different indicators are assioned to Zero-or-Blank of the same field in different specifications lines, the earliestassigned is turned on by Blank-After.)
Where Blank-After turns on the indicator assiqned tc Zero-or-Blank, this does not turn off an indicatcr assigned to Plus or Minus, if it was on.

Fiaure 43 includes some examples of specificaticns for the IESTZ cperation.

*NOTE 1: Field Length and Decimal Positions, if applicable, need be defined here only if
**NOTE 2: Conditioning Indicators (cols. 7-17) may be used with all of these operations.

Fiqure 43. Specificaticns for Mcve-zicne, Compare, Test-zcne, and SETCN/SETOF Cferations

\section*{Setting Indicators}

Cne, Ewc, or three indicatcrs, sfecified in cols. 54-59, can be either set cn (SETCN) or set off (SETOF) by a single calculaticn specificaticn, without concurrent perfcrmance of any other calculaticn cferaticn. An indicatcr must be specified in at least cne of the Resulting Indicatcrs fields (cols. 54-55. 56-57, 58-59). The cclumn beadings cver ccls. 54-59 (Plus/High, Minus/Low, Zero-or-Blank/Ecual) are irrelevant to these operations.

Factor 1, Factor 2, Result Field, Decimal Fositicns, and Half-Adjust must \(k \in l \in f t\) tlank.

Execution of \(t b \in s \in\) oferaticns may be conditicred by the status cf indicatcrs designated in control Level (ccls. 7-8) and in Indicators (ccls. 9-17).

Effects cf Each operation code
SETON (SEt On)
The indicators assigned ly entry in ccls. 54-55, 56-57, and 58-59 are turned cn.

\section*{SETOF (Set Cff)}

The indicatcrs assignec by entry in ccls. 54-55, 56-57, and 58-59 are turned off.

Pcints to Note:
1. Any indicator may re SETCN or SETOF.
2. If the IF indicator is SFTON durino tctal-time calculaticns, frccessing is terminated after total-time output. If it is SETON during detail-time calculations, it is turned off aqain by the program after detail-time output for that card.
3. If the MR indicator is SETON or SETOF, it assumes--before the next detailcalculation time--the status it would have withcut the FIicr SETCN Cr SETOF instruction.
4. If the \(C F\) or \(O V\) indicator is SFTCN or SETOF, it assumes--after ccmpleticn cf the nearest follcwing detail-time or total-time output--the status it would have without the prior SETCN Or SETOF instruction.
5. If inảicator LO is STTOF, it is turned cn again by the prograIl after the next detail-time output.
6. If indicator H1 or H 2 is SETCN, and has nct \(k \in \in\) turned cff by a sfecification before the next detail-time output, the syst \(\in \mathbb{m}\) halts after detail-time cutfut. If the system is restarted (ky pressing the CPU STAPT key twice), the prcgram sets H 1 and H 2 off at that point.
7. SETCN or SETOF of any I-indicator (LR, I9-I 1, LO) does not autcmatically set any cther \(L\)-indicator \(c n\) or cff.
8. Indicators \(1 P\) and I1-I9 are always \(s \in t\) cff ly the program after detail-time cutput.
9. The status cf any indicator assigned as card-type Resulting Indicatcr (ccls. 19-20 in the input specifications) is revised--tased on card type read--after detail-time cutput, regardless of any prior SETON or SETOF instruction.
10. The status of any indicator assigned as Field Indicator (cols. 65-70 in the input specifications) is revised--tased on the contents of the input field-kefore detail-time calculaticns, regardless of any prior SETCN or SETOF instruction.
11. An indicator assigned tc Zerc-or-Blank in Field Indicators (infut sfecifications), or in Resulting Indicators (calculation specifications) of an arithmetic or TESTZ cperation, turns on upon extcution of a Blank-after instruction (output-fcrmat sfecificaticns), regardless of any frior SETOF operation.

All of these foints were fully discussed earlier under Proqram Logic flow, Indicators, and Indicator Hierarchy.

Figure 43 includes SETCN and SETOF specificaticns. SETCN is alsc illustrated in Figures 5D and 33 .

\section*{Branching}

Within the grouping of detail tire and total tief, the RPG program normally executes specifications in the order in which they appear. Branching implies deviation from this natural sequence.

Two types cf branching are fcssitle with this RPG:
1. Branching within RPG: Skipfing tc an RPG calculation specification other than the next one in the normal sequence.

This involves the FPE operation code GOTO for the foint of crigin of a branching operation, and the pseudooperation code tag for the point cf destination of a branching operation.

Branching within FFG : by a GOTC instruction, can \(b \in u s \in f u l\) in several situaticns. For instance:

To kypass an entire calculation section that is inapplicable when certain conditions apply (see Figure 44).

To call in a complete FPG routine that applies only under certain circumstances (e.g., square root).

To call in an FPG routine that applies tc several, kut nct all, card types. This method may consume less core storage space than repeating the specifications in several flaces.

To kypass detail cr total cutput under particular conditions (see Figure 44).

To iterate a sequence of specitications; i.e., to create a proqram loop (see Fiquire 44A, lines 05-13).

To repeat the same cutput several times, based on a control number which may vary for different input cards (see Proqramming_Tips, Appendix E).
2. Branching to an external subrcutine: Transferring contrcl of the program from RPG to an external routine in machine language, provided by the user or supplied ky IEM.

The routine must be in relocatable form, and must include the various control cards (such as ESD and RLD) normally created when a program is written in Basic assembler Language and then converted to machine language with the Basic Assembler program. The end of the routine must contain instructions to return contrcl to the RPG program. A thorough understanding of the SRL putlications IBM System 360 Model 20 Easic Assembler Tanguag (Card and Tape), Form C \(26=3602\) and IEM Syst 6 / 360 Model 20 Functicnal Characteristics, Form A26-5847 is a prerequisite.

This kind of branching involves the operation code EXIT for the point of origin of a branch, and the pseudooperation code rlabt. The latter identifies specification lines which define fields that are used both in an exter-
nal rcutine and in the \(F E G\) frcqram, and indicatcrs that are \(r \in f \in I \in n c \in d\) in an exterral subroutine.

Branchino tc an exterral rcetine may enable the user to inccrporate, in a program principally written for FPG , cperaticns not easily accomplished with FPG itself (e.a., selecticn cf the last card of each control group--see programming Tips, Appendix F).

Ary number of exterral sutrcutines may \(k \in u s \in d\) with an RPG ficqram, within the limits of core storage positions availakle.

3oth the coto and the EXIT cperaticns may te conditioned by the states of indicators designated in Contrcl Level (cols. \(7-8\) ) and Indicators (ccls. c-17).

Branchinc Within RPG
GOTO (Branch Tc)
This operaticn code defines the fcint cf crigin fer a skip (branch) to an fPG calculation specification line cther than the next in sequence. No cther cperaticn-besides initiating a brancr--is perfcrafd by the sfecificaticns in this line. Eranching can te tc an earlier or subseguent calculation specification line. For tranchino frcm detail-tinf calculaticns to total-time calculaticns, cr vice versa, see suksecticn \(k \in l c w\).

Factor 2 must contain the name (the address) of the fcint of destinaticr cf this kranch instructicn. The rules fcr forming this name are identical with those. for field names (i.e., one tc six characters in consecutive columns, tre first cf which must \(k \in\) in ccl. 33 and must be alphaketic, tle remainder being alphabetic cr numeric). The same foint-cf-destinaticn name may ke used with any number of GCTC points cf crigin; i.e., several fcints of crigin may all branch to the same FPG routine. But, of course, any cne pcint-cfdestinaticn rame can crly ke asscciated with a sinqle destinaticr fcint (see TAG, below). The fcint-of-destinaticn rame must not te used for any cther furpcse; i.e., it must not also \(b \in a\) field name in infut specificaticns or in other calculation operaticrs.

Factor 1, Pesult Field fand the asscciat \(\in \mathbb{d} f \in l d s f(f\) Fíld Lergth, Leciral Positicns and Half-Adjust), and Resultinq Indicators--i.e., ccls. 18-27 and 43-5c-must all te left blank.

The ecto cperation car \(k \in\) an unccnditional krarcr--ccls. 7-17 are then klark-cr it car te a conciticral kranch--i.e.,
there are entries ir Ccntrol Level and/or Indicators, cols. 7-17.

If Ccntrcl \([\in v \in l\) (ccls. 7-8) cortains an entry (LO-L9, or IR), the branch is executed at total time, provided the particular I -indicator is or--and subject to the status cf indicators that may \(k \in d \in s i q n a t e d\) in Indicators (ccls. 9-17). If Control Level (ccls. 7-8) is blank, the kranch is executed at detail time--subject to the status of indicators that may \(k \in d \in s i o n a t \in d\) in Indicatcrs (ccls. 9-17).

\section*{TAG (Destination of a Eranch operation)}

This pseudo-operaticn code merely desianates the specification line as a destination fcint to which a GOTO operation may branch. Factor 1 contains the point-ofdestination name (left-aliqned, starting in col. 18) that was assiqned in Factcr 2 of the related GOTO specification line (s).

A fcint-of-destination name cannot \(k \in\) associated with more than cne TAG specification line--otherwise the proaram could not know to which of several destination points it should kranch--nor can it serve as a field name anywhere else except as a destinaticn name in GOTO specification lines.

Factor 2, Result Field (and its associated ficlds), and Resulting Indicatcrs-i.e., cols. 33-5c-must be left klank. The Indicatcrs fields (ccls. 9-17) must also \(k \in\) \(l \in f t\) klank.

If the tag line is preceded ky totaltime sfecification lines (i.e., lines with I-indieatox entries in fentrol tevel, cols. 7-8), the IAG specificaticr. iine must also have an I-irdicator (L0, I1-I9, or IR) in Contrcl Level (cols. 7-8). If the tag line is fcllowed ky detail-time specification lines (i.e., lines without entries in Control Level, ccls. 7-8), tre tag line must also be klank in Control Level (cols. 7-8).

The presence or atsence of an rindicatcr in Contrcl \(L \in v \in 1\) (cols. 7-8)--as stipulated in the preceding paragraph-serves twc furfoses at object-froaram ofneraticn time:
1. The proaram checks that all sfecificaticns fcr detail time frecede all specifications for total time. The tac line must satisfy this creck.
2. Absence of an I-indicator in Control tevel (cols. 7-8) of the TAG line siqnifies that the destination of the branch operaticn lies within detailtime calculations; presence of an 1 irdicatcr in contrci tevel of the tag line sicrifies trat the cestination of
the franch operation lies within tctaltime calculaticns. The significance of this distincticn \(b \in c c m \in s\) apparent when branching between detail-time and total-time calculaticns is considered ( \(\mathrm{L} \in 1 \mathrm{cw}\) ).

Note: It is the presence cr atsence of an (any) L-indicator (in Control \(L \in v e l\) of \(t h \in T A G\) line) at generaticn time that \(d \in t \in r m i n e s\) whetrer the kranch destination lies within detail or total time. At object-program extcution time, it is immaterial whether that L-indicatcr is cn cr cff: the tag line will still serve to identify the kranch destination.

When ferforming a GOTO cperaticn, the program skips to the operation that follows the TAG line which contains (in Factcr 1) the same name that the particular GCTO line contains (in Factor 2). Trat next oferation may ke another specification line in the same cycle time-segment (detail cr total time, respectively); i.e., either the GOTO line and the line fcllowing tag are both blank in Contrcl Level (ccls. 7-8), or both contain L-indicators in Ccntrcl \(I \in v e l\). The operaticn in that line is then extcuted--subject to conditicning indicators in ccls. 7-17. Thence, operaticns procéd sequentially, line ky line, as is normal. If the tag line is the last calculaticn sfecificaticn line in a cycle timesegment (detail time or total time), the pertinent cutput operations follow (detailtime or tctal-time output), and the prcgram continues in its standard sequence as shcwn in Figure 6, RPG_Program_Lcqic. (If the GOTO and tag specifications are not in the same cycle time-seqment, see immediately below.)

Eranching E \(\in\) twén Letail-Time ard TctalTime Calculations within FPG
a. Eranching frcm tctal-time calculaticns to detail-time calculaticns.

If the GOTO line contains an LIndicator in Contrcl \(L \in v \in 1\) (cols. 7-8) kut the associated tag line does nct, the program skips frcm the pcint of the GOTO line in total-time calculaticns to the fcint fcllowing the tag line in the detail-time calculaticns.

Tctal-time and overflcw-time cutputs are kypassed. The status of all indicators remains unchanged--including I-indicators ( \(\mathrm{I} 0-\mathrm{L} 9, \mathrm{IP}\) ), cuerflcw indicators (OF, OV), \(M\) R indicator, and Field Indicators. Figure 6, RPG_EIogram Iogic, shows what ncrmal frcgram actions are bypassed cn a skip frcm total-time tc detail-time calculaticns.

The data from the previous card remains availatle. If the program then continues in the normal sequence, the data from the next card to be processed never beccmes available.

If the LR (Iast Record) indicatcr is cn before the branch operation, it remains on until completion of detailtime output, at which time it is turned off ly the prooram. Ncrmal end-of-job routines are bypassed; the exact consequences, if an \(\in\) nd-of-job situation exists, are difficult to predict in generalized terms, because they depend cn a combination of conditions.
b. Eranchinq from detail-time calculations tc total-time calculaticns.

If the GOTO line is blank in Control Level (cols. 7-E) but the associat \(\in d\) TAG line contains an \(L\)-indicatcr in Control tevel, the prcqram skips from the point of the ECTC line in detailtime calculaticns to the point following the TAG line in the total-time calculations. No detail-time output cccurs. Data from the next card is not transferred to the infut work area; the data from the card being processed remains available. (The same input data is repeatedly transferred to the process area each time the prcqram advances to detail-calculation time.)

Total-time calculations from the pcint of the \(T A G\) line are \(\in x \in c u t \in \bar{a}\) (again) sequentially--subject to the status of conditioning indicators in cols. 7-17, as is normal. This is folloutd (unless byrassed ky another GOTO instruction) aqain ky tctal-time output and, if of or \(C V\) is on, by overflowtime output--after which detail-time calculaticns recur. Fiqure 6, RPG Program Logic, should \(b \in\) consulted for the implicaticns.

Note: When branching from detail time to total time, the pertinent tctal-time calculations and output are performed-even if total time would otherwise be bypassed (see Total-Time Processing on "?un In", under Erogram fogic Flow). However, total time is still bypassed on subsequent cards--if it would normally be bypassed--unless total time is reached by a GCTC instruction.

If r-indicatcrs or card-type Resulting Indicators were turned on cr off (by SETON or SETCE, or as Fesulting Indicators) during detail-time calculations freceding the GCTC operaticn, they retain that status. If indicators assigned as Field Indicators, or the MR indicator, were turned on or off durina
detail-time calculaticns preceding the GCTO of \(\in\) ration, they revert--aft \(\in\) each repeated tctal-time cutput-- to the setting they had immediately freceding the criqinal detail-time calculations for the card beina processed.

If an overflow-indicator (OF and/or CV) was turned on or cff dering detailtime calculations \(\mathrm{fr} \in \mathrm{C} \in \mathrm{ding}\) the GCTO operation, it reverts--befcre cverflcwtime cutput--tc its status at tre end of the preceding total-time output. However, if \(O F\) (or \(O V\) ) was off at the conclusicn of the preceding total-time output, and a carriage-tape channel-12 punch is encountered during cne of the repeated total-time cutputs, \(O F\) ( \(c r o v\) ) turns cn. Once turned cn ky channel 12, it will always be cn at cverflcwcutput time, until the next detail-time output has been completed.

Ncrmally, branching from detail time to tctal time is employed to repeat printed cutput on faper forms. HCwever, if punching cr frinting intc combined-file cards is ferformed during
repeated total-time output, it takes Flace in successive cards of the file and these additional cards are not
\(r \in a d\). (SEE Multiple-Time output_to Cards_during_one_program_Cycle, under Program_Iogic Flow.)

Note: When the calculation specifications call for branching (GOTO and TAG) between detail time and total time, a warning message is printed during generation of the object proaram: "GOTO AND TAG aRE NOT IN THE SAME CALCULATICN TIME."

Figures 44A and \(B\) illustrate GOTO and TAG specifications. (The particular specifications used in Figure 44 --other than GOTO and TAG--were random choices.)

Explanaion of Entries in Figure 44A
If the result of the subtraction in line 01 was negative, control is transferred--ky the sfecificaticns in line 02--to RTN 1 (say, Routine 1) in line c9--both points wholly within detail time. Otherwise, the multiflication in line 03 is first executed, and then control is transferred


Figure 44A. Examples cf Eranching within ffg - I
to line co. This illustrates a conditional kranch (Indicatcr 10 in line 02 ) and an unconditional rranch (no Indicatcr in line 04); it also extmplifies fcrward brancring frcm several fcints cf origin (lines 02 and 04) to the same point cf destinaticn (line C9).

If the last cferaticn in Routine 1 dces not turn on indicator 15 , the Eroqram branches at that fcint tc RTN2 (say, Pcutine 2)--bcth the point cf crigin and the point of destination lying within detail time. Routine 2 fcllowed ky Rcutine 1 are then exfcuted refetitively until indicator 15 turns cn, whereafter the next sequential specificaticn after Routine 1 is executed. This grour of entries illustrates use cf a frograil loop (line 13 to lines 0s-12), and branching tack tc an earlier specification line within the same cycle time-segment.

After indicator 15 has turned on, tre next sequential operation (line 14) is carried cut. If the zore in the high-crder positicn cf ZETA is the equivalent of minus (i.e., indicator 20 is nct cn ), the program continues sequentially; but, if indicator 20 is on, detail-time calculaticns are terminated. Detail-time outfut is then the next operaticn. Trese entries show how to kypass remaining detail-time calculaticns:
the eCTO branch is to a TAG line that is tre last detail-time specificaticn--the ENDDII TAG-line is klank in Control tevel (cols. 7-8), which defines it as a detailtime specificaticn; the next specification line has an L-indicator in control \(L \in v \in l\) (cols. 7-8), which defines it as a totaltime sfecification. Therffcre, the ENDDTL TAG-line is the last detail-time calculation specification.

If, instead of klanks, an \([\)-indicator were entered in Control Level (cols. 7-8) of the ENDDTI TAG-line, the effect would be--

> If indicator 20 is nct on: no difference.

If indicator 20 is on: the specifications ir line 14 would be the last detail-time operations performed. The next oferation would be at total time-line 19, or a subsequent line, depending on the status of conditioning indicators desionated in cols. 7-17. No detail-time outfut would occur until, possibly (depending on execution of GOTO instructions next detail time), following detail-time calculations after the next tctal-time output.


Figure 44E. Examples cf Eranching within fPG - II

Explanation of Entries in Figure 448
The specificaticns in lines 02 tc 04 are always executed at detail time. If the MR (Matching Reccrd) indicatcr is on, detciltime outfut follcws, subseçuently fcllcwed by tctal-time calculations in the normal manner. If the MR indicatcr is cff, detail-time output is bypassed, and the proqram \(\in x \in c u t \in s\) tctal-time specifications, beginning with line \(10--c r\) a subsequent line, defending on the status of the \(L\) indicators in Control Level (ccls. 7-8); if I 1 and \(L 2\) are both off, tctal-time output is the next operation after detail-time calculaticns. This illostrates not cnly bypassina of detail-time output, but also the facility of entering intc any foint of the total-time calculaticns. It alsc foints cut that, if the status of all conditioning indicators happens tc frevent extcution of any calculaticn specification in a cycle time-segment, tctal cutfut for a time segment can occur without any freceding calculaticn cferations.

If indicators L2 and 12 (line 13) or I1 and 99 (line 15) are on, tctal-time and overflow-time outputs are kyfassed, and specificaticn line 02 of detail-time calculaticns is executed next. In the former case (Indicators L2 and 12 cn ), the last total-time calculaticn specificaticn is also bypassed. If \(n \in i t h \in r\) the indicatcr pairs I2 and 12 , nor I1 and \(9 c\) are cn , total-ti凹e calculaticns are completed in the normal manner, followed by tctal-time cutput. These specifications illustrate the following: branching frcm cne of two points of origin to one fcint of destination; bypassing of tctal-time output, and optional ecneurfent kyfassing of scme total-tire calculaticn sfecificaticns (line 14).

Note: The TAG lines defined as total-time lines ( \(s \in \in\), for \(\in x a m p l e\), line \(C Q\) in Fiqure
 Level (ccls. 7-8) will ferferm their function regardless of whether the farticular indicator is cn.

\section*{Eranching to an External Rcutine}

EXIT (Branch TO)
This operaticn code defines a foint in the RPG calculaticn sfecificaticns at which control cf the frcqram is transferred tc a designat \(\in d\) external subroutine previcusly prepared in System/360 Mcdel 20 machine language. The address fcr return to the RPG frogram is stored in register 14.

Factor 2 must contain the name the address) of the subrcutine tc which control is tc be transferred. (This name is entered at START in the sutrcutine.) The name may \(k \in\) cne tc four fositicns lcnq.

The first character must te alphatetic and must \(t \in\) in col. 33; the crtional (cne, two, or three) additional characters may be alphatetic or numeric (special characters and \(\in m b \in d d \in d\) rlanks are not fermitted). The name must be unigue: it must not also be a field or tag name within RPG.

Factor 1, Result Field (and the associated fields for Field length, Decimal positions, and Half-Adjust), and Fesulting Indicators--i.e., ccls. 18-27 and 43-ธs-must all be left blank.

The EXIT operation can \(\mathrm{f} \in\) an unconditional branch: --cols. 7-17 are then blank; or it can be a conditional tranch-i.e., there are entries in Control Ievel and/cr in Indicators, cols. 7-17.

If Control Ievel (cols. 7-8) contains an entry (LO-I9, or IR), the branct is executed at total time, provided the particular \(L\)-indicator is on--and subject to the status of indicators that may be desiqnated in Indicators (cols. 9-17). If Control Level (cols. 7-8) is klank, the branch is executed at detail time--sukject to the status of indicators that may be designated in Indicators (cols. 9-17).

Positicn_of_EXIT_SFecifications. The EXIT operaticn may be used anywhere in the RPG program. However, the user should be aware of the follcwing considerations regarding fcur specific positicns of the EXIT operation code in the proqram:
1. If the EXIT cperaticn is the first detail-time calculation specification of the frogram, control will be transferred to the sukroutine upon completicn cf the input routine; i.e., as scon as the pertinent input data has \(b \in \in n\) flaced in core storage, ready for prccessing by detail-time calculation specifications.
2. If the EXIT cperation is the last detail-time calculation specification of the program, control will ke transferred to the desionated subroutine immediately before detail-time output. Upon return from the subroutine, the RPG cutput routine is entered.
3. If the EXIT operation is the first tctal-time calculation specification of the program, the exit to the subroutine takes place just after the record type has been determined and any control fields have been tested.
4. If the EXIT operation is the last tctal-time calculaticn specification, ccntrol will be transferred immediately before total-time output. Uvon return frcm the subroutine, the RPG output rcutine is entered.

Requirements and Festricticns related to use of external subroutines with Model 20 card FPG:
1. All sutroutines to \(k \in\) incorpcrated in this \(F P G\) program must have \(k \in \in\) coded in Mcat 20 Easic Assembler Ianguace (using the IBM System/ \(\overline{6} 0\) Easic Assembler Shcrt Coding Fcrm, X28- E 506) , \(^{\prime}\) and converted sefarately (frcm the RPG program) to machine language with the Basic Assembler program. The resulting cbject-program deck is lcaded at FFG program-generaticn time. If the ckject program is punched cut, the subrcutine beccmes an inteqral part of the furched object deck in TXT-card format, so that it is relcaded with the ctject deck each tire it is loaded tc perfcra the particular job.

Since the subroctines and tre feg prcgiam are to be lirked, the subrcutines must te relocatakle and all Easic Assembler lirking converticns must ke observed.
2. a. Fields used in kctr the frg frcgram and subrcutines must be defined and identified in the fFG prcgram--see FIAEI, kElcw.

Note: \(A\) field cannct \(k \in d \in f i n \in d\) in the subrcutine fcr use in \(\operatorname{FPG}\); i.e., the ULABI statement is nct available.
t. Indicators used in a subrcutine must be identified in the FPG program--see RIAEI, below.
3. \(\bar{A}\) surfoutine can have criy cre entry fcint, and this must \(k \in i t s\) first instruction.
4. The sukroutines must nct consist of mire than a single sequent each, ncr can control te transferred frcm cne sukrcutine tc anctrer.
5. Fields defined in cne sukrcutine cannot be used in ancther subroutine.
6. Lata in fields \(d \in f i n \in d\) as ruferic ir the FPG program is transferred to a subrcutine in facked fcrmat. Data in a field defined as numeric that is transferred from a subroutine to the RPG object program must \(k \in\) in facked format.
7. The facility for branching tc external subroutines (i.e., operaticn code EXIT ) is not intended for the ferfcrmance of input cr output cperaticns.

Input or cutput operations via instructions in sukrcutines shculd not

Le attempted without a comprehensive grasp cf device instructions, device and proqram time relaticnships, and the internal logic of the RPG object proqram. Almost invariakly, difficulty will be experienced by the user whose surrcutine addresses any of the same I/C devices employed in the associated RPG frogram.

Use_of Registers_in_ calls for observance of the followina rules
1. Reqister 15 must be the base register for all subroutines. (The first instruction must be EASR 15,0 if instructions in the sukroutine reference cther foints within the subroutine.)
2. FFG automatically stores the return address in register 14. The return address is the address of the FPG calculatic:-specification stat \(\in m \in n t\) or cther oferation to which control is to be returned upon completion of the subroutine; i.e., the address of the stat \(\in\) ment \(C r\) cperation following the EXIT operation.
3. The contents of any other reqisters used within the subroutine must be preserved before the subroutine is executed.

Such registers must \(k \in\) restored to their oriainal contents before control is returned to the main (RPG) proqram.
4. Registers 12 and 13 should not \(k \in u s \in d\) if the frogram is ever to be run on a system/ 360 model higher than Model 20.

Use of Indicatcrs in Subrcutines reauires RTABL statements in RPG (see below), and the followinc information:
1. a. The hexadecimal representation for the indicatcr-CN conditicn is \(F\) O.
b. The hexadecimal representation for the indicatcr-CFF condition is OC.
2. To turn an indicator \(C N\) or \(O F F\), set the data located at INxx (see FiAEI, kelow) tc F0 cr 00, respectively.
3. To test the status of an indicator, examine the data located at INxx (sef RIAEL, belcw) for hexadecimal FC (=CN) or hexadecimal CC (=OFF).
blabl (Referencevitatel)
All fields that are used both in the FPG program and in an external subroutine must te defined in the RPG froqram. In addition, each field used in koth the FPG fro-
qram and an external subroutine, and each indicator referenced in a sukrcutine, \(u\) ust be especially identified in the FPG program.

The pseudc-cperaticn code RIAEI desiqnates a specificaticn line that identifies either a field used kotr in the fPG prcgram and an external subrcutine, cr the ccde of an indicator utilized in a subrcutine. For each suct field cr indicatcr, RIABI is recorded in cols. 28-32 (Cperation) of a calculaticn specification line, and the name of the field or indicatcr in tre first four columns (ccls. 43-46) of Result Field; Field Length and Decimal Pcsiticns are designated if the field is nct \(d \in f i n \in d\) elsewhere. All other fields in the specification line must fe left klark.

RIABL lines may appear in any fosition among the calculation specificaticns; fut core space during object-frogram generation is conserved by grouping all of them as the last calculaticn specificaticns.

A maximum tctal cf 14 indicatcrs and/or RPG field names--i.e., uf tc 14 field names and indicators identified in PLAEL lines-can \(E \in u s \in d\) in cne external subrcutine; but any field name or indicator identified in an RIABL statement may be used in any numker of sukrcutines. (Ey means cf a sfecial sukrcutine that simulates indexing, it would be fossible to exceed this limit of 14.)

The Field Name in an RLAEI line may \(\mathrm{c} \in \mathrm{frcm}\) one to fcur characters long, beginning in col. 4き. The first character must be alfhaketic; the cfticnal (cne, two, or three) acđitional characters mày be alfta-
betic or numeric (sfecial characters ard embedded blanks are not permitted). If the field name is not defined in the input specifications, or \(\in l s \in w h \in f\) in tre calculation sfecificaticns, it must \(t \in d \in f i n \in d\)
 cols. 40-51 and, if the field is to be defined as numeric, al entry ( \(C-G\) ) is made in Decimal Positions (col. 52)--set secticns on Fesult Field, Fíld Length, and Decimal_Fogitions, above.

Field names must not be ide'rtical with a GOTO destination address (i.e., must not duplicate the full field name identified in a TAG line) ; nor may they beain with IN in an \(\mathrm{f}[\mathrm{ABL}\) line, tecause INxx is reserved for indicators. A table name (TABX) may be entered as a field name in Result Field of an RLABL line; but the name of such table must not consist of more than four characters (including TAB)--the data selected from that table in the last Lorup operation is thus available tc external subroutines.

An Indicatcr that is used ir a subroutine is identified in the Result Field of an RLARL line ky the letters IN in cols. 4344. follcwed \(k y\) the letters or numbers of the relevant indicator. In the subroutine, that indicator can then be referred to as the data lccated at INxx. For example, if the MR (Matchina Reccrds) indicatcr is tested or set in an external subroutine, an RIABI line with the characters INMF in cols. 43-46 is requir \(\in d\); ir the sukrcutine, that indicator can then \(k \in r \in f e r r e d\) to as the data lccated at INMR.

Fiqure 45 illustrates reth 5 pg and Easic Assembler Lanquage coding skeletons for an external sukroutire operatior.


Figure 45. Coding Skeletcrs fcr Sample External Sukrcutine Application.

\section*{Table Lcck-Up Operations}

General Introducticn
Model 20 FPG provides the akility tc search through a core-stored table--known as an argument table--for takle data--kncwn as the takle argument--that kears a predetermined relaticnship (high, low, or equal) to cther designated RPG data (a literal, cr the contents of a field)--kncwn as the search argument. Execution cf this lock-up operation may be conditicned by indicatcrs assigned tc Contrcl Ievel (ccls. 7-8) and/ or Indicators (ccls. 9-17). The status of cne or twc Resulting Indicatcrs reflects the type of match attain \(\in\) d (high, low, equal, or \(n \subset n \in\). These Resulting Indicators may be assigned tc condition the extcution of calculation and/or cutput sfecificaticns.

If desired, suksequent calculaticn and/ cr output specifications can call forth the argument-table data that satisfied the designated relaticnshif, and/or an asscciat \(\epsilon d\) data \(\in\) ntry frcm ancther table-termed a functicn takle. The tatle aroument and functicn data each remain available until the same tables are again used in a icok-up operation, and an appropriate argument match is attained; if the predetermined search relaticnshif is not satis-
fied, the fcrmer data still remains availakle to the program, unless an external subroutine instruction has placed other data into the same lccation.

Tatles can be in ascending, descending, or randcii sequence; but unsequenced tables can only be scanned for an "equal" match. Any number of tatles may \(k \in\) used in one proqram, within the limits of available core storage space. Aroument and function tables need not \(k \in\) in the same sequence, nor \(n \in \in \mathbb{d}\) they have the same data format (alphameric or numeric). Any table in core storaqe can be emplcyed as an argument table or as a function takle, and this assignment \(n \in \in d\) not ke uniform for different look-up instructions in the proqram.

The table name, sequence (ascending, descending, or randcm), table-infut arrangement (argument and function alternating or sefarate), and number of entries in a table, as well as the format of the entries themselves (alphameric or numeric, location of decimal foint, size of field), are defined in the File Extensicn Specifications--descrited in the next chapter.

Takles in core stcraqe cannct re updated or changed in any way ty the Model 20 card RPG proqram.

Note: It is possible, by \(u \in a n s c f a n\) external sukroutine (see ExIT, abcve), to update takles during execution cf an FEG proqram and, optionally, tc punch them out in converient format at ceject-frogran executicr time.

However, a tarle cannct \(k \in \in x f a n d \in d x y\) additicnal entries at object-program execution time--unless its size specificaticn was deliterately inflated and the tableinput deck was padded with tlank cards (see Number of Takle_Fntries FEr_Takle, in File Extensicn_Specificationsl.

Takles are loaded with the \(k P G\) source program at frogram-generaticn time, and are printed cut at qeneraticn time exactly as entered. If the cbject frcgram is funched out, the takles form an integral part cf the funched object deck, in TXT-card fcrmat, so trat they are relcaded with the cbject \(d \in c k\) each time it is loaded tc ferform the rarticular job.

IOKOP (Tarle Icck-Up)
This operation code, entered in cols. 2832. causes a table search tc \(k \in f \in I f c r m \in d\). It is used in conjuncticn with Resulting Indicators assigned in ccls. 54-59 and with desionaticn cf a search factcr (search argument), the name of a table tce scanned (argument takle) and, cfticnally, the name cf a takle (called a functicn takle) that is tc frcvide a functicn associated with the argument.

The pertinent associated entries, in the same calculaticn-specificaticn line, are:
1. Contrcl Level (ccls. 7-8)--cFticnal.
a. If \(k\) lank, the lcck-uF is performed at detail tire, sukject to Indicatcrs (cols. 9-17).
b. If I-indicatcr (IO, I1-IC, IR) is entered, the lcok-up is ferfcrmed at total time, provided the farticular I-indicator is then \(c n\), and subject to Indicatcrs (ccls. 9-17).
2. Indicators (cols. 9-17)--optional.

Cn or cff status of indicatcrs may ke desiqnated to conditicn \(\in x \in c u t i c n ~ c f ~\) the lcck-up operation.
3. Factcr 1 (ccls. 18-27): search arquafnt--reguired.

Enter the search argument, left-aliqneत (i.e., keqirnina in ccl. 18).

This may be either:
a. An alphameric cr numeric literal, or
b. A field name defined in the input specifications or elsewhere in the calculation specifications, or
c. The name of a table. A table entry selected in a previous IOKUP operation may thus become a search argument.
4. Factor 2 (cols. 33-38): argument table--required.

Enter (left-aliqned) the name of the tarle to be searched for data that bears a predetermined relationship (see Resulting Indicators, item 8, below) to the search argument.

All takle \(n a m \in S\) beqin with the letters TAB, followed by one, two, or three alphabetic and/or numeric characters--see File Extension Specificaticns, \(\mathrm{L} \in \mathrm{l}\) ow.

Note: Data in the arqument table must have the same total field length and format (alphameric or numeric) as the search argument; but the decimal-point Iccation (for numeric fields) need not be identical. No decimal aliqnment is Ferformed by the program in a ICKUP cferation.
5. Fesult Field (cols. 43-48) : function takle--cptional

Enter (left-aligned) the name of the tarle from which an asscciated function is to \(k \in\) retrieved (after an appropriate tarle araument--Factor \(2-\) has been lccated to satisfy the search argument --Factcr 1).

Note: The manner in which the program determines the function-table entry that corresponds to an arqument-table entry is descrited kelow (Eerformance and Kesults_of_a_Table_Look=Up_opera二 tion, part 2).

The Result \(F i \in l d\) is left \(k l a n k\) if \(a\) corresponding function from another table is not needed. It may cnly be desired to ascertain whether a table argument of the apprcpriate relaticnship to the search arqument is present --as indicated ky the status of cne or two Resultinq Indicators (see item 8. below) ; or, it may ke desired to use only the takle argument that satisfied a criterion of \(\mathrm{Hi} \mathrm{c}_{\mathrm{h}} \mathrm{cr}\) Low, and therefore is not identical to the search arqument.
6. Fiєld Length (cols. 49-51) and Decimal Eositicns (ccl. 52)--cpticral; may alway be left blank. These fields must ke left blank if nc functicn table (fesult Field) is specified.

If a functicn table is specified (in ccls. 43-48), Fíld \(I \in r g t h\) and Decimal Ecsitions (if numeric) may be defined here. This is, however, superflucus, since all tables must in any case \(k \in\) defined in the File Extensicn Specificaticns. If the Result Field is redefined here, the field-Iength and Deciral-positicns entries must accord with those in the File Fxtensicn Specificaticns.
7. Half-Adjust (ccl. 53): leave klank
8. Fesulting Indicators (ccls. 54-59)--at least cne entry required (fut never more than twc--see belcw).

Tre argument table (Factcr 2) is searched for an entry that kears to the search argument (Factor 1) the relationship designated ky the assignment cf cre or two fesulting Indicatcrs.

Note: Tarles are stcred ir the crder in wich the table data is lcaded--no check is made to assure that the takle \(s \in q u \in n c \in a d t \in r \in s t c\) any secuence (ascending or descending) that may be specified in the File Extensicn Specificaticns. The search always commences with the takle entry loaded first, and progresses entry-by-entry until the designated search condition is satisfied cr the search is terminated. Thus, if an cstensibly sequential table is out of order, inaffrcpriate table data may be selected and inccrrect Resultirg-Indicator setting may \(k \in\) ca used (see samples, below).

Eesulting Indicators assignments in a IOKUP operation have the effects itemized kelcw:

A Resulting Indicator assigned to Equal (cols. 58-59) instructs the frcgram to lccate an argument-table (Factor 2) entry equal to the search argument (Factor 1). The indicator turns on if such an entry is fcund; otherwise, it turns off.

Note: The status of a Resulting Indicator assicned tc Equal cf a LCKUP cferaticr is not affected ky a Blank-After instruction in the ortput-fcrmat specificaticns, ncr is it set on at the beginning cf frcarall ex \(\in\) cution.

An indicator assigned tc Low (ccls. 5657) instructs the prograif tc lccate that argument-table entry that is nearest to, but lower in sequence thar, the search
argument. 'uhe indicatcr turns on if such an entry is fcund; otherwise, it turns off.

An indicatcr assigned tc Hiah (cols. 5455) instructs the program to locate that aroument-table entry that is nearest to, but higher in sequence thar, the search argument.

At least one Resulting Indicatcr must be assiqned. If an indicator is assigned to Equal and to Hiqh, or to Equal and to Iow, the program searches for an arqument-takle entry that satisfies either cne of the tuo designated conditions, with Equal qiven precedence. The indicator for the condition that was satisfied turns on; the other indicator turns cff--unless the same indicator is assigned to both conditions, in which case it will be on. If neither condition is satisfied, the indicators turn off.

When several successive identical entries exist in the argument table, the first one encountered that meets the appropriate search criteria is selected: for an Equal condition, this is the first equal value; for a figh or ICw condition, it is the high or low entry physically closest to equal. frovided the table is in proper order. The significance of this (i.t., why it matters which of \(s \in v \in r a l\) equal entries is treated as the "hit") becomes apparent when function tables are discussed (below).

If the aroument table is not specified to \(k \in\) in ascending or descending sequence, a search can only be made for an Equal condition. (If an indicator is assiqned to High or Iow, but sequence is not desiqnated for the argument takle in tre file extension specifications, a warning message is printed at program-generaticn time.)

Note: The column headings of High and Iow for Resulting Indicators must be considered reversed for the LOKUP operation--for LOKUP
```

Hiqh stipulates: Factor 2 > Factor 1
Low stipulates: Factor 2 < Factor 1

```

The expanded explanaticns below cover further particulars--including th \(\epsilon\) contingency of an argument table, defined as being in sequence, being cut of order:
1. If \(n c\) sequence is desigrated in the file extension specifications (col. 45 or 57)--regardless of whether the table is actually in \(s \in q u \in n c \in:\) A (any) Resulting Indicator must be assianed to Equal (cols. 58-59).

Note: If no sequence is sfecified in the file extensicn specifications, a Fesulting Indicator assigned to Pioh (ccls. 54-55) or ICw (ccls. 56-57) will
ke igncred--i.e., retains its fcrmer setting--if an indicatcr is also assigned to Equal; if ncne is assigned to Equal, the indicatcr assigned tc High cr to Low is treated as thcuqf assigned to Equal. If no Resultina Indicator is assigned tc Equal, kut different indicators are assigned tc bcth High and Iow, the indicator assigned to High is treated as assigned to Equal; the other cne is igncred. (A warning messace is printed during frcgram \(\quad\) gneration.)

The program searches through the argument table (Factcr 2) until it either finds the first data that matches the search argument (Factor 1) exactly, or the entire table has \(\mathrm{t} \in \in \mathrm{n}\) scanned--whichever cccurs first.

If a match is fcund, the Resultina Indicatcr assigned tc Equal turns cn; if \(n c\) match is found, it turns off.

Example: Search argument (Factcr 1) = 5.

Argument table (Factor 2) \(=\) 1. 3, 5, 5, 8, 9 .

The first (underlined) 5 is selected, and the Resulting Indicatcr assigned tc Equal turns on.
2. If Ascending argument-tatle sequence is desiqnated in the file extensicn specifications: The table is assumed tc be lcad \(\in\) d in ascending sequence.

A (any) Pesulting Indicatcr must be assioned to at least cne of the three fields (cols.. 54-55, 5€-57, 5ع-59) ; but the same or different indicators may also \(k \in \in f \in c t i v \in l y\) assioned tc twc fields: High and Equal, or Low and Equal. The indicator for the condition that is satisfied turns cn ; the indicator assigned to a seccnd condition turns off, unless it is the same indicator.

If indicators are assigned to High and Equal, or to Lcw ard Equal, Fqual takes precedence if the equal condition can be satisfied (and prcvided the table is in proper sequence).
a. If a Resulting Indicatcr is assigned only to Equal (cols. 5859): The lock-up cperation is identical to that described under 1, above. Nothing is gained by designating a secuence in the file єxtension \(s p \in c i f i c a t i o n s\).

Fxample--wrich illustrates tre search for Equal through tre entire
table, \(\in \operatorname{ven}\) thouch the table is out of crder:

Search argument \(=5\).
Arqument tatl \(\epsilon=1,2,9,16,4,5\), 6.

5 is selected.
b. If a Resulting Indicator is
assigned only to Hioh (cols. 54-
55): The first arqument-table
entry encountered which is hiaher
in sequence than the search aroument is selected (i.e., becomes the data accessed whenever, thereafter, the table name is used as a field name, before another LCKUP operaticn on the same takle).

Examples:
```

(i) Search arqument (Factor 1) = 5.
Argument tarle (Factor 2) = 1,
3, (E), 8, c, ...
8 is sel\incted as satisfyino the
s\inarch conditicrs, reqard-
less of whether the entry 5
is present in the tarle.
The Fesulting Indicator
assiqned to Hiar turrs or.
(ii) Search argument = 5.
Argument table = 1, 1, 2, 3, 3,
4, 5, 5, 5.
No table entry satisfies the
search condition.
The Resulting Indicator
assiqned to Hiqh turns off.

```

But note:
```

(iii) Search arqument = 5.
Argument table = 1, \&, \&, E, 5,
6,... (takle cut of
s\inqu\innce)
The first (underlined) 8 is
selfcted, although 6 is
nearer to 5 in value and
position; rut the first 8 is
the first value oreat\inr than
5 that is encountered.
The Resultina Tndicator
assiqned to Hiqh turns on.

```
c. If a Resulting Indicator is
    assigned only to Icw (cols. 56-57):
    The argument-table entry that is
    nearest to, but lcwer in seaúnce
    than, the search aroument is
    selected--provided the table is in
    profer sequence.
    Note: Tc generalize for any
    seguence in which the table might
    actually be \((w h \in n\) ascending
    sequence is specified): The last
    arqument-table entry is selected
    which precedes tre first entry trat
is either equal tc, or higher than tre search aroument.

Fxamples:
(i) Search argument = E.

Arqument table \(=1,3\), (5), 8 , G ...
3 is selected as satisfyino the \(s \in a r c h\) conditicn, regardless of whether the entry 5 is present in the table.
The Resulting Indicatcr assigned tc Low turns on.

Eut note:
(ii) Search argument = 5 .

Argument table \(=1,2,2,10\), 3, 4, 5, 6 (tatie ort of \(s \in q u \in n c e)\).
The second (underlined) 2 is selected, although 4 is closer to 5 in value and position. The second 2 is the entry trat immediat \(\quad\) ly precedes the firstencountered entry (1C) that is equal to or higher than the searct arçument (5).
The Resulting Indicator assiqned tc Low turns on.
d. If Resultira Indicators are assigned botr to High and Icw (irrespective of whether an indicator is alsc assigned tc equal): The indicator assigned tc Low is ioncred, and retains its fcrmer status. (The \(\in f f \in c t\) of the incicatcr assigned to Hiqh is explained akove and below.)
€. If Resulting Indicatcrs are assigned to High (ccls. 54-55) and Equal (ccls. 58-59): The first arqument-takle ertry enccuntered which is either equal to, cr higher in sequence than, tre search argu\(\mathbb{m} \in \mathrm{nt}\) is \(s \in l \in c t \in d\).

Examples:
(i) Search araument (numeric) \(=+5\). Aroument table \(=1,3,5,5,7\), 9.

The first (urderlined) 5 encountered is selected as satisfying the search conditions: an entry is always tested first for fqual, if an indicator is assigned to Equal.
The Resulting Indicator assigned to Equal turns on; the indicatcr assigned to High turns cff, if it is a different indicatcr. If the
same indicatcr is assigned to koth conditicns, it turns on if either condition is satisfied; it turns off only if neither an Egual nor a High condition was satisfied.
(ii) Search arqument (numeric) \(=5\).

Arqument table \(=-8,-5,-4,0\), \(+1,3,+7,9\).
+7 is selected, being the first-encountered value algebraically equal to or higher than 5.
The Resulting Indicator assigned to Hiqh turns on; the indicator assigned to Equal turns off, unless it is the same indicator.
(iii) Search arqument \(=5\).

Argument table \(=1,1,2,3,3\), 4, 4.
No tarle entry satisfied the search conditions.
The Pesulting Indicators assianed to High and to Equal turn cff.
f. If Resulting Indicators are assigned tc Iow (cols. 56-57) and Equal (cols. 58-59): The first argument-takle entry that satisfies either condition--as explained in (a) and (c) above--is selected. However, each table entry is tested first to see whether it is equal to the search arqument: if higher, the proqram then selects the last preceding lower entry.

Examples:
(i) Search argument (alphameric) = N .
Aroument table \(=\mathrm{A},+5, \mathrm{E}, \mathrm{J}\), \(-5, N, F, S, 5\).
-5 (=N) is selected (i.e.. first equal encountered): an entry is always tested first for Equal, if an indicator is assigned to Egual. The Fesulting Indicator assiqned to Equal turns on; the indicatcr assianed to Low turns off, unless it is the same indicator.
(ii) Search arqument (alphameric) = N.

Argument table \(=\mathrm{A},+5, \mathrm{E}, \mathrm{T}\), I. \(\mathrm{F}, \mathrm{S}, 5\).

The second (underlined) \(J\) is
selected: \(P\) is hiaher tran
\(N\) (in the EECDIC sequence); the program therefore selects the last precedina
lower entry.
The Resulting Indicator
assiqned tc Lcw turns cn; the indicatcr assigned to Equal turns cff, unless it is the safe indicatcr.

No table \(\in\) ntry satisfies search conditions.
Tre Fesulting Indicators assioned tc Iow and to fcual turn off.

Eut note:
(iii) Search arqument (alphameric) \(=\mathrm{N}\).
A :qument takle \(=A, E, E, E, N\), S (table cut cf \(\leq \in q u \in n c \in\) ). E is selected: when \(P\) (hiaher than search arqument) is reach \(\in \mathbb{d}\), the frcaram \(s \in l \in c t s\) the last \(\mathrm{pr} \in \mathrm{c} \in \mathrm{d}\) ing lcwer entry, althcugh an exact match (N) exists in the table.
The Resulting Indicator assigned to Tow turns on; the indicatcr assigned to Equal turns off, unless it is the same indicatcr.
```

3. If rescending argument-takle sequence
is desiqnated in the file extension
specificaticns: The table is assumed
tc be loaded in descending seguence.
The effect of LCKUF oferaticns is
identical as for ascending takles (see
2. atove). The cnly differences cccur
when supfosedly seguential tables are
cut cf order.
Examples
a. If Pesulting Indicatcrs are
assiqned tc Iow (ccls. 5e-57) and
Equal (ccls. 58-59).
```
    (i) Search arqument (Factor 1) \(=5\).
        Arqument table (Factcr 2) \(=0\).
            \(8,6,5,5, \equiv, 1\).
        The first (underlined) 5
            enccunter \(\in d\) is selected.
        The Resulting Indicatcr
            assioned to Equal turns on;
            the indicatcr assigned to
            Low turns off, unless it is
            the same indicatcr.
        (ii) Search argument \(=5\).
        Argument table \(=9, \varepsilon, E, E, 3\),
        \(3,1,0\).
        The first (urderlined) 3
            enccuntered is selected.
        The Resulting Indicator
            assigned tc Lcw turns cn;
            the indicatcr assigned to
            Equal turns cff, unless it
            is the same indicator.
(iii) Searct argument \(=5\).
        Aroument tatl \(=9,0, \varepsilon, 7,7, \varepsilon\).

Fut note:
(iv) Search arqument \(=5\). Argument table \(=9,1,4,5,4\), 3 (takle cut of \(s \in q u \in n c \epsilon\) ).
1 is selected, although there is an Equal value in the takle: 1 is the first value enccuntered that is lower than 5 , and it is encountered before 5 .
The Resultina Indicator assigned tc Iow turns cr; the indicator assianed to Equal turns cff, unless it is the same indicator.
b. If Fesulting Indicators are assigned to High (ccls. 54-55) and Equal (cols. 58-5c):
(i) Search argum \(\in\) nt \(=\mathrm{S}\). Arqument table \(=Z, V, T, R, R\). \(T\) is selected. The Fesultina Indicator
assiqned tc High turns cn; the indicator assiqned to Equal turns cff, urless it is the saut indicatcr.

But note:
(ii) Search argument \(=\mathrm{S}\). Argument table \(=\mathrm{Z}, \mathrm{W}, \mathrm{P}, \mathrm{T}, \mathrm{S}\), - taitle out of sequericet. \(W\) is selected, altrouch trere is an entry \(s\) in tre table: W is the nearest ertry preceding an entry lower in sequence than the equal value (s), and the lower value ( P ) is encourtered \(b \in f o r \in\) the equal value (S).
Tre Resulting Indicator assigned to High turns on; the indicator assiqned to Fqual turns off, unless it is the same indicator.

Perfcrmance and fesults of a matle I cok-Up Operaticn
1. Using a single table

This prcvides indicatcr settinas trat reflect the success (if any) ana nature cf the match achieved (Eigh, Low, cr Equal), and--if a match was achiev \(\in \dot{d}--\) access to the affrcfriate araumenttatle data selected.
âs explained in detail aboves The cperaticn code ICKUP is specified in operation;

The search argument (literal cr field name) is entered in Factcr 1;

The name--TABx (x) (x)--cf the argument table is entered in Factor 2;

Cne or two Resulting Indicators are assigned--to determine the tyfe of match desired between the argumenttacle and the search-argument entries, and to reflect the result;

An L-indicatcr is entered in Ccntrcl Level if the LCKUP is tc take Flace during total-time calculations; Control \(I \in v \in l\) is left klank if the operaticn is to \(k \in f \in r f c r m \in d\) at detail time;

If desired, executicn cf the oferaticn is made contingent cn the status of conditioning indicators €ntered in Contrcl \(L \in v \in 1\) (ccls. 78) and in Indicatcrs (ccls. 9-17).

When the LCKUP oferaticn is terminated:

The status of the Resulting Indicators reflects the result cf the table search.

A core storace "hold" area, previously assiqned to each takle by the frogram, contains the argument-table data that was selectєd because it satisfied a search critericn (Equal, High, cr LCw). (This is a sefarate core location--not part of the lccation where the table is stored. The integrity of the storaoe cf the table itself is not disturbed.)

If a search critericn was not satisfied (i.e., nc match was fcund cf the type specified by tre indicators assign \(\in\) d in Resulting Indicators), no move to the hold area is performed. It then retains its ferfer contents: the data selected as a result of a previous LCKUF cperation on the same takle; or, data placed there by using that tatle name as a result field in an external subrcutine; cr, if ncthing was \(\in \mathbb{v} \in \mathrm{I}\) flaced into the field, klanks (if alphameric) cr zercs (if numeric).

Sutsequent availability of data selected frcm a table in a ICKUP operation:

Whenever a table name (TAExxx) is used as a field name in factcr 1 cr Factor 2--in an operaticn cther than

ICRUP--this actually references the hcld area for ICKUP-selected table data, not the table-storage area itself. The last data \(f l a c \in d\) in that hcld area is thus accessed by use cf the field name in any other operation.

By \(\in\) nterinq the arqument-tarle name as a Factor in other calculation operations, the data last selected from the argument table can be used as source data for other calculation specifications: by using the araument-table name as a Field Name in the cutput-format specifications, the data last selected frcm the argument table can be printed and/or punched.

By using the argument-table name as Result Field in an external subroutine, the contents of that hold area can be changed--but this does not alter the table data, which is stcred elsewhere. (The selected argument-table data in the hold area can be made available to external subroutines ky identifying the field ky the \(T A B x\) field name in the Result field of an RIAEI line. Note, however, that the tarle name must corsist of exactly four characters--TARx.) If the argument-table hold area is not \(r \in f \in r \in n c \in d\) as a field immediately after the ICKUP operation, the user must \(b \in\) careful not to alter its contents (by use in an external sutroutine) if \(t \in\) intends subsequently tc utilize the selected argument-table data.

The argument-table name may also \(k \in\) used as Factcr 1 (search araument) in a IokUp operation. The search aroument is then the data selected from the argument table in a previcus Ickup oferation, or data plac \(\in\) d in that hold area by an external subroutine.

A takle name must nct be used in kesult field except in a rCKUP or Fitast operation.
2. Use cf twc tables in a ICKUP cperation.

All statements made for use of a sinale takle (see 1, akcve) affly. In additicn, data in a corresponding position of a second table--called a function takie--becomes availakle when a match is achieved ketween the search arqument and data in the argument table.

The name--TAEx (x) (x) --of the functicn takle is sfecified in Result Eield (cols. 43-48). (If desired, Eield Iength and Decimal Positions (if numeric) may also be redefined; but tris is redundant, since they must be defined in the file extension specifications.)

Data in a function takle neєd nct conferm to the data format--field lengtr, alphameric or numeric data, or deciral fositicns--in the argument tatle with which it is to be associat \(\in \mathbb{d}\); nor \(n \in \in d\) the functicn table adhere tc the same data sequence as the argument table.

The function table may contain the same number of entries as, or more entries than, any argument table with whict it is to ke associated.

\begin{abstract}
If a functicn table contains less entries than an argument table with which it beccmes associated in a LCKUP cperation, a warning \(\mathbb{m} \in s=a g \in\) is printed at program-generation time. At object-
\end{abstract} program time:
Eroper function data is selected
(i.t., made available, by the table
name as a field name, to subseguent
cferations) if the \(s \in l \in c t \in d\)
arqument-table entry is the nth
entry (ccunted frcil the frent cf
the argument table), and \(n\) is equal
tc or less than tre number cf
entries in the function table. If
\(n\) is greater than the number of
entries in the function table, the
function data selected is unpre-
dictable: it is cttained frcm a
core stcrage lccation outside the
area cccupied by the function
takle. (Blanks cr zercs can be
assured in such case by increasing
the specified size of the function
takle to match that cf the argument
table, and appending an apfrcfriate
number of blank carts to the
takle.)

When the LOKUP operaticn is successful in satisfying a desionated relaticnshif (Equal, High, cr Lcw--as sfecified in Fesulting Indicators) betwén an argumenttable entry and the search arqument, the corresponding entry from the specified function table is also placed in a "hcld" area. Thereafter, its data is available-in the same manner as explained abcve for the argurent table--for subsequent operations, by using the table name as a field name. This includes the pcssibillity of specifying that tarle name as Factcr 1 in a subsequent LCKUP oferation. The function selected in a previous ICKUF operation can thus serve as search argument fcr a subsequent cne.

The furticn-takle data selected fcr the hold area is determined by the froqram as follows:

The program estatlistes the relative pcsiticn of the selected argument-table
entry (Factor 2), by counting from the front of the arqument table. It then selects, from the specified function table (Result Field), the same relative entry, counted from the front of the function table.

For example:
Search argument \(=5\).
Argument takle \(=1,3,4,5,5,6\), 8.

Function takle \(=\mathrm{B}, \mathrm{R}, \mathrm{T}, \mathrm{K}, \mathrm{A}, \mathrm{W}\), F, G, L.
Resulting Indicatcr assiqned to Equal.
The indicator assianed to Equal turns on.

The first (underscored) entry with 5 is selected from the arqument table for its hold area. Subsequent oferations referencing the argument-takle name access that hold area, and the data supplied to the operation is the value 5.

The first 5 is the fourth entry in the argument table. Therefore, the fourth entry--which contains the character k--is moved from the function table to its hold area. References to the function-table name in subsequent operations access that hold area, and the data supplied to the operation is the character \(K\).

This also illustrates that the program's consistent selection of a particular one of several equal argument-tatle entries tsee the two 5s above) affects function-table entry selection. (If the second 5 had been selected--although irrelevant to subsequent use of the argument-table name as a field name--a different function-table entry would have \(k \in \in n\) selected-namely, A.)

Note the effect cn function-table-entry selection when the argument table is not sequenced or, although supposedly sequenced, is out of order:
```

Search argument $=5$.
Argument takle $=1,3,4,6,8,5$,
5.
Function table $=\mathrm{B}, \mathrm{R}, \mathrm{T}, \mathrm{K}, \mathrm{A}, \mathrm{W}$,
F, G, I.
Pesultina Indicatcr assigned tc Equal.
The indicator assigned to Equal turns on.

```

The first (underscored) entry with 5 is selected from the araument
table. This is ncw, however, the sixth (rather than the furth) entry (see previcus example). Therefore, \(W\) (instead cf \(k\) ) is selected from the functicn table.

There is no inherent connecticn \(k \in t w e e n\) an argument takle and a functicn takle. Each table is stored separately--even if loaded frcm cards with alternating entries for two different takles ( \(s \in \in \in \in \operatorname{low}\) ). Any table that has been properly defined ard loaded may \(k \in\) utilized as an argument table--by entering its naime in Factor 2 of a LOKUF cFeration--or as a functicn takle-ky \(\in\) ntering its name in Result Field of a Lopup operation. Furthermere, the same table may serve the two different furfcses in different LCKUP oferaticns.

Examples of table lcok-up operations, and \(r \in l a t \in d\) calculation \(\leq p \in C i f i c a t i o n s\), follow discussion of the File Extensicn Specifications--next chapter.

\section*{Points tc Note for ICRUP cferaticns}
1. Compariscn \(k \in t w \in \in\) data in the argument table and the search argument is:
a. Algetraic--if the field is defined as numeric; i.e., negative values are lower in sequerce than fositive or unsigned values.
k. Icgical--if the field is defined as alphameric; i.e., the comparison is based on the EBCLIC sequence (see Figure D1, Appendix D), and this seguence cannot (fcr LCKUP) be altered by a translation table.
2. The search argument and the argumerttable data (but not necessarily the function-table data) must have the same data fcrmat: both defined as alphameric or as numeric, and koth must have the same tctal field length (including any decimal fositions); tut the number cf decimal flaces (if numeric) may differ between search argument and argument-table data.
3. No decimal aligrment is perfcrmed \(k \in t w \in \in\) search argument and argumenttable data: the two fields are ccipared in their entirety.
4. Takle fields may have a maxirum size of a. 15 fositions, if \(d \in f i n \in d\) as numeric
b. \(8 C\) fositicns, if \(d \in f i n \in d\) as alphameric
5. More than on \(\in\) functicn \(c a n k \in s \in l \in t \in d\) fcr cne associated argument.

The several tuncticns must cccury contiguous grouks of colums which are jcintly \(\begin{aligned} & \text { finined } \\ & \text { as } \\ & \text { one field } \\ & \text { in the }\end{aligned}\) function table; i.e., the length of a field is defined as the agqreqate of the number cf columns for the several function fields.

After a tokUP operation, the several functions are separated into different fields by MOVE and MCVFI operations. (Ste Figure 48C and Prcgramming Tifs, appendix \({ }^{\text {a }}\).
6. Since a table is searched sequentially frcm the beqirning, lcck-up for an Equal match can be siqnificaritly expedited by creating the table with entries in decreasing order of frequency of occurrence of the search argument: the arqument that occurs most often should be the first table entry, etc. (Of course, any function table tc be associated with such an araument takle must ke crganized to corresfond.)

Creating Takle-Input Cards
Table-Incut Format. A set of table-input cards may \(k \in d \in v o t \in d\) to
1. Entries for a single tatle, or
2. Alternating entries for two tables.

Fach set of cards representing a sinqle table, cr alternating entries for two tables, must be loaded together (and in the proper sequence, if sequence is relevant) at program-ofneraticn time. The sets of cards for different tables must be qrouped, for lcading, in the same crder in which the tables are described in the File Extension Specificaticns.

While it is common, when entries for two tables alternate in each card, that they represent the related arquments and functions for two associated takles, this \(n \in \in d\) not be the case. When the tables are loaded, the program stores all entries for one tatle in one contiguous area, and those for another table in another area-irrespective cf whether the two tables are read as alternating entries in on \(\in\) set of cards or frcm two different sets of cards. The asscciation of two tatles ky alternating entries in one set of cards has no kearing on their serving suksecuently as argument or functicn tables: any table that has \(k \in \in\) loaded can be stipulated to serve as arqument takle (ty entry of its name in Factor 2) or as functicn table (by entry of its name in Result field) in any ICKUF operation.


Figure 46. Two Methcds cf Creating TaEle-Entry Cards

Benefits of alternating entries fcr two takles in cne set cf takle-inpet cards may lie in:
1. Keypunching cr reproducing convenience, if the data for the twc tatles was groufed in the source documents; or
2. Assurance that, if tre asscciated entries are tc serve as argument and function, respectively, the related data cannot get cut cf phase with each other if the cards should cet cut cf crder.

Figure 46 shows examples cf differert techniques fcr entering twc takles.

\section*{Rules_for_Creating_Table=Infut Cards}
1. A table may have entries defined as alphameric cr as numeric; kut all entries for cne takle are defined (in the file extension specificaticns) as cne or the other. (Of ccurse, a field defined as alphameric may contain numeric data.)

Fields defined as numeric are, as always, limited to 15 cclumns each.

Fields defined as alfhameric are limited to 80 columns each ( \(\{\in \in\) it \(\in m\) b, below).
2. Data-entries must kegin in column 1 of each table-input card (note fiqurf 46 ).
3. All cards (exceft the last) of a tarleinfut deck must contain the same number of table entries. (The last card may contain less entries.) It is, however, not reguired--althcuch usually done-that these represent the maximum number of complete entries that can fit in a card.
4. All entry fields in a table-input card must \(b \in\) contiguous: intervening klank spaces (that are not part of the defined field lenath) are not permitted (note Figure 46).
5. All entries for cne tatle must be the same length: i.e., the field length for one table must not vary. (Of course, with the alternating-table format, the fields for the two tables may be of different lenqths.) Note Fiaure 46 .
6. Entries must not be split between two cards. Sufficient columns must be left blank at the rioht (fiqh-column-number) end of each card--if necessary--to complete an entry in a sinqle card (note Fiqure 46, Alternating-Table Entries). (This precludes alphameric table entries in excess of \(\varepsilon(-\operatorname{col} u m\) lenatr.)
```

        In alternating-takle format, the
    entries for the two takles also must
not le split between two cards.
7. In alternating-table fcrmat, each card
must k\ingin with an entry fcr the same
table as every other card in the set.
8. Each takle may be ascending, descerd-
inq, cr in nc particular sequence. In
alternating-takle format, the two
tables need not be in the same
sequ\innce.
9. Any of the 256 EPCDIC characters are
allowed in alphameric fields. Thus,
klanks are permitted as contents of
alphameric table-entry fields.
Blanks within numeric takle-entry
fi\epsilonlds are converted tc zercs (as the
frcqram facks the field); however, a
klank in the low-order fositicn will
yi\epsilonld an invalid sign (hexadecimal zone
4; i.e., FECDIC-table rou lakelled 4)--
this will cause an abcrtive frcgram
stof if that field is used in IOKUF or
aritrmetic operations (including numer-
ic ccIffare).

```
10. Packed format cannot \(k \in \operatorname{sp\in cified}\) for takle-input data.
11. The takle-input cards for each table must contain the exact number of entries specified in the file extension specifications.

Note: Blank cards (or fields) may be appended (or interspersed) to satisfy a larger number of entries specified in the file extensicn specifications (but note iteill 9, above). The user must then understand the possible effect of tlank or zero-value entries on a LCKUP oferaticn with Fesulting Indicators assigned to High or Low.
12. Use of the alternating-table fcrmat requires that bcth tables in the single table-input card \(d \in c k\) have the same number of entries. (If one table contains more entries than the other, the equivalent of the necessary number of additional entries for the shorter table can be achieved by leaving the corresfonding columns blank, so that the length of entries remains uniform.)

\section*{GENERAL INFOEMATION}

Fach takle tc be used with the FFG program (see Table Lcok-Up_oreraticns) must ke defined in file extension specifications (sєe 『igure 47).

Each takle that occuries a sefarate set of infut cards is descrited in the left fortion (cols. 27-45) of a sinqle file extension specifications line.

When twc tarles are reccrded in alternating fcrmat in cne set cf cards, the table whose entry appears first (leftmost) in the takle-input cards is defined at the left (cols. 27-45), and the takle whese entry affears second in the takle-infut cards is defined at the rioht (ccls. \(4 \in-\) 57). This has nc bearing cn which, if
either, of the two alternatinq-entry tables is tc serve as an argument or a function takle.

Columns 7-26, 43, and 55 are rot applicable tc this frooram.

If several tables in separate card decks are invclved, the decks must be loaded in the same order in which their names appear in the file extensicn specificaticns: the cards for the table defined in the first line must be loaded ahead of those for the table defined in the second line, etc. This is the cnly means the froaram tas of associating a table with a specific table name.


\footnotetext{
Figure 47. The File Extersicn Specificatiors Form
}

SPECIFICATICNS FOR SINGLE-TAELE IECKS AND
FOR FIRST TAELESOF ALTERNATING-TABIES
DECKS_1CCIS._27-45)
Tabl \(\epsilon\) Name--Cols. \(27-32\)
The table name must be four, five, or six characters long, starting in ccl. 27. The first three characters mist te the letters TAB; the additional one, two, or three characters may te alprabetic cr numeric (kut not special characters or embedded klanks). Symbclically represented, the takle name format must be \(\operatorname{TADP(x)}(x)\).

If the table name is to \(k \in\) identified in an RIABL line (see RLAEI, in Calculaticn Specifications) for use in an external subroutine ( \(\{\in e\) EXIT, in Calculaticn_SpECifi= caticns), it must be exactly four characters long--fcrmat TABx.

If data for two tables is alternated in a single set of table-incut cards, the entry here (cols. 27-32) names the table whose data cocupies the first (leftmost) field in the table cards.

Number_of_Takle_Entries_REI_Reccrd=-Ccls._ 33-35

The number of table entries per table-input card is recorded in ccls. 33-35, rightjustified. (The last card may contain fewer entries.) Recording of leading zeros is optional.

If data for two tables is alternated in a single set of table-infut cards, the two contiquous entries--each fcr one of the two tables--is count \(\epsilon\) here (ccls. 33-35) as a single entry. For instance, the specification here (in ccls. 33-35) for the alternating-tables ( \(A-\mathrm{E}\) cr \(\mathrm{E}-\mathrm{A}\) ) example in Figure 46 would be 6 (not 12).

\section*{Number of Takle_Entries_fer Takle--Ccls. 36-39}

The total number of entries in the tatle is recorded in cols. 36-39, right-justificd. Recording of leading zercs is cfticnal.

This value must corresfond exactly to the number of entries in the takle to \(k \in\) loaded.

If it is desired to allcw fcr ultimate expansion of (or insertions in) the table, the value here can be inflated--frcvided an apprefriate number of blank cards, or fields, refresenting the frcfer number of entry fields, is appended to (or interspersed in) the table-input \(d \in c k\) (but rcte Rules for Creating rable-Tnput Cards, item 9, under Table Lcok-up in the Calculation Specificaticns, above). If data is suksequently tc \(\mathrm{b} \in\) substituted for the tlank
entries in the table-input deck, the program must \(\mathrm{t} \in \mathrm{reqenerat} \mathrm{\in d}. \mathrm{Alternatively}\), the excess area (containing klanks or zeros) reserved for the table by the program--by virtue of the klank table-input cards or fields and the inflated table size specified--may have table data placed in it by an apfropriate external subroutine.

Note: Since the number of entries for the two tables in alternatinc-table format must be equal, the specification in cols. 36-39 is the same, regardless of which of the two tables is considered--the number represents the count of entries for one table.

Length_of Table_Entry=-Ccls. 40-42
The number of columns for one entry for one table is recorded in cols. 40-42, riqhtjustified. Recording of leading zeros is opticnal.

Tables defined as numeric (see col. 44) are limited to a maximum of 15 columns per entry. Alphameric table entries may be up to 80 columns lonq.

If data for two tables is alternated in a sinole set cf takle-infut cards, the specification here (cols. 4C-42) applies to the table whose entry appears first (leftmost) in the tatle-input cards. For instance: for the table exemplified by the third sample card in Figure 46 , the specification in col. 42 would \(b \in 5\); for the fourth sample card, it would be 8 .

Each entry in tables used as arqument tables must have the same tctal lenath (including any decimal places) as the search argument ( \(s \in \in\) Icok-Up_Operations, above).

Pack \(\in \mathbb{d}=-\mathrm{Col}\). -43
Ieave tlark. This froaram does not permit the designating of table-input format as packed.

Decimal_positions=-Col._44
Format definition for data in the first (cr only) takle of table-input deck:
```

            * = alphameric
    O or N = numeric, with no pcsitions tc the
right of the decimal poirt
1-c = numeric; 1-S positions, respec-
tively, to the riqht of the deci-
mal foint.

```
    Entries in tables used as argument
tables must be defined with the same data
format (alphameric or numeric) as the
search argument; but the defined position
for the decimal foint may differ. No deci-
mal alignment is performed during the Iokup
operation--the entire search-argument field is compared with an entire argument-takle field. Therefore, if the takle fields are not \(u\) sed in ccmpare (CCME) cr arithmetic operations, any of the codes \(N, 0-9\) (within field-size limit) may \(b \in a s s i g n e d t c a n u-\) meric field, regardless of the actual number of decimal flaces.

Ccmparing between argument takle and search argument is algebraic for tables defined as numeric (i.e., negative values are smaller than \(z \in r c\) cr tłar fcsitive values) ; ccmparing is "lcgical" (according to the fecdic sequence) fcr alfhameric takles.

If data for two tables is alternated in a single set of tarle-infut cards, the specification here (col. 44) applies to the table whose entry apfears first (leftmcst) in the takle-input cards.

Sequence=-Ccl. 45
If the table will be used as an argument table, and entries are tc be matched as "high" or "lcw" against the search argument (Resultirg Indicatcrs assioned tc High or Low in the calculaticn sfecificaticns), the table must be defined as being in either ascending of descendinq sequence:
```

A = ascending sequence
D = desc\innding sequence

```

Nc check is made \(k y\) the frogram that the takle conforms tc the sfecified sequence.

If the takle either will nct ke used as an argument table, or its entries will cnly be matched against the search argument for an "equal" conditicn (no Resulting Indicator assigned tc Hiqh or [cw in the calculation specificaticns), no entry is required in Sequence (col. 45)--an entry will be ignored.

If data fer two tables is alternated in a single set of table-infut cards, the specification here (col. 45) apflies to the table whose entry apfears first (leftmost) in the takle-input cards.

SPECIFICATICNS FOR_SECCNL TAEIES CF AT IERNATING-TAELES_DECKS_(CCIS.-46-57)

All fields in this right-hand fcrtion of the file extension specifications have the identical significance as the like-titled fields in the left-hand fcrticn (ccls. 27-45)--but they apply only to the second table (i.e., the table whose entry apfears second) in tatle-input cards with alternating-takles entriєs.

This section is left blank for a tableinput deck that contains entries for only a single table.

Table_Name=-Cols. 4E-51
The name assiqned to the second table in one table-input deck.

Length_cf_Table Entry-=Cols. 5 52-54
The number cf columns in an entry for the second table in one table-input deck.

Packed_-Ccl. 55
Leave blank.
DECimal_Positicns-=Ccl. 56
Format definition for data in the second table of one table-input deck.

> 万 = alphameric

0 or \(N=\) numeric, with no positions to the right of the decimal point.
1-9 = numeric; 1-9 positions, respectively, to the right of the decimal point.

Sequence=-col. 57
Sequence of the seccnd table in an alternating-table infut deck.

Note: There are no specifications, for the second table in a single table-input deck, for "Number of Table Entries per Record" or "Number of Table Entries fer Tatle": specifications in ccls. 33-35 and 36-39 cover both tables in one table-input deck.

\section*{COMMENTS=-COTS. \(58-74\)}

The user may enter here any data he wishes to have printed out, next to the specifications in the line, at froqram-generaticn time. Afart from this, the entries are iqnored by the proqram.

Figures 48A, \(B\), and \(C\) illustrate file extension, table lcok-up, and related calculation specifications. In order to demonstrate a variety of possibilities, some of the examples are rather artificial from an applications viewfoint.

ILLUSTRATION_AND_EXPIANATION_OF USE OF TABIES=-FIGURES 48A\& E_AMDC

Calculation Specifications=-Fiqure 48 C
All cperaticns shown are performed at detail time: Control Ievel (cols. 7-8) is blank.


Figure \(4 \varepsilon A\). Table I cok-vp--Takle-Input Card Format

Iine 01. Entries in the table named tabpCT (say, bcnus fercent)--the argument table by virtue of its entry in Factor 2--are compared witr tre contents cf a field named PRFPCT (say, performance \(f \in I c e n t a g \epsilon\) )--the search argument, by virtue of its sfecificaticn in Factor 1. The field frffct rust te \(d \in f i n \in d\) ( \(\epsilon\) lsewhere) as numeric and four columns leng, because TABPCT is sc defined (in the file extension specificaticns): search arqument and argument-table entries must have the same fcrmat and tctal lergth, except fer lccation of the decimal point. The comparison is alcebraic, because tre fields are numeric (unsigned--EBCDIC zcne F--values are therefore treated as ecual to values signed flus).

The takle is defined (in the file extension \(s p \in c i f i c a t i o n s)\) as in ascending seguence. The same Resulting Indicatcr (20) is assigned to Equal and High; it turns on if either conditicn is satisfied. The frogram first attempts tc lccate an equal entry in the table; if there is none in the frcfer sequential pcsiticn, it chooses the clcsest takle entry that is higher ir value than the search argument. We have assumed that bonus percent figures go in steps in the table; if none matches the exact perfcrmance percentace, tre \(\in \mathbb{I}\) ployee is tc fe credited with the nearest higher value.

If an arqument-table entry (say, the nth entry in this table) satisfies the search criteria sfecified (in Resultino Irdicators), that tapPCT value is stcred in the hold area for this table. The entry in the correspondina nth fositicn of the takle TABBCL (say, bonus class)--the functicn tarle, ky virtue of its sfecificaticn in

Result Ficld--is also selected, and placed in the hold area for that table. If the search did not result in a "hit", neither hold area is disturted.

TAFRCI is defined (in the file extension specifications) as alphameric, each entry 2 columns lcng, and nc sequence is specified for the table. (The proqram does not verify the seguence of the takle even if Sequence is specified in the file Extension Specificaticns.)

Tine 02. The applicatle kcnus class code \(s \in l \in c t \in d\) is tc \(b \in u s \in d\) in output-format specifications; it must, therefore, be preserved befcre the fabBCI table is aqain emplcyed in a LOKUP cperation.

The MCVE of TAEBCI to ECNCLS transfers the bcnus class code selected in line 01 from the \(T A B B C I\) hold area to a new field. TABBCI is defined (in the file extension specifications) as 2 cclumns long per entry, and alphameric. \(\operatorname{BCNCIS}\) is therefore similarly defined (it could have been defined differently if there were a reascn therefor).

The specification is executed only if the \(f r \in c \in d i n g\) operaticn yielded a "hit" (indicatcr 20 cn ).

İne_C3. The specificaticn of \(T A E E C I\) in Factor 1 causes the contents of the TABBCL hold area--the previcusly-selected (line 01) Entry from the functicr table TABECL-to beccme the data for Factor 1. Since this is a LCKUP operation, Factor 1 contains the search argument; i.e.. the lastselected TABBCL functicn-table entry now beccmes a search arqument.


Figure 4 عE. Table Look-Up--Takle Lefinitions


Figure 4 EC. Table Lock-Up--Calculaticn Specificaticns

TABBCI is also \(s p \in C i f i \in d\) in Factor 2 , and therefcre is the arqument takle in this operation. It is neєded to ascertain the count of entries ( \(n\) ) to the foint of match Letween the search argument and the \(f \in r-\) tinent argument-takle entry. This fermits the program to select the \(n t h\) entry from the function table (TAFAMT--say, aircunt of Ferformance bonus), and to flace it in the hold area for faEAMI.

The comparison is lcqical (rather than algetraic), tecause tabect is defined as alphameric.

An exact match is required between search argument and argument table; therefore, a \(k \in s u l t i n g\) Indicatcr (21) is assigned cnly to Equal. (An exact match is known tcexist, because the search arqument was originally derived frcm the arqument
takle.) TAEFCI is nct defined (in the file extensicr sfecificaticns) as being in sequence, because this makes nc difference in a search confined to an "equal" match: the proçraf will search thrcugh the entire argument table until it finds an equal value (if it exists). Since alphameric compariscn is logical, tte identical EECDIC character must be lccated (e.g., \(5 \neq+5,0\) \(\left.\neq C^{+} \neq \overline{0}\right)\).

TABAMI is defined (in the file extension specificaticns) as numeric, each entry 5 columns lcng, including 2 decimal places.

The specifications in tris line are executed crily if the first lCYUP in this program cycle yielded a "hit"--ctherwise a bonus class could still ke in the taEECL hold area frcm an earlier frcgrail cycle.

Tine c4. The difference is calculated ketween the konus fercent selected in line 01 frcm the takle TABPCT (which steps in increment grcups) and flaced in its hold area, and the precise perfcrmance percentage. Tre difference ( \(\geq 0\) ) is stcred as field DIFFR, 3 cclumns lcng, rcunded tc no decimal flaces--tle original valves contained cne decimal flace. The operaticn is performed criy if the original ICKUF selected fertinent data (indicatcr 20 cn ).

This illustrates that there may be occasions when the ertry selfcted frcm the argument table in a LOKUP cperation is of interest, because it differs from the search argument when a Resulting Indicator is specified for \(\forall i q h\) or Icw orly, and tecause it may differ when figh and Eoval cr \(\mathrm{L} \cdot \mathrm{cw}\) ard Equal are designated.

Iine 05. The amount cf tcres fay \(s \in l \in c t \in d\) frcm table \(T A B A M T\) in line \(C\), and placed in its hold area, is added to kasic gross pay (GRSPAY) to provide final crcss fay (FINGRS). TABAMT is 5 cclumns lona, includino 2 decimal flaces and, therefcre, fits in FINGFS ( 6 cclumns lcnq, including 2 deciral flaces).

The oferation is cnly ferformed if the first LCKUP operation yi \(\in 1 d \in d\) a "hit" (indicatcr 20 cn ). Indicator 21 is not needed, kecause tre second lokup must yield a "hit".

Iine_Co illustrates a numeric literal as search argument. Table TAEL--the ar qument tatle--must \(k \in d \in f i n \in d\) with the same entry length (6) as the search argument and the same format (numeric)--see line 03 in file extensicn specifications. Table TABI is defined (in the file extensicn specificaticns) as descending.

Ccmpariscn is aloebraic: tte firstencountered value in \(T A B I\) that \(i s\) algetra-
ically smaller than -125650 , i.e., neqative and larger in absolute value, satisfies the criterion. (Decimal point is ignored in ICKUE, and its position is not counted as a column in field length.) If the criterion is satisfied, indicator 25 turns on; the TABI entry that satisfied the condition is stored in the TABL hold area, and the corresponding (nth) entry from table TAB1\#2 is stcred in its hcld area. If no arqument-table entry \(\mathbb{m} \in e t s\) the specified conditicn (TOW), indicatcr 25 turns off, and the two hold areas are not disturbed.

TAF1\#2 is defined as in descending sequence because of ancther operation (line 09)--this is irrelevant here.

The operaticns in this line are performed cnly if no successful match was achieved in the first LokUp operation (line 01) ; i.e., if indicator 20 is off.

The name TAB1\#2 illustrates that the characters after taE may be numeric (1, 2) and/or alphabetic (\# is an alphabetic character--sef Definiticn_cf Terms). The cther table names chosen all happen to be completely alphabetic.

A numeric literal is used here as a search argument. Alphameric literals may also be used; the argument table must then be defined as alphameric, and comparison is logical rather than algetraic.

Lines 07 and 08 . These specifications were included tc pcint out that a function table could include more than cne functicn.

Assume that each entry in table TAE1\#2 really contains adjacent data for two functicns--the left-hand function-1 field being 8 columns long and the right-hand functicn-2 field being 10 cclumns lona, together fcrming the 18 -column entries defined (in the file extension specifications) for TAE1\#2. The single LCKUP operation in line 06 then supplies both functions associated with the selected argument-table entry.

By MOVE and MCVEI operations to fields of appropriate sizes the dual-furction data in the TAB1\#2 hold area can be split, and made available separately.

The cferaticns are conditioned on the ICKUF in line 06 having \(k \in \in\) performed (indicatcr 20 off) and data havina been selected from table tabi\#2 (indicator 25 on).

Iine 09 demonstrates the possibility of performing a ICKUP cperaticn sclely to ascertain the relaticnshif of data in an argument table to the searcr arqument, without use of the selected data and
without selection cf data frcm a function tatle．

The system is to halt（after completion cf detail－time output），ana／or calculation cr output operations are tc ke modified，if TAB1\＃2（the argument table）cortains an entry looically equal to cr kigher ir． EECDIC than the contents of the field CRITRN．［ifferent Resulting Indicatcrs（H1 and \(H 2\) ）w \(\in\) Ie assigned to the two error con－ diticns keirg crecked，tc shcw that dif－ ferent indicatcrs may be assigned to High and Equal cr Iow and Equal．（That the same indicator may te assigned was shcwr in line 01．）

Tre same table（TAB1\＃2）is used as an aroument table here and as a functicn table in line \(C \in\) ．

TAE1\＃2 is defined（in tre file extension specificaticns）as alptameric，and each entry as 18 positions long．Cfitfn must therefore ke defined identically scmewhere （in infut specifications cr \(\in l s \in w \in r e\) in the calculation specificaticns）．TAE1\＃2 is also assigned a s€quence（d€scending）sc
 Low．

Iine 10 entries make data selected（in a IOKUP cperaticn）from takle taEl（as placed in its hcld area）availatle tc any external sukrcutines，ky reference to the field name TABL．Note that tre table name cannct be longer than 4 columns for this purpose．

Iines＿01e 63．ard C5 alsc shcw that arou－ ment and functicn takles need not have the
same field lengths，formats，numbers of decimal flaces，or sequence．

File Fxt \(\underline{E}\) nsicn＿specificaticns（Fiqure 48B） and Card Iormats．（EiguIE＿4BAL

The takles tabpct and tabamt are contained in cne set of cards，in alternatino format． They must therefore be defined in one line of the file extension specifications． TABPCT apFears first in each table－input card；therefore，it must ke described in the left fortion of the file－description line．The same apflies tc TAB1\＃2 ard \(T A B I\).

The table TABFCI is alcne in its set of table－infut cards；therefcre，no entry is made in the right fcrtion of line 02 in the file extension specifications．

Note，in the calculation specifications， that the lcading of twc takles from cne set of tarle－input cards has no bearina on whether a table is used as argument cr functicn table，or which tables are related to each other as araument and function tables．

Ncte alsc that，when twc tables are alternated in one card，cne entry for each table is jcintly considerec a sinqle entry for furfcses of＂Number cf Table Entries per Fecord＂（cols．ミミーミ5）．A compariscr cf the \(\in\) ntries in ccls．33－35（of the file extensicn sfecifications）with the card layout form will clarify this．

In line 03 ，tre \(\in\) ntry \(N\) in ccl．56－－tc define \({ }^{\text {TAFT}}\) as numeric witt no decimal places－－could eçually well rave beer ？．

\section*{GENERAL INFCRMATION}

The output-format specifications (see Figure 49 ) serve to specify the kinds of output files to be produced and the location of the specific data fields in output cards and reports, and tc define the conditions under which the particular output is to take flace.

The specificaticns for cutput can \(k \in\) divided into two categories:
1. File identificaticn and control--ccls. 7-31:
Identification of output files (output media)--File name;
Stacker selecticn of cards;
Forms contrcl on the printer--Space, Skip;
Segment of the program cycle during which the output is to cocur (detail time, total time, or overflow time);
Conditions under which the cutput file is to be created--Output Indicators.
2. Field description and ccntrol--ccls.

23-70:
Identification of fields whose contents are to be output--Field Name;
Location of data fields cn the refcrt and/or in output cards--End Pcsition in Output Record;

Format in which each output field is to be printed or punched--including Zero Suppress, Edit Word, Packed Field;
Definition of constants;
Clearing of data fields for subsequent operations--Elank-After;
Conditions under which a particular field is to be output--output Indicators;
For cutput to cards: whether the data described in a particular specification line is to be punched or document-printed--End Position in cutput Record.

The Sterling Siqn position (cols. 71-74) applies to Sterling currency fields (British monetary system) cnly. It is not covered in this manual. See IBM System \(\angle 360\) Model_20_ Sterling Currency Processing Routines, Form C26-3605.

A File Identification occupies a separate specification line (cr--if there are \(A N D\) or \(O R\) lines--a group of lines) followed by all Field-Descriftion lines for that file cutput--one line per output field or constant.

Note: When stacker selectina input-file cards, kased on file matching and/or calculation results, the file must te defined as combined. Therefore, a File Identification entry is made in the output-Format specifications, but it is not followed by a FieldDescription entry.


Figure 49. The Output-Fcrmat Specifications Form

Output Indicators in a File-Identification line condition the cccurrence of cutput for the entire file (i.e., the refcrt or the card); in a Field-Descripticn line, they only condition output of the farticular field, and are relevant cnly when the file output is executed.

Only output and combined files are entered in the output-Format Specifications. Files defined in the File Description Specifications as input files (I in col. 15) must not be entered in the cutputFormat Specifications. The printer is considered an output file--cr, two output files, when utilizina the upper and lower feeds of the Dual-Feed Carriage special feature.

No check is made automatically ky the prcgram cr the hardware that an cutput card is blank in the columns into which data is to be punched. Such a test can be programmed ky desiqnating the file a combined file, and assigning Field Indicators tc the relevant fields, defined as alphameric, in the input specifications; if all fields to ke punched are contiguous, they could ke defined in the input specifications as one long sinqle field, for purfoses of testing them for "blank".

\section*{Sequence_cf Specificaticns}

Specifications for all detail-time output must precede specificaticns for all totaltime outfut.

Users accustcmed to Unit Record apflicaEions shculd realize that card cycles and total cycles as such do nct exist in RFG, nor does higher-level-total cutput necessarily occur later than lower-level: the program steps through total time and detail time in each complete prcgram cycle, thus cffering greater flexibility. Any RPG operation may be performed in either cycle segment--including the printing or punching of tctals during detail-time outfut.

However, detail time and total time occur at different pcints in the cycle. The conditicns reflected by various indicators may differ at these different pcints in the cycle, and the data available for output may represent different cards and/or different staqes of calculation (depending on the \(u s \in r^{\prime} s\) program).

Detailed information is presented in the earlier section titled program Icgic Flow, and in Figure 6: RPG ProqIam_Iogic.

Within the grouping of detail time and total time, the sequence of output operations corresfonds to the seguence of the output-fcrmat specificaticns lines. There are three exceptions:
1. Overflow output occurs at overflow time, following total-time output.
2. The lower and upfer feeds of the DualFeed Carriaqe special feature are considered two output files; yet, under certain conditicns, output to both files is concurrent.
3. Data for card printing is transferred to the output data-stcraqe area after the transfer of data for punching of the same card. This need concern the user only when Blank-After is specified for such a field.

These diverqences will be further clarified later.

Each File-Identificaticn line (or qroup of lines, when there are and or or lines), toqether with its subordinated FieldDescription line(s), if any, represents one file output operation. (Punching and document-printing in the same card are parts of a single file-output operation.)

If there are several separate fileIdentification (and groups of FieldDescription) lines for the same output file at different points in the output-format specifications--and the status of any output Indicators assigned calls for performance of several of these output-file specifications in one program cycle--the same output file is acted upon several times in the same program cycle. This has the following effect:
1. If the output file is the printer-printing occurs several times. If spacing and skipping between lines is suppressed, the successive printing is cn the same line of the form.

If spacing or skipping ketween lines is sfecified, the frinting is on sefarate lines of the form. This is the normal method to accomplish, for example:
a. Printing of group totals kelow detail item lines. (Usually, the detail items are printed at detail time and the totals at total time, but this need not be so.)
b. Printing totals of different levels cn different lines for instance, the L2-level total under the 1. total).

Note: A print line conditioned by I2 as cutput Indicator is not printed later than (or under) a print line conditioned by \(L 1\), unless the File-Identification line conditioned by L 2 appears later in the output-format specifications than the Il File-Identification
line: within cne cycle segment (detail time or tctal time), the sequence of output operations adheres to the sfecificaticns-line \(s \in q u \in n c e\).

There is no such event--as with Unit Record accounting machines--as majcr-total output autcmatically preced \(\mathrm{A}_{\mathrm{d}}\) by intermediate, preceded ky minor. By prcper assignment of Ccntrcl-Level indicators (cols. 596C, Input Specifications), indicator L 3 can ce made to represent the equivalent of a major contrcl kreak, L2 an intermediate cne, and I 1 a minor one. However, the program does not reccgnize the difference between I-indicators cf different levels, or between Lindicators and other indicators, as related to a particular class cf total: any indicators may be assigned in output Indicatcrs (ccls. 23-31) tc condition the execution of an cutput-
specifications line. Therefore, if I2 represents the equivalent of a tctal class higher than L1, and the I2 totals are to be printed underneath the L1 totals, the FileIdentification and FieldDescripticn Specifications conditioned by the \(L 2\) indicatcr wust apfear later than these conditioned by I (if both apply to the same cyclesegment).
c. Printing of several lines frcm one input card; for instance, name and address cn three lines frcm a single input card.
d. Printing fcrms-overflow identification. This occurs at overflow time. If the same output file (the printer) is also sfecified (say, fcr group indicaticn) by ancther File-Identificaticn line--whict is the normal situaticn--care must te taken not to unintenticnally print some data twice. (This situation is discussed further, kelcw.)
2. If the output file ccnsists of cards (cutfut cr combined file)--successive cards are punched, document-printed and/or stacker selected. (See MultipleTime Cutput to Cards during one Frcgram Cycle, under Program Iogic Flow.

Therefore, all cutput operations-punching, card-printing, stacker-selection--pertinent tc one card must te included in a single FileIdentificaticn line (and its related Field-Lescripticn line(s), if any).

If multifle output is required during the same cycle seament tc each cf several
files, faster throuyhput fay be obtained, through maximization of overlap, by alternating the output specifications for the files. Assume for instance:

Cn a Ievel-2 (I2) control kreak, Ievel-1 totals are tc te printed on one line on the printer, followed by level-2 totals. It is also desired to summarypunch an output-file card with the Ievel-1 totals, and another with the Level-2 totals. These operaticns are all to \(b \in\) performed in the same cycle seqment (total-time output, or detailtime output, as desired).

The File-Identification and FieldDescription specifications lines for the \(\mathrm{r}-1\) print line must be written ahead of those for the \(\mathrm{I}-2\) print line, because output sequence in one cycle segment is determined by the specifications sequence. By interposing the specifications for one of the output operations to the card file between the two print-line outputs, throughput is usually enhanced.
E.g.: Specifications for output of L1 totals to printer; then specifications for output of 11 totals tc card file; then Specifications for output of 12 totals tc printer; then Specifications for output of 12 totals tc card file.

Note: Even if no card punching is required at the \(I 2-l e v \in l\), it is still advantageous to interpose the \(\mathrm{L} 1-\mathrm{level}\) card-punch specifications ketween the I 1- and \(\mathrm{I} 2-\mathrm{l} \in \mathrm{v} \in \mathrm{l}\) frinter specifications.

Pigure 4 shows which oferations can be time-shared.

\section*{Specifying output Units}

Eacł file name is associated with a particular input, output, or input/output unit (or device) by the entries in the file Descripticn Specifications. Desiqnation of a file name in the cutfut specifications therefore suffices to determine the file to be operated upon.

\section*{Orqanizing for output-Format Specifications}

Writing the output-format specifications becomes a simple task if the user has first analyzed his report and output-card requirements and laid cut
1. The printed report (if relevant) on a Printer Spacing Chart (IBM Form x24-3115--see Fiaure 1), and
2. The format of any output-file cards on cne cf the many card layout forms available (e.g., see Fiqure 48 A).

FIIE IDENTIFICATION AND CCNTROI--CCIS. 7-31
One File-Identification line (cr group of lines, when there are \(A N D\) or \(O R\) lines) is to be specified per output operaticn \(f \in r\) cutput file. Each such File-Identification line (or group of lines) is follcwed ky all Field-Descriftion lines fertinent to that cutput oferation.

Note: When stacker-selecting infut-file cardis, based on file matching and/or calculaticn results, the file must ke defined as combined. Therefore, a File-Identification entry is \(\pi\) ade in the outfut-Format specifications, but it is not followed by a Field Descripticn entry.

\section*{File_Name=-Ccls. 7-14}

Each output file is given a sefarate name by the proqrammer--and the same name must te used for that file in the File Descripticn Specificaticns, tc associate the file name with a particular I/O device. The same name must not be assigned to more than one file. However, when a card file is used both for input and cutput, it is termed a "ccmbined" file, and the same file name is entered both in the Input and the Output-Fcrmat Specificaticns. A file name must begin in col. 7 with cne cf the 29 alphabetic characters, and may continue with alphatetic cr numeric characters (kut not special characters or embedded blanks); it may be cne to eiqht characters long. further details on files and file names appear under Infut and_outrut Filess in Introduction--RPG Functions and Characteristicsi Definiticn of Terms; and File Description SpEcifications.)

The file name must be recorded in this field (ccls. 7-14) in the File-Identification line for an output (or combined) file the first time that file appears in the output-Fcrmat Specificaticns. The same file may ke specified several times--fcr repeated cutput to the same file in the same program cycle (see SEguence cf SFECi= ficaticns, above). The file name need then not be repeated, unless specifications for another file intervene: if the file-name is blank in a File-Identification line, the program applies the nearest preceding file name--this is true even if the entries apply to different segments of the proaram cycle (Tyfe L versus Typ f T in ccl. 15). No file rame may apfear in an AND or \(O F\) line.

\section*{TyFe=-Col. 15}

The mnemcnic code letter entered here desiqnates during which égment of tfe frcaram
cycle this output is to take place. (See RPG_Proqram Iogic, Fiqure 6 and Program Logic Flow). No "Type" entry is made in an OR line: the same type code is assumed to apply.

\section*{D = Detail-time cutput}

Note: Code \(H\) (Heading) is syronymous with code \(D\). The user may find it convenient to assign \(H\) to detail-time printed output he considers heading lines. It is important to realize, however, that there is no separate Heading time in the proqram cycle--code H is never needed, and its use miqht lead to confusion.
\(T=\) Total-time output
All detail-time output (Type D\()\) must ke specificd ahead cf all total-time output (Type T).

\footnotetext{
Reference to RPG Frogram_rogic (Fiqure 6) makes it apparent that detail-time output will most-commonly deal with data from and/or to individual detail cards--such as listing frcm detail cards, frinting the results of detail calculations, or puncrina into detail cards; whereas total-time output lends itself best to printing and/or punching of totals at the end of control groups, when data from the next card is not yet available. However, the use of detailtime and total-time cutputs is ty no means thus restricted--comprehension of the RPG procram cycle (with its attendant data flow, indicator relationships, and card movement) permits other arranaements.

Note: Alモhcuáh all File-Identificaticn specifications must be designated Type D (or H) or Type \(T\), cutput conditioned (in Output Indicators, cols. 23-31), in the File-Identification entries, by indicator code OF (or oV) occurs at overflow-output time--not at detail-cutput or total-output time. (This is discussed more fully under output Indicators-=CF and ov, kelow, and has already been described under proaram Loqic \({ }^{\text {Flow }}\), and in the explanation for Fiqure 5E.)

Stacker Select-̇Col. 16
Stacker Select applies only to card files. (If a Stacker-Select entry is made in the File-Identification specifications for a Printer output file, it is iqnored.)
}

If no Stacker-Select assiqnment is made for a card file in either the input or tre output-format specifications, the cards enter the normal stacker for the particular card punch cr read-punch device. If the device contains more than a sinqle stacker, cards may be proaram-directed to a nonnormal stacker by designation of the desired siacker in the input or output-
format specifications--subject to certain rules listed below. Figure 24 (Input specifications) itemizes the normal and additional stackers for card input/output units with multiple stackers, and the associated stacker-select codes. For single-stacker I/O devices, Stacker Select should be left blank (however, any entry is simply ignored by the proqram).
: Note 1: When stacker 5 is designated, but the \(\mathrm{I} / 0\) device referred to is the 2560 MFCM Model A2, the card is directed to stacker \(4=\)

Note_2: In the case of the IBM 2520 Card Punch or Read-Punch, cards with punch errors are automatically directed to stacker 2--the non-normal stacker--by the system.

Rules for Stacker Selection
Input-File cards can only be stackerselected by an entry in the input specifications.

Stacker selection of input-file cards, based on file matching and/or calculation results, is possible. In this case, however, the file must be defined as combined and the file name entered in the outputFormat specifications.

Note: It is also possible to perform stacker selection on input-file cards, based on file matching and/or calculation results, by means of the EXIT operation code and BAL subroutines (see Programming Tips, Appendix E).

Qutput-file cards can only be stackerselected by an entry in the output-format specifications. This is accomplished by entering the number of the desired stacker in col. 16 of the relevant File-
Identification line. If cards are to enter the normal stacker for the \(I / 0\) device that contains the file, col. 16 may either be left blank or coded with the number of the normal stacker (which is always 1, except for the secondary feed of the MFCM).

Combined-file cards can be stackerselected by an entry in the in put specifications, but only when selection can be based solely on card type. They can be stacker-selected by an entry in the outputformat specifications to reflect any desired condition: card type, MatchingRecord status, results of calculations, etc. If for a card file, or for certain card types in a file, stacker selection is the only operation desired in the outputformat specifications, only the pertinent File-Identification specifications, inciuding Stacker Select, are required. It is permissible to select some card types within a file via the input specifications, and others in the same file via the output
specifications. The following criteria must be observed:
1. The same card type must not have stacker-select instructions in both the input and output-format specifications.
2. If any output operation (punchinq and/ or card-printing) is to be performed on cards of a type, any stacker selection to be designated for that type must be in the output specifications.

Therefore, card types for which stacker selection is designated in the input specifications must not have any output operations specified. When output File-Identification specifications are written for a file, any cardtype (s) within that file that had an input stacker-select specification must be eliminated from output operations by appropriate desiqnation of output Indicators (cols. 23-31)--otherwise, output is to the next card and that next card is never read.

\section*{For example, assume:}
a. File DETAIL contains three card types to which card-type Resulting Indicators 10,19 , and 12 were assigned in the input specifications; and
b. Type 11 has a stacker-select instruction in the input specifications; then:
Only types 10 and 12 may have outpüt operations specified; the entry N11 in cols. 23-25 is the simplest way to accomplish this.
3. If stacker selection is to be based on the status of any indicator except card type (such as MR, or one reflecting the results of calculations), it must be designated in the output
specifications.
Stacker selection based on matching of files (matching records) requires that the file be defined as a combined file. (But see programming Tips, Appendix \(E\), for BAL subroutines to accomplish this with Input Files.)
4. If no entry at all appears in the output-format specifications for a combined-file card, and no stacker selection is specified for that card in the input specifications either, the card enters the pertinent normal stacker.

Note: See also further Stacker-Select information for combined files under Input_Specifications.

Stacker selection at total-output time (Type \(T\) in ccl. 15) causes selecticn cf the "next" card. At this time:
a. [ata from that new card has not yet been available for calculation, and
b. The Matchinq-Reccrd indicator still reflects the status of the previous card, and
c. Field Indicators still represent the previous card; but
d. The card-type Resulting Indicator fcr the new card is on--that for the old card is off, and
e. If the cld card was the last cf a contrcl aroup, the pertinent \(\mathrm{L}-\) indicators are already on.
(See RPG Erogram Ioqic, Fiqure 6.)
A card's fosition as the last of a contrcl_qrour can nct ke reccgnized by RPG as a criterion in time for stacker selection cf that card. (The PT.ACE card in the Punched-Card Utility Collate Program provides for this; or, the RPG proqram may branch, ky cperaticn code EXIT, to a B. A. L. subroutine to accomplish this selection--see Programming Tips, Affendix E.)

Stacker Selection of matched cr unmatched cards in a file-matching application, based on the status of the MR indicator (see cuteut Indicators, below), should be specifitd for detail-time output (Type D in col. 15). The MR indicator then correctiy reflects the match status of the card that would be selected. At total time for a new card, the MR indicator reflects the match status of the freceding card.

Stacker selecticn for oR_lines (see out= put Indicators, below) is independent of that for the basic File-Identification specifications line. It behaves like stacker selecticn for any cther line: if col. 16 is blank, the cards defined in the OR line enter the normal stacker; if a stacker number is sfecified, the cards enter that stacker. (But see item 3 under Stack Select=-CF_ines, in Incut_specificaticns.)

Space, Skip--Cols. 17_and_18;_Cols. 19-20 and \(21-2,2\)

These fields are left blank in File-Identification specifications for card files.

The Space and Skip fields provide fcr printer forms-movement contrcl. They apply each time the particular printer-output File-Identification specifications are executed, even when:
1. The particular printer cutput specifications are repeated during the same program cycle--ty a GCTC operation (see Calculaticn Specificaticns); or
2. No data is actually printed, because the status of the particular output Indicatcrs assiqned in the individual Field-Description specifications lines (see below) prevent printing of all associated fields cr constants.

If the printer is the IBM 2203, and the Dual-Feed Carriage special feature is installed, forms control applies only to the forms carriage with which the particular File Name is associated (through the Device Code in the file description specifications).

Separate specifications may be qiven for OR lines. However, if an \(O R\) line is blank in all of these forms-control fields, the space and/or skip specifications from the nearest freceding File-Identification line (within the same file output entry) with such specifications are applied by the proaram also to that \(\cap R\) line. Tf there are also no specifications in these fields in any of the preceding File-Identification lines (main or oR lines) cf that fileoutput entry, the field is considered to be blank in the \(O R\) line too.

Note that a zero (in contrast to blank) in any of the columns 17-22 in an \(O R\) line prevents application to the or line of space or skip specifications from a preceding file-identification line. If at least one of the cols. 17-22 in an or line contains a zero, and the remainder are zero or blank, no spacing or skicfing takes place, before or after, when output is based on the of line.

There must be no Space or Skip entries in an \(A N D\) line.

Note: Relationships between Space and Skip specificaticns are discussed at the end of this section.

Space, Before--Col. 17
The paper form in the printer is advanced \(0,1,2\), or 3 lines before frinting by entering \(0,1,2\), or 3, respectively, in col. 17 of the pertinent File-Identification specificaticns.

A klank in col. 17 has the same effect as entering a 0 ; i.e., no space before printing.

Space, After--Col. 18
Equivalent to Col. 17, but controls lire spacing after printing.

Skip, Before--Cols. 19-20
Any number from 01-12 may \(t \in\) entered tc cause the paper form in the printer to be advanced, kefore tre line is printed, until a punch is sensed ly the tape-reading brushes in the correspcnding channel of the synchrcnized forms-carriage contrcl tape. If a tape punch in that channel is already lined up with the brushes, the form will nevertheless advance, until a funch in that carriage-tape channel reaches the tafereading trushes again.

A leading 0 need not \(k \in\) recorded with this FPG; i.e., \(\begin{gathered}\text { \% } \\ =01 .\end{gathered}\)
00 is treated as equal tc あぁ
Skip, After--Cols. 21-22
Equivalent to cols. 19-20, but contrcls forms skipping after printing.

Points tc Note
1. If the user's applicaticn offers a chcice
a. Eetween Space/Befcre and Space/ After, Space/After should \(k \in \in \mathbb{R}-\) plcyed; or
t. Eftween Skip/Befcre and Skip/After, Skip/After shculd \(k \in\) employed.

Forms movement after frinting cf a line usually gives better thrcughfut: it permits overlaf of subseguent prccessing with the forms rovement; whereas, if farms movement takes place ahead of printing of a line, extcution of the print instruction has to await completicn cf forms movement.
2. Line spacing may be stipulated for both tefore and after printing of a line. Thus, a maximum of 6 line sfaces (i.e., 5 intervening tlank lines) may be achieved tetween successive frint lines withcut skiffing.
3. Forms skipping may be stipulated for toth kefore and after frintirg of a line.
4. If \(S p a c \in / B \in f o r \epsilon\) and Skif/Befcre are bcth stifulated for the same print
line: the Skip is extcuted first, followed by the space oferaticn.
5. If Space/After and Skif/After are koth stipulated for the same frint line: only the space operation is extcuted.
6. A forms advance to tre next carriacetape channel-1 punch is autcmatic:
a. At the conclusion cf program generaticn--unless the FFG Control

Card (card \(k\) ) contains a E in Col. 11, which suppresses program listing during generation (see the CPErating Frocedures manual).
b. After total-cutput time if, at any time in that program cycle ii.e.. during detail-time cutput or during total-time output), a line was printed at or kelcw the point at which a carriage-tape channel-12 funch was sensed by the formscarriage brushes--and provided of (or OV) is not assigned in output Indicators of any FileIdentification specifications for that file.

This implies that, if (ky virtue cf the user's RPG sfecificaticns) more than one line may te printed in a single program cycle without a specified skip to a \(n \in w\) page, the distance cf the channel-1 carriage-tape punch from the channel-12 punch must be long enouqh to allow all lines in a program cycle to be printed without exceeding the maximum desired print lines on a page.

Note: If \(O F\) affears in output Indicatcrs of any File-Identification line for the standard (or lower) printercarriaqe (i.e., file ERINTER or PRINTLF), no autcmatic cverflcw forms skif to the channel-1 punch ever occurs for that file: overflow forms skipping must then be specified in an overflowtime File-Identificaticn line--see below. The equivalent applies to ov with the upper carriage--file PRINTUF. (These statements do not arply if only NCF or NOV appears in output Indicators for the respective file, nor if of or OV appears only in Fiela-Description Specification lines.)
7. Successive printer outputs can be frinted on the same line of the printer form (i.e., without intervening forms movement) by appropriate space and skip specifications cf tlank or zerc, to effect "space suppression": if cols. 17-22 are blank or zeros, no spacing or skipfinc cccurs \(k \in f=r \in c r\) after the line is printed but see distinction between blank and zerc for or lines, above).

Note however that, if the multifle cutputs--intended for a single line on the frinter form--cccur during different program cycles, they may become separated to different pages: the autcmatic forms advance operates as described in item 6 ( \(k\) ) above, even though all space and skip specification fields for these outputs may \(k \in z \in r o\) or klank.

If the multiple outputs to one printer line are in tre sare frcgram cycle, no autcmatic fcrms advance can separate the lines (since the autcmatic advance to the channel-1 punch takes place cnly after tctal-output time).
8. A Skip (ly a specificaticn in cols. 19-20 or \(21-22\) ) past a carriage-tafe chanrel-12 punch--i.e. frcm a fcint on the face higrer than tre channel-12 punch--has the fcllowing effects:
a. If the skif is tc cr past a channel-1 punch: The cverflow indicator (OF or OV) is not turned cn.
k. If the skip is tc a carriage-tape funch in any channel other thar channel 1, and a channel-1 punch is nct \(f\) assed or reacted during this skip: The overflcw indicator (OF or \(O V\) ) is turned cn, after the line at or past channel 12 has been printed.
9. Cnce a line has been printed at or below tre foint at which a carriage-tape channe1-12 punch was sensed, an internal switch is set which will cause the cverflow indicator (OF or OV) tc turn cn at the_end_cf (not during) that cycle-segment cutput time. It cannot Le turned off ky a skip-to-chanrel-1 scecificaticn (contrary to the situation described in 8 (a) above). Therefore:
a. If OF (or OV--see Dual-Feed Carriage) is not specified in cutfut Indicators of any FileIdentificaticn specificaticns line for that file, an automatic skip to channel 1 (as stated in \(6(b)\). akcve) will then cocur after tctalcutput time cf that frcgram cycle-even if a skip to channel 1 was specified (and extcuted) in a FileIdentificaticn specificaticns line whose cutput followed the detection of the channel-12 punch, in the same program cycle.
5. If \(O F\) ( \(O=O V\) ) is sfecified in cutFut Indicators of any File Identificaticn specificaticns line for the respective file, tre frcgram will \(\in x \in c u t e ~ o v e r f l c w ~ F i l e-~\) Identificaticn \(s p \in c i f i c a t i c n s f o r\) that file at overflow-output time fcllcwing total-cutput time--even if a skip to channel 1 was specified (and \(\in x \in c u t \in d\) ) in a FileIdentificaticn sfecificaticns line whose output follcwed the detection of the channel-12 funch, in the same frogram cycle.
10. If it is desired to cause the overflow indicatcr (OF or \(O V\) ) to turn on (at the end of the program cycle-seqment), so that overflow output can be performed after total-time output--but it is necessary to skip to channel 1 from a pcint on the page higher than the channel-12 punch--two skip specificaticns are required: first skip to channel 12, then to channel 1. As explained in item 9, akove, the skip to channel 1 will nct turn off the overflow indicator, cnce it has befn signaled to turn on by sensing of the channel-12 punch.

Note 1: With the IBM 1403 Model 2 or N 1 Printer, successive punches in the same channel of the carriage-control tape must be at least 8 lines apart, because of the high-speed skip capability of the dual-speed carriage on these models (see the publication IBM 1403 Printer, Form A24-3073). By making use of both space/Before and space/ After, up to six spaces (five blank lines) can be oktained between two successive print oferations.

If it is nevertheless desired to utilize Skip for distances of less than eight lines ketween consecutive tapechannel punches, punches may te placed in the same positions in two different tape channels. The skip instruction must then be alternated between the two channels. Note, however, that a skip to a channel-1 punch can have implications that differ frem skipping to furches in other channels (see output Indicators=-CF_and ov, kelow). Channel 1 should therefore be avoided, in some situations, as one of the alternating chanrels.

Note 2: For compatarility with other RPGs, there should be an entry in at least one of the Space or skip fields cf the first File-Identificaticn specifications line for each printer output (i.e., it is not necessary in an OR line). If the user requires nc entry (nc Space or Skip desired), he should enter a zero in space/After (col. 18).
output Indicators=-Cols. 23-31
(File-Identificaticn Specifications)

\footnotetext{
Indicator codes entered in these fields determine the conditicns under which the output operations defined in this FileIdentification specifications line, and in its subsidiary Field-Description specifications lines, are to be executed.
}

Note that output Indicators in the FileId \(\in\) ntificaticn specificaticrs line control the cccurrence of that entire cutput-rrot cf a particular field. (Cutput Indicators may also te assicned to individual fields. This is discussed under Field Descrifticn and_Ccnticl, \(k \in l c w\).

Absence of an entry calls for extcution of that cutput at detail time cr total time--D (cr H) or \(T\), respectively, in col. 15 (Type)--єach program cycle. Ncte that detail tire includes detail-cutput time tefore the first card has \(k \in \in\) read (when the \(1 P\) indicatcr is cn ).

Any indicator--except of cr ov (discussed sefarately below -- may \(k \in \in n t \in r \in d\) in cols. 24-25, 27-28, cr 30-ミ1 tc instruct the prociam to execute the particular cutput specificaticns cnly if that indicator is on at that time (detail time cr total time, as determined by the entry in col. 15). If an \(N\) (=Not on) is entered in the column freceding the indicatcr code (ccl. 23. 26, cr 29, respectively), the output is perfcrmed only if that indicatcr is nct on.

Note: Any \(\operatorname{ERCDIC}\) character ctrer than \(N\) in ccl. 23. 26, cr 29 has the same meaning as a blank.

The trfee fields (ccls. 23-25, 26-28, 29-ミ1) are identical in functicn. If lєss than thref cenditioning indicators are assigned, it dces not matter which cf the thref fields are used. Up tc three different conditicning indicatcrs may \(k \in\) desiqnat \(\epsilon \bar{d}\) in on \(\in\) Fil \(\epsilon-I d \in n t i f i c a t i c n ~ s p e c-~\) ificaticns line. All indicatcrs assioned to one line are in an AND relaticnshif to each other; i.e., the conditions for all indicators in the line must ke satisfied for the cutput tc be perfcrmed. Each cf the several indicators may individually be required tc \(k \in c n\) cr nct \(c n\) (N) as a conditicn of ferfcrmance cf tre output operaticn.

If more than threє output Indicatcrs in ar ANL relaticnshif are \(n \in \in \in d\) to condition an output cferaticn, additicral lines may be used, each able to accommodate up to threє more indicator entries. Suct lires must be immediately below the initial FileIdentification specificaticns line for the particular output. They mest ke blark Excert for the wcrd \(A N D\) reguired in cols. 14-16 and the desired entries in cutput Indicators (cols. 23-31).

Different output Indicators may be placed in an \(O R\) relaticnshif to each cther; i. \(\epsilon\)., the cutput operaticn is tc beferformed if any cne cf several indicatcr criteria is satisfied. a sefarate file-

Identificaticn sfecificaticns linc is used for each or line, and placed immediately beneath the initial file-Identification line (or any \(\underset{N}{ } N\) or \(O R\) lines) for the particular output. The word \(O R\) is entered in cols. 14-15, the desired indicators in cutput Indicatcrs, and--cptionally--Stacker Select and forms contrcl instructions in cols. 16-22.

Both AND or \(O R\) relaticnships may \(k \in\) specified ir conjunction with each cther-i.e., the output operation is to \(\mathrm{t} \in \mathrm{p} \in \mathrm{I}^{-}\) formed if any cne cf several combinaticns of indicator conditicns is satisfied.

When there are ANI or Cf lines for an cutput cferaticn, then every and line, every \(O R\) line, and the initial fileIdentification specifications line for that cutput operation must each have at least one entry in output Indicators. If the indicators for successive lines in an OR relaticnstif are not completely mutually exclusive, the program extcutes the specificaticns (Stacker Select and forms control, if any) of the first line whose indicator criteria are satisfied (except if one of the output Indicators specifications is \(C F\) or \(C V\), for the lower or \(u p p \in I f \in \in \mathbb{d}\) \(r \in s p \in c t i v \in I y--s \in \in \quad k \in \operatorname{low}\).

Entries in Output Indicators utilize indicatcrs only to condition the execution of an cferation--ttey do nct set them as Resulting or Field Indicators. Therefore, the use cf an indicator in output Indicators never changes its status fon or not on). An Indicator appli \(\in\) d in output Indicators reflects the status (on or not on) it previously assumed:
1. As card-type Resulting Indicatcr, or
2. As Field Indicatcr, or
3. As calculation Resultinc Indicator, or
4. As Control Level indicator, or
5. AS Matching Fields indicatcr (MP), or
6. Throuah a SETON or SETCF instruction, CI
7. As its initial status at tre beqinning cf frogram execution--if \(n \in v \in I\) chara \(\in \mathbb{d}\), cr
8. As a result of a Elank-After cutput instruction, or
9. As a consequence of forms-ccntrol carriaqe-brush sensing of a carriaqetape channel-12 punch--if of or \(O V\) indicator.

The status of an indicator may have a different significance at detail time and at total time--for example:
(a) It may reflect different cards. For instance:
At total time, the \(M R\) indicator and Field Indicatcrs reflect tre frevicus input card whereas L-indicators and card-type Resulting Indicators already reflect the new input card; or
(b) Its use may have a different effect. For instance, with L-indicators emfloyed in the normal marner, with control Levels:
An L-indicator in output Indicatcrs of a total-time output operation (T in col. 15), makes printing or punchinq at total time contingent on cccurrence of a control break of that or higher level--the standard method for proaramming output cf qroup tctals cr of specifyinq a group-printed report; but

An \(I\)-indicator in output Indicatcrs of a detail-time output operation (D or \(H\) in col. 15), makes printing or punching at detail time contingent on a preceding contrcl break of that or higher level--a method for prcqrammina qroupindication (printing identifying data cnly from the first card of a control group).

For details on indicators, see also program_Logic Flow, RPG_Program Logic, (Figure 6). Indicators, Indicatcr Hierarchy, and Matching_of Files, all under proqramming for RPG-General Informaticn; Resulting Indicatorse Field Indicatcrs, Contrcl_Ievel and Matching_fields, all under Input_seeci= ficationsi and Indicators and Result-
Testing Fields, under Calculation
Specifications.

\section*{Points tc Note}
1. The cutput oferation called for by the File-Identification specifications cccurs in a proqram cycle--at detail time if \(D\) or \(H\) is specified in ccl. 15 (Type); at total time if \(T\) is sfecified in col. 15--if either of the following situations in output Indicators (ccls. 23-31) applies:
(a) The output-Indicatcrs fields are tlank; or
(b) Any indicators specified, and not preceded \(k y\) N, are then \(c n\); and any indicators specified, and preceded ty \(N\), are then off.
These criteria are valid alsc at the detail-output time that precedes the reading of the first input card (the uppermost \(I / C\) klock in Fiqure 6, REG Program Iogicl.

If the output is to be suppressed at
detail-output time preceding the readinq cf the first input card--and it should normally be suppressed at that time, except for the printing of constant data as report or column headings--an indicator must be assianed in output Indicators. This may either be the code of an indicator known to be off before the first card has been read (such as a card-type Resultinq Indicator) ; or it can be an indicatcr known to be on at that time, but the entry is preceded by \(N\), so that the output is performed only when that indicator is not on (for instance, N1P).

All indicators are off before the first input card has been read, with the exception of the following which are on at the start of object-proqram execution (see also Indicator Hierarchy and Fiqure 11):
1 P and LO ; and any indicator assiqned to "Zero or Blank" in input Field Indicators or in calculation Resultinq Indicators (arithmetic operaticns or TESTZ)

Permittinq any output operation-apart from the printinq of constant report-heading data (see Constants, below) --before the first input card has been read, may froduce spurious effects: such as a line of zeros printed, a card punched or printed with zeros, or a combined-file card never read, etc. (See also output_Before First card is Read, under Program Ioqic Flow.
2. Total time is always bypassed in the first proaram cycle--and in the first \(n\) proqram cycles under certain circumstances. (For a full explanation, see Total-Time Processing on "Run-In", under program Loqic_Flow.

Bypassing of total time does not, however, prevent the proper setting of r-indicators to reflect group-control breaks. Thus, even though total-time output is bypassed, I-indicators specified in output Indicators to control group-indication (i.e., printing of identifying data from the first card of a control group) at detail time will operate properly also for the first data card of the deck (but see 3, below).
3. The I-level control fields in the first data card (of a type for which control fields are specified) are compared aqainst zeros (FECDIC FO) in core storaqe. Zeros (and, for numeric fields, also blanks) in control fields of such a card result in an "equal" comparison and therefore do not turn on the relevant r-indicators. This may present a problem in aroup-indication
for the first control group when the control fields cf the first orcup con－ tain no siqnificant data．（See Special Consideraticns for Indicators I1－Igon ＂Pun－In＂，under Indicators，in the sec－ ticn proqramming for EPG＝General Information．）
a technique for circumventing any such frcblem is presented in program－ ming Tipse Appendix E．

Figures 50 A and B illustrate specifica－ ticns for File Identificaticn and Control， temporarily excluding the or and ov indica－ tors（discussed next）．The reader is asked to assume，for purfoses of this illustra－ tion，that each File－Identificaticn speci－ fications line（cr group of lines，when there are and or or lines）is fcllowed by at least one Field－Description specifica－ tions line（discussed later）．


Figure 50A．Simple Examples of Entries for File Identificaticn and Ccn－ trol（Excluding \(O F\) and \(C V\) Indicators）

Explanation of Entries in Figure 50A
Assumpticns：A straigrt listirg is desired，with two classes of total and grand total．Headings of ccnstant data are to be printed on one line across the tcp of the report on the first page．At each Level－1 control break，a sumary card is to te punched．The printer has been assiqned （in the file description sfecifications） the file name \(k\) EfORT\＃1，and the card funch device has the file name SUMCARD．

Specificaticn line ol causes printing cnly at detail time and only before the first data card has \(b \in \in n\) read：

REPORT\＃ं is associated with the printer； H in col． 15 （Type）specifies detail time（a D，instead of H ，would have been synonymous）；

The 1 F indicator is on at the beginning of program execution，and is turned off by the RPG program itself immediately after the first card has been read．

Thus，the output is limited to printing at detail time，before the first card has been read；i．e．，the first detail－output time only．The Field－Descriptions specifi－ cations following this File－Identification line are assumed to contain constants，to be printed as headings across the first print line of the first page．

If 1 P were not specified，but output Indicators left blank，the heading con－ stants would be printed at detail－output time of every progra⿴囗十心 cycle．

Skip／Before to the next carriaqe－tape channel－01 punch is specified，to make sure to start at the tof of a fresh page．After the headina，the form is advanced 3 lines， so that two blank lines intervene before the first detail－data line．

Tine 03 calls for printing the data in the fields presumed to \(k \in\) desiqnated in Field－ Description specifications beneath this line．The file name（REPCRT\＃1，cols． 7－14）need not be repeated，because no other file name intervened－－but it may be repeated．

This output is at detail time（D in col． 15－－H could have been used insteadi ；
The output is suppressed if the H 1 and／ or the 1P indicator is on．NH1 was arbitrarily chosen to point out that H1 might be assigned to an error con－ dition，to halt the system after detail－output time，and the same indi－ cator can conveniently be utilized to suppress output．If N1P were not assigned，the output would also occur kefore the first card has been read．

The 1 in ccl． 18 causes single spacing after each detail－output line．

Line 05 causes printing at total time（ \(T\) in col．15），provided the Il indicator is on． This is the normal method for printinq totals at the end of a contrcl group of Level 1．The file name need not be repeated，even though this specification is for total－time output and the previous one was for detail time．

To offset the total line from a arcup of preceding detail lines，a space／Before is
specified. This creates one blank line ketween the last detail line (where 1 Space/After was specified) and the ri-total line. After the I1-total line, the form is advanced 2 lines, tc leave a blank line before the next detail line.

Line 07 directs the program to punch a card (SUMCARD is associated with a card output or combined file) at total time, if the 1 indicator is on--a standard methcd cf funching qroup totals into summary cards.

The SUMCARD output specifications cculd have fcllcwed the I2- cr ri-level printer output; but they were deliberately interposed between the I1- and I2-level printer output specifications: alternating cutput media for the same froqram cycle tends to speed throuqhput. Therefcre, the higher the propcrtion of L 2 contrcl breaks in relation to 1 -only breaks, the more \(i s\) qained by interfosing the card-punch output between the two printer operations (see Sequence of Specifications, above).

Iine 09 causes printing at total time, provided indicator 12 is on. This is the normal method for printing totals at the end cf a contrcl aroup of level 2.

Because this output File-Identification specificaticns line is tel c w the I 1 line, the r 2 tctal. will be printed below the r total. If the specificaticns in line C9 were to precede those in line 05, then--at every contrcl freak cf \(L \in v \in l\) 2--the L 2 totals wculd be frinted ahead of the I 1 totals: within the same frogram cycle seqment (detail or total), tite cperaticns for the same cutput device are executed in the order in which the specificaticns affear in the cutput-format specifications (see Sequence of Specifications, above).

After \(\in\) very \(L 2-l \in v e l\) frinter cutput, the forms-control-carriage tape advances to the next channel-1 punch, i.e., the top of a new fage.

The file name REFORT\# 1 must te recorded kecause cutput tc ancther file (SUMCARD) interven \(\in\).

Line 11 is equivalent to lines 05 and C9, but is operative cnly when the Last Record indicator is on. Final totals are printed cn a predetermined line (Skif/Before tc carriaqe-tape charnel 10), and a Skip/After to the top of a new page takes place after printing. The file rame is the same as for the precedina output and therefore need not le \(r \in p \in a t \in d\).

Throuqhout, note that (1) all detail-output specificaticns must precede all totaloutput specifications, and (2) space and Skip are forms-control specifications and can, cf course, only be entered ir FileIdentification lines fcr printer output.


Figure 50B. Further Examples of Entries for File Identification and Control (Excludina \(C F\) and \(O V\) Indicatcrs)

Explanation of Entries in Figure 50B
Assumptions; The MFCM and a printer are used to froduce an inventcry status report; to update the inventory item-master card file; and to punch unit and extended prices into item-order detail cards, on the tasis of quantity in the detail cards and unit price in the master inventory cards. Behind the item-crder-card aroup for each stock number represented is a blank trailer card, which is to become the updated
inventory-item master card. Inventory-item masters are in hoffer 1, transaction (itemorder and blank) cards in hopper 2.

The cld inventory master-card file is named CLDBALCE; the file with the itemorder detail and blank cards is named TRSACTNS. Eoth files are defined (in the File [escriftion specifications) as combined files: the TRSACTNS file because its cards are to be read, punched, and stackerselected at output time; the ordearce file only because, besides keina read, some of
its cards are to be stacker-selected on the basis of the MR indicator--which must be in the output specifications, and requires an output operation (say, punching a "blank" in col. '). The 『iles are matched (Matchina Fields--m1) on stock number.

The file TNVNTRY is associated with the printer. The File Description specifications call for turnina the \(r\), indicator on when hoth card files are exhausted.

Specification_line 01 causes printina only at detail time (Din col. 15--世 would have had the identical effect), and only before the first data card has been read (1p in output Indicators). (Heading data, in the form of constants, is presumed to be contained in the Field-nescription specifications.) Before the line is printed, the form skips to the top of a new pace \((0,1\) in cols. \(1^{0}-2^{n}\) ); and after printina, the form advances to the next carriage-tape channel2 punch (02 in cols. 21-22).

Lines_03_and of cause old inventory master cards to enter the normal stacker (stacker 1) for the primary hopper of the MFCM (blank in col. 15--a 1 could eoually well have been specified) whenever there is at least one matchina detail (item-orfer) card--MR indicator on--but to enter stacker 2 (2 in col. 15) when there is no matching detail-- NMR. In line 13, new inventory masters are also selected to stacker 2.

Lines_03. 04 _and 13 jointly have the effect of selectina out (to stacker 1) old inventory masters (line 03) that are being replaced by updated new ones (line 13) ; but directina to stacker 2 those old inventory masters for which no new ones are beina created (line 04). At the conclusion of the job, stacker 2 contains the updated complete inventory master-card file: newly-punched updated cards to reflect transactions, plus old masters for items on which there were no transactions.

Besides MR and NMR, respectively, the card-type Resulting Indicator (05) assumed to have been assigned to the OLDBAICE cards in the input specifications is also specified here--otherwise, in every program cycle in which a TRSACTNS card is processed, the next oldBALCE card would also be fed through, but never read; and NMR alone would allow an OLDBALCE card to"be fed through at the beginnina, without keing read.

Lines 06 009 illustrate \(A N D\) and \(O R\) specifications. The operations are performed if
either of these combinations of conditions exists:

Indicators \(M R\) and 21 and 40 and 62 are all on; or
Indicators MR and 21 and 14 are all on, and incicators 40 and 62 are both off.

These are presumed to be two types of itemorłer detail cards, to be processed alike. Both types are selecteत to stacker 3 (by entry of different stacker numbers in lines 06 and 08 , the two types could be directed to different stackers).
rine 11. All item-order detail cards (say, card-type Resultina Indicator 21) shoulł have a matchinq inventory master card (OT.DBATCF file). If there is no master (indicator condition NMP), either a master card is missina or the jetail card is punched with a wrona stock number. The detail card is directed to the normal stacker (col. 16 blank) for the MFCM secondary hopper, to be investigated.

A second indicator specification (besides NMR) is required (card type \(2^{11}\) was usef) to prevent performance of this output before the first data card has been read and each time an OTDBATCF card is processed, and to distincuish this card from the blank card (see line 13) at the end of each stock-number detail-card aroup.

The file name (cols. 7-14) need not be repeated, hecause no other file name intervened.

Iine 13 specifies the output for the blank card at the end of each stock-number detail-card oroup. This card will be punched with the updated inventory information, and becomes the new inventory master for the particular stock item.

Resulting Indicator 01 was assiqned to this card type in the input specifications. The cards are selected to stacker 2 to form--in conjunction with old master cards for which there were no transactions (see line 04)--an updated complete inventory master deck. The file name (TRSACTNS) was repeated just to show that this is permissible--it, is not necessary.

Output to this card could be performed at total time ( \(T\) in col. 15). However, although totals for a preceding group of cards are to be punched, detail time ( \(D\) in col. 15) was chosen, to illustrate that there is no fundamental difference between the operations that can be performed in these two seqments of the program cycle-provided the appropriate data and indicator settings are available: this card type
(the blank card), although part of a combined file, serves only for output; no data is read from it; the data is ready for "summary" punching when the preceding card has been processed, and the status of the MR indicator is not relevant. Therefore, this card can be punched at total or detail time. If it is desired to perform output to the blank trailer card only if the detail cards matched the OIDBALCE cards, MR should be specified (in addition to 01) in Output Indicators; the output should be performed at total time ( \(T\) in col. 15), when the MR indicator still reflects the matching status of the previous card. (Because all total-time specifications must follow all detail time specifications, the specifications now in line 13 would have to be moved beyond line 15.)

Line 15 provides for printing the updated inventory information after the last transaction card of each stock-number group. This is the proaram cycle during which the rlank card (indicator 01) at the end of each group is beinq processed; therefore, indicator 01 is specified in output Indicators. Aqain, the printed output is performed at detail time ( \(D\) in col. 15); but it could equally well be performed at the preceding or following total time. Either way, it illustrates a qroup-printed report, since the individual transaction cards are not printed.

The form is spaced 2 lines after each printing.

Line 17 provides for the printing of grand totais; the outputis performed only when the LR indicator is on. This operation must be performed at total time, because-when the LR indicator is on--the job is terminated after total output.

The qrand totals are printed at the top of a new paqe (01 in cols. 19-20), and the form is again advanced to the top of a new page after printing (01 in cols. 21-22).

\section*{Note that:}
1. All detail-output specifications must precede all total-output specifications.
2. Card output operations contingent upon the status of the MR indicator (applied in the normal manner, to the matching of files) at detail time reflect the matchina status of the card being processed; at total time, Mr still
reflects the matching status of the preceding card: this can be utilized for output to a card based on the matching status of the preceding card.
3. In this example, Control Level was not utilized: a blank (trailer) card was assumed to have been merged previously behind each stock-number group of transaction (item-order) cards. The program cycle for the trailer card is used to perform the group-end operations.

This re-emphasizes that Control Level (L-indicators) and matching Fields (M1, M2, M3, and the associated MR indicator), have no inherent connection with each other--applications involving matching-records groups do not necessarily require Control Levels.

In both Fiqures 50 A and 50 B , forms advance to the next channel-1 punch is automatic after total-output time whenever a line has previously been printed at or below the channel-12 punch--because of (or \(0 V\) ) is not designated in output Indicators of a File Identification line.

Overflow Indicators--OF, OV
The overflow indicators are related to printer forms movement. Overflow indicator OF is associated with the standard formscontrol carriage, and with the lower feed of the Dual-Feed Carriage special feature (see below) available for the IBM 2203 Printer. OV is the overflow indicator associated with the upper feed of the dualfeed carriaqe.

The principal functions of the overflow indicators are (for their respective carriages):
1. To provide for the control of output operations--among them such as forms advance to a new page, and page and column headings after the bottom of a paqe has been reached.
2. To condition the execution of calculation specifications on the basis of whether the bottom of'a page was reached (by entry of \(O F, O V\), NOF, or NOV in Indicators, cols. 9-17, of the calculation specifications) -

The relevant overflow indicator turns on at the conclusion of a proqram-cycle seqment--i.e., after completion of all detail-time output, or all total-time output--if, during that program-cycle seq-
ment, either of the following situations cccured in that file.
1. A line was printed at or below the point of a carriage-tape channel-12 Funch during detail- cr total-cutput time--i.e., after a funch in channel was enccuntered (sensed) by the carriaqe-tape stof brushes; or
2. A line was frinted after a frcqrammed forms-skip was executed (durinq detailor total-output time) fast a carriagetape channel-12 punch, tc a funch in a channel cther than channel 1 and withcut passing a channel-1 funch. (A forms skip past channel 12 to or past channel 1, before the cverflcw indicator was turned on as explained in 1 and 2 abcve, does not turn it cn.)

When either of these twc conditicns cccurs, it stores a signal tc turn on the overflow indicatof at the end of that cutput time and, if this is detail-output time, then also after the next tctal-cutput time.
(No new overflow signal is created if channel 12 is passed during cverflcw-output time.)

Once the signal to turn cn an overflow indicator is stored (as a result of 1 cr 2 above), the siqnal and the cuerflow indicator are nct turned off again by the program until completicn of the next detail-output time (unless they then remain cn because an cverflow condition occurred aqain during that detail-output time). Cnce the conditicn for turning the overflow indicatcr on has befn met, even a Skip to channel 1 will not turn it off: thus, cverflcw-outputtime information can be frinted before and/ cr after a skif to any channel.

Four fcints inherent in the above statements shculd be emphasized:
1. Regardless of whether the cverflow conditicn cccurred during detail-time or total-time output of a program cycle, the indicator does not turn off again until after the next detail-time output.

Therefore, if the status cf the cverflow indicatcr is to be used tc control the performance of calculations--and, by the nature of the application, the overflcw fcint cculd te reached durina either detail cr total cutput--the calculaticns conditicned by the overflch indicatcr should be specified for detail time to obtain consistent results: if the cverflcw pcint was reached during either detail or total time, the overflow indicator will ke cn during tre next detail-time calculations; however, during totaltime calculaticns, it is on only if the
cverfiow conđiticn occurred during the precedina detail-time output.
2. The overflow indicator does not turn on during cutput time as soon as a channel-12 punch is sensed: it turns on after all output operations for one cycle time-segment (detail-time output or tctal-time output) have been completed, if an overflow condition occurred at any time durinq that output time (i.e., at least one line was printed at or beyond channel 12).

Therefore, printed output cannot be conditioned based on cccurrence of an overflow condition during printing of a previous line in the same program-cyle segment.
3. Although the overflow indicator does not turn on until completion of output for the program-cycle segment during which overflow was siqnalled, once either condition (1 or 2 in previous paragraph) that determines overflow has cccurred, the indicator will turn on-even if a Skip instruction to channel 1 follows the overflow siqnal within the same cycle segment.
4. Skipping past a channel-12 punch to a punch in channels 2-11, without passing a channel-1 punch, creates an overflow condition; but skippina past channel 12 to or fast channel 1 does not. This has certain implications:
(a) If it is desired to skif to channel 1 from a point above a channel-12 punch without turning on the overflow indicatcr, nc prcblem exists.
(b) If it desired to skip from a point above a channel-12 punch, past a channel- 12 punch, to a punch in any of the channels 2-11--withcut passing a crannel-1 punch--and the overflow indicator is to turn on, no frcblem exists.
(c) If it is desired to skip past a channel- 12 punch to a channel-1 punch, but an overfiow condition is to be created, skippina must be specified twice: first to channel 12, and then to channel 1.

If an overflow indicator is on, because of an overflow conditicn during detail- or total-time output, then--after conclusion of all total-time output in that proaram cycle--cne of two events cccurs:
1. If ऋof (or bov, respectively) does not appear in output Indicators (cols. 23-25, 26-28, or 29-31) of any FileIdentification specifications line of that file (see alsc Dual-Feed Carriage, below): The form (for that file) is autcmatically advanced until the next
charnel-1 punch is sensed by the carriaqe-contrcl stof trustes. (If a channel-1 punch is already at the carriage-contrcl brushes, the form is advanced to the next channei-i punch.) Nevertheless, the overflcw indicatcr remains on until conclusion cf the next detail-time output.
2. If 5 CF (or \(\neq 0 \mathrm{~V}\) ) appears in cutfut Indicators of any File-Identificaticn specifications line of that file, and that indicator is cn:

The program next performs overflowtime output (see belcw: output Indicators=-CF, OVL.

No automatic forms advance takes place in the pertinent file (standard cr lcwer-feed file fcr CF, upper-feed file for \(0 V\) ) ; but autcmatic forms advance is retained for the cther file (if dual-feed carriage used). The cverflcw indicator remains cn until conclusicn of the next detail-time output.

NOTE:
(a) An entry of NOF (or NOV) in Cutput Indicators does not cause cverflowtime outfut to take place, nor does it prevent autcmatic overflow forms advance to channel 1--unless trere is an OF (cr ov, respectively) specification elsewhere in fileIdentificaticn output Indicatcrs fcr that file.
(b) Entries cf OF or ov in output Indicators of Field-Descripticn specifications lines have no effect on autcmatic forms advance, and dc not cause the proqram tc perform cverflcw-time output.

Ncte that the autcmatic cuerflow fcrms advance or the alternative performance of cverflcw-time cutput cccurs after totaloutput time. Thus, with detail and total printing prcararmed in the conventional manner--at detail time and total time, respectively--all detail lines and all total lines of one program cycle are ccmpleted befcre forms advance cr cverflcw output takes place. Therefore, the channel-12 punch must te placed high encugh to permit ccmpleticn of the maximum detailtime and total-time output lines of one frooram cycle beneath tre location of the channel-12 punch. (It is fossitle tc frogram fcrms cuerflow to take place pricr to total-time output--see programming Tips, Appendix F.\()\)

If an overflow indicator is turned cff or on ty a SETOF or SETON instructicn, cr as a Field or Resulting Indicator (in infut or calculation specificaticns), it reverts --at the conclusicn of the output
time that follows its proqrammed settinq-to the status it would have had ctrerwise.

Further details on the keravior of overfiow indicators appear in figure 0 (RPG Prooram Ioqic) and under Proqram Iocic Flow (Overflow-Time Output), Indicators (CF, CV), and Indicator Fierarcty--all in Proqramming for RPG=-General Information; under Space, Skif (Pcints to Note: 6,8.9. 10), above; Output Indicators=-OF, OV, immediately below; under Iual-Feed Car= riage, kelow; and under outfut Indicators. in Fíld-Descripticn_Specifications, below.

Output Indicators--CF, OV (File-Identificaticn Specifications)

Entries of indicators other than \(C F\) and \(C V\) are discussed abcve (under outrut Indicators=-Cols. 23-31). Entries of NOF or NCV oferate like entries of any other indicators in these fields (cols. 23-31), except that the output is then conditioned to ke perfcrmed only if that overflow indicator (OF or OV, respectively) is not on at the particular output time (detail or total time--D or T in col. 15).

The conditions under which cverflow indicators (CF, CV) are on are explained above (Overflow Indicators-=OF, OV).

If \(C F\) (or \(O V\) ) is specified in cutput Indicatcrs of a File-Identification line, that output is always extcuted following total-time output, and only provided the \(O F\) (or CV) indicator is then on. Execution is also subject to the status, at cverflcwoutput time, of any other indicators specified in an AND relationshif to the OF (or CV) indicator.

Exfressed another way: specification of OF (or OV)--but not NOF (Cr NOV)--in cutput Indicators of a File-Identification line assians that output to a special proqramcycle seqment known as overflow output (see Fiqure 6, RPG_Program_Logic), timed to take place after total-time output. Performance of the cutput at overflow-output time remains subject to the status of all cutput Indicators for that output. If the overflow indicator is off--or any additional indicator in an \(A N D\) relationship is not in the specified status--at cverflow-cutput time, the output is not performed.

During overflow-cutput time, all outputs conditioned by the of (or \(O V\) ) indicatcr are perfcrmed--subject tc appropriate status of Output Indicators assiqned--in the order in which the File-Identification lines appear in the output-fcrmat specifications, exceft: all "tctal" overflow sutput fa in col. 15) precedes all "detail" overflow
cutput (D or H in col. 15). Although all overflow-time output occurs during a sefarate frcgram cycle segment, the FileIdentification lines for overflow-time output must nevertheless ke grcuped with the cther detail (Din ccl. 15) or total (T in col. 15) output lines.

\section*{WARNINGS}
1. Luring overflow-output time, the cardtype Fesulting Indicatcr for the next card is on. If output is surpressed on that card type--of conditioned to cocur only cn some cther particular card type-nc forms advance to the new faqe cccurs. (There is nc automatic cverflow forms-skip to a channel-1 punch of a carriage when OF (cr CV, respectively) is specified in output Indicatcrs cf any File-Identification line of that file.) Conditicning cverflow-time outfut \(k y\) card-type Resulting Indicatcr or Field Indicator--when cne cannot be sure at what fcint of the card \(d \in c k\) the cverflow will cccur--can create the impressicn that the cverflcw cperation failed: in reality, it may have t 他 suppressed--ky indicators in an anc relaticnshif--during tre one prcgram cycle during which the overflow indicator was on. It does not remain on keycnd the next detail-time cutput, merely kecause nc forms-skif tcck place.

Similar ccmments apply to calculation specifications whose ferfcrmance is made contingent on the status of an overflow indicator and a card-type Resulting or Field Indicatcr.
2. Other, seemingly peculiar, results can cccur when not all types of input (or combined-file) cards frint detail outfut. For example--

Assume: Input cards of type A and type, Only type \(A\) is listed (at detail time); but kcth types are included in grouf contrcl (Ccntrol Ievel). Group tctals are printed at total-cutput time. \(O F\) is specified in output Indicatcrs, fer forms advance and printing of cverflow-fage headings.
Effect: As previcusly explained, all group totals are printed cn the old page, befcre cverflow-time output, wten a control change cccurs in the same froaram cycle in which a char nel-12 punch is passed (because overflow-time output fcllows total-time output). This remains true and is manifestly true when a type-A card is the

Last card of a contrcl group.
However, if overflow is siqnalled during the printing of a type-a card, and the next card is of type \(B\) and is the last card of a control qroup, the qroup totals are printed on the next page, qiving the (false) impression that overflow forms-advance took place after detail-time output before total-time cutput.

\begin{abstract}
What actually happens is: the overflow siqnal is trigqered during detail-time output printing of a type-A card. This is followed by total-time output (of the same program cycle), during which nothing is printed (no control kreak). This, in turn, is fcllowed by overflow-time output during which the form is advanced to the next paqe and overflow-page headings are printed. The next card is of type \(B\), for which nothing is printed during total- or detail-time output. This type-B card concludes the contrcl group. Totals are therefore printed before processing of the next card. Since forms advance took place during processing of the preceding type-A card, and nothing has been printed frcm the type-B card, the group totals are the first nonoverflow data on the new paqe. It now looks as though overflow occurred before total-time cutput; kut the overflow operations and the qroup-total printing actually occurred in two different program cycles.
\end{abstract}

File-Identification Specifications in AND and OR relationships are explained above (under output Indicators).

File-Identification lines with of (or OV) in output Indicators may be in aND relationship with preceding and-or following lines (when more than three indicators are required in an AND relationship). The user must remember that the status of the other indicators at cverflow-cutput time is then relevant--not their status at detail time, even if Type (col. 15) is desiqnated D.

File-Identification lines with of (or ov) in output Indicators may be placed in an OR relationship with preceding andor following lines. The user must then be careful that the output does not occur twice--once at overflow-output time and once at total- or detail-output time--when the output Indicators in two lines in an or relationshif satisfy the criteria. (Fiaure 5E, lines 09 and 14, partially illustrates the point.) Execution of the overflow specifications should then be suppressed when the OR condition also exists (e.a.: OFNL1). (See also Figure 51A.1

An example:
If a orcup identificaticn is to \(k \in\) printed at detail-output time cf the first card of each control group, and also at the top of an overflow paqe, cne ccmmen ficqramming technique involves two FileIdentification lines in an CR relationship. Cne line has of in output Indicators, the cther !1. (D is specificd in col. 15.) However, if printing at the overflcw fcint (at cr below the channel-12 punch) ccincides with the last card cf a contrcl aroup, group identification is printed twice: that of the cld grcup at the tcp of the new fage (during overflcw-time output), and the identification of the new group at detail-output time of the first card of the new grcur. If fcrms advance is specified, it also cccurs twice.

A simple way to prevent such undesired duplicaticn is to sfecify CF and NLT in an AND relaticnship in output Indicatcrs of the cverflcw File-Identificaticn line. The [-indicatcr for a contrcl break is already on before overflow-time cutput; thus, the cverflow outfut is prevented when grourcortrol cutput provides the necessary data. (This methcd assumes that forms advance to the next page is desired after every contrcl break of this level, as well as when the cverflow point has been reached.)

Scmetimes it is desired to print the same column headings at the top cf the
first page and of overflow paqes. Twc convenient affroaches are shown in Fiqure 51B.

Note: Passing channel 12 durinq overflowoutput time does not cause the cverflow indicator to turn on aqain for the next cycle. Therefore, it is possible to skip to mare than one new page during overflowoutput time, without this itself causinq overflow after total output of the next cycle.

Explanation of Entries in Fiqure 51A-Part I
The File Name PRINT is assumed to have been associated with the frinter, in the File Descripticn specifications.

It is desired to frint the column headings (the words acccunt, \(N\) a M E, BALANCE) across the top of each paqe--on the first page, on each overflow paqe, and on the new page to ke started after each L2 controlIevel break. The example illustrates a simple method for printing the same constant information under each of these three conditions.

Printinq must be at detail-output time ( \(D\) or \(H\) in col. 15) in order (1) to print constants kefore other data frcm the first card of a control group and (2) to skip to a new page on a control break after--nct before--the group totals have been printed.


Figure 51A. Forms Advance and Frinting of Constants or Identificaticn on overflow and After Contrcl Break

Specifications line oi causes the output to occur at the beginning of each I 2 ccntrcl group. The "constant" data (explained under Fitld Description, below) is therefore printed on the first page, as well as on every other new fage started when a new L2 control group begins.

Line_02 provides for the same output--the column headings of constant data--at the top of each overflow page.

Because overflow output and detail cutput take place in separate distinct time segments cf the prcgram cycle, either the cperation in line 02 or that in line 01 must be suppressed when an L2-level control ireak ccours in the same cycle as an cuerflow signal. If neither NL2 in line 02 nor NOF in line 01 were specified in output Indicators, and an cverflow siqnal and \(L 2\) control treak coincided in cne frogram cycle, the events would \(t \in:\)
```

1. Skip to channel 1 at
start of overflow out-(
fut; OF
2. Erinting of constant
data;
3. Skip to channel 1 at
start of detail-time
output
4. Frinting of constant
data
$\left\{\begin{array}{l}\text { OF } \\ \left\{\begin{array}{l}\text { recifications } \\ s p \in c i f i c a t i o n s ~\end{array}\right.\end{array}\right.$
```

In this example, it is immaterial whether overflow cutput is suffressed when I2 is on (line 02: OF NL2; line 01: L2), or L2 output is suppressed when \(G F\) is cn (line 02: OF; line 01: I2 NOF), tecause only constants are frinted.

However, the time of executicn in the program cycle differs: if the CFspecificaticn output is ferfcrmed, this takes place at overflow-output time; if the L2-specification output is ferfcrmed, this cccurs at regular detail-output time. Therefore, if data from cards is to be printed, output at cverflcw time can only be from a freceding card, whereas cutput at detail time can ke from the new card. Normally, when contrcl-level break and the overflow pcint coincide, the data frcm the new card is to be group-indicated. Thus, the \(C F\) line rather than the 12 line must be suppressed. This is illustrated in the second pcrtion of Figure 51A.

\footnotetext{
At detail time fcllowing an 12 control kreak the carriage skips tc the next channel-1 punch, before the headings are printed \((01\) in ccls. 19-20). Thereafter, the form is advanced 3 sfaces ( 3 in ccl. 18). Since cois. \(17-22\) are blank in line 02, the forms-control instructions are taken from the last preceding line (cf the
}
same group) that contains significant entries, i.e., line 01.

Note: Output should not also be specified, in this application, before the first card has been read (at 1 P time). This would cause printing of the constant data, followed ky forms advance and another line of the same constant data at detail-output time cf the first card (which is normally also the first card of an \(L 2\) Control-level break).

Explanation of Entries in Fiqure 51A-- Part II

This example is intended to be contrasted with Part I. Again, the form is to be advanced to a new fage when either a Ievel2 control break has occurred or overflow was signalled.

However, instead of constant headinq data, the acccunt number (contents of the field ACCT) of the pertinent card group is to be printed at the top of each paqe. As specified in lines 07 and 08, this will operate correctly:

Iine 07: If the overflow indicator is on at overflow-output time, and no L2 control break has occurred (NL2 in output Indicatcrs), the form is advanced (at overflowoutput time) to the top of a new paqe. The account number from the previous card is then printed. Since no 12 contrcl break has cccurred, there must te at least one more card of the same control qroup; therefore, the account number from the previous card is appropriate to identify the data that will filiow on that fage.

Line C8: If an I2 Control-Ievel break has occurred, the form is advanced (at detailoutput time) to the top of a new paqe. At detail-output time, the ACCT field contains the acccunt number from the first card of the new control group. This is the proper indentification for the data that will follow.

Now note what would happen when overflow and L2 control break coincide, if of were the cnly specification in output Indicators in line C7, but 12 NCF were spcified in line C8:

Duplication of paqe headina is properly prevented; but--when I2 and OF are both on--the specificaticns in line 07 (not line (8) are executed. These are performed at overflow-cutput time, when the data from the first card of the new control aroup is not yet in the process area. The account number at the top of the new page will be that of the last card of the previous control qroup; but


Fioure 51B. Forms Advance and Printing of constants on First and Cverflow Paqes
```

the card data that will follow will be from the new group. The group will thus be incorrectly identified.

```

Explanaticn cf Entries in Figure 51B-Part I

This is a straightforward set of output specificaticns fcr frinting the same constant data (e.g., the word ACCOUNT) at the top cf tre first paqe (befcre the first data card has been read- \(-1 p\) is on) and at the tof cf each cverflow page lat cverflowcutput time).

Two File-Indentification specifications lines are needed with this method. Part II presents an alternate approach.

Explanation of Entries in Figure 51B-- Part II

This illustrates use of the OF indicator in calculaticn specifications to accomplish the same as Part \(I\), but without an OR line in the output-format specifications.

The File-Indentification specifications (line 05 , output-format specifications) cause the output to be performed at detail
time, if indicator 1 f is cin. It is always cn \(\mathrm{t} \in \mathrm{for} \in\) the first card ras \(\mathrm{b} \in \in \mathrm{n}\) read; therefore, the heading word ACCCUNT is printed in frint pcsitions \(2-8\) on the first page.

The first detail-time calculaticn sfecificaticn (line 01, calculaticn sfecificaticns) causes indicator 1 P tc turn on if the CF indicator is on. The OF indicator is on if a line was frinted at cr kelcw the channel-12 punch during the freceding detail-time or total-time output of the same proqram cycle (see Figure 6, EFG_Erogram Icgic). The cutfut \(s f \in c i f i c a t i c n s\) in line 05 are then the first detail-time outfut operaticns performed in the next frogram cycle.

Indicator \(1 P\) is turned off again \(k y\) the FPG frcgram after a \(n \in w\) card has befn read.

Note that overflow-time output is nct utilized at all with this frcgramming apprcach. Because OF (or OV, respectively) is ncwhere specified in cutput Indicatcrs of a File-Indentification line, forms advance tc channel 1 is autcmatic after total-output time, if the cverflow indicator is cn. Therefore, Skif/Before (cols. 19-20) must not contain 01; otherwise, the form is advanced to a seccnd new paqe at the beginninq cf detail-output time fcllowing cverflcw.

Dual-Feed_Carriage_(DFCL
This is a sfecial feature availakle for the IBM 2203 Frinter equipped with a 39-, 52-, or 63-character typebar. The DFC permits control cf two different fcrms in one job run. sach form has its cwin forms-control carriaqe and the forms tractcrs cf the two carriaqes are controlled independently, each having its cwn carriage-contrcl tape.

The overflow indicator \(0 V\) is associated with the extra carriage, tte sc-called upper carriage. The overflow indicator OF remains associated with the standard, cr lower, carriage.
pairs cf forms that are to contain informaticn from a common source--any, all, or none cf which may apply to koth formscan ke printed in a single run with entirely different spacinq and fcrmat requirements. The two forms can re completely segregated side-ty-side, cr they can \(k \in\) partially cr entirely overlafped.

For example: payroll checks can te printed alongside a fayrcll register; cr the checks can be above or keneath the register, with different sfacing and fcrmsskipfing. Similarly, invcices and an invoice register, cr invcices and shiffing lakels, can te handled side-ty-side or par-
tially or fully superimposed. (FCl further details on the DFC feature see the publication IBM System 360 Model 20, 2203 Printer, Form A26-5926.)

The forms controlled ky the twc carriages are assigned separate cutput-file names in separate entries in the File Description Specifications, each name being associated through the Device code with a particular cne of the twc carriaqes. Separate File-Identification and FieldDescription entries for these two files are required in the cutput-fcrmat specifications, when both files are to be used. The Field-Descrifticn sfecificaticns may be different, or partially or wholly identical, when desired.

The two files are basically two separate files. However, printing takes place concurrently for the two files (upper and lower carriage)--i.e., output is treated as thouqh tc a sinqle file, which can speed output considerably--if all four of the following conditions are satisfied:
1. Output is specified for the same proqram-cycle segment (both \(D\) or \(H\), or both T, in col. 15).
2. The specifications for the two files fcllcw each other in the output-format specifications, without intervening entries for any other output. (If output to the same two files is specified several times, the entries for the two files must be faired wherever they are to be treated as a single file for concurrent output.)
3. The entries in output Indicatcrs of File-Identification lines (thouqh not necessarily of Field-Lescription lines) are identical for the two files. (Same cverflow indicator for both files also satisfies this criterion.)

Nct only must the same indicators be specified alike (each preceded by \(b\) or N, respectively, for koth files), but they must also \(k \in\) entered in the same crder. If there are AND and/or OR lines, the number of such lines, and their seguence and output Indicators must correspond for the two files.
(These requirements preclude simultaneity cf output for the two files if different overflow indicators (OF and CV) are specified in cutput Indicators of the File-Identification lines of the two files, or if one--but not the other--has one of these overflow indicators specified.)
4. No cutput Indicator in a FileIdentification line \(i s\) required to be
cff (Nxx) as a condition of output for these two files, if that indicatcr may turn cn as outfut fields for the first file are transferred to the cutput area (see "Blank-After"). For example:

N20 appears in output Indicators of the File-Identificaticn lines for koth files;
Fifld \(B\) is an output ficld in a Field-Descrifticn line cf the first of the two frinter files;
Blank-After is specified for Field B in that Field-Descripticn line (ccl. 39) ;

Indicator 20 is assigned to "Zerc or Blank" either (1) in Fíld Indicators (input specifications) for Field \(B\), \(c r\) (2) in Resulting Indicators (calculaticn specifications) for Field E as Result Field in an arithmetic cr TESTZ operation.

This could cause the indicatcr to turn cn between output for the first and second files. Therefore, if an indicator has keen assigned in such manner, the twc dual-feed-carriage files are desianated--at programgeneraticn time--as two separate files whose output will be ferformed consecutively, but nct concurrently.

Concurrent printing can cccur even though there are different space and/cr Skip specificaticns (cols. 17-22) for the two files, provided that the other conditicns (atcve) are met for treating the two output files as cne.

Forms cuerflow for each file conforims to the normal overflow operation of any printer output file:
1. If 万CF is specified in output Indicatcrs cf any File-Identificaticn line for the lower-feed file, nc autcmatic cverflow forms-advance occurs in that carriage. The particular qutput is Ferfcrmed at overflow-cutput time, and forms skipping to a new page must ke expressly specified. Tre same is true for the upper-feed file; if \(C V\) appears in any of its File-Identificaticn lines.
2. If DCF (CI DOV, respectively) does not appear as Output Indicator in any FileIdentificaticn line far the respective frinter file, forms advance to channel 1 is automatic for that file after total-output time, wher the pertinent cverflow indicatcr is cn.

If \(\quad \mathrm{DOF}\) appears in File-Identification Output Indicatcrs for the lower-feed frint-
er file, but ov does nct appear for the upper-feed file, then overflow formsskipping to channel 1 is automatic for the upper carriage but not the lower; and vice versa. If \(O F\) or \(O V\) is specified in FileIdentification output Indicators for the other file (i.e., CF with the upper-feed file and/or \(O V\) with the lcwer-feed file), automatic overflow forms advance remains operative in that cther file; however, the output called for \(b y\) the FileIdentification and Field-Description specificaticns cccurs at cverflow-output time (not at detail- or tctal-output time)--even though the overflow indicator is that of the other file.

Fiqure 52 illustrates specifications for both files of a dual-feed carriaqe. For general information on overflow indicators and overflow forms advance see overflow Indicators-=OF, OV and output Indicators=OF, OV, above.


Fiqure 52. Examples of Entries for DualFeed Carriage Output

Explanation of Entries in Fiqure 52
It is assumed that one of the two file names (INVOICE or REGISTER) has been associated, in the File Description Specifications, with the upper-feed carriage (PRINTUF), and the other with the lower-feed carriage (PRINTLF or PRINTER). Field names and print positions have been included fcr completeness; their use is explained more fully later.

The specifications meet the criteria for concurrent printing to both files (i.e., the frogram consolidates the two files into one, at generation time):
1. Eoth file outputs are in the same frogram-cycle seqment (D in Col. 15);
2. The specifications for the two files are contiqucus;
3. Identical File-Identification cutput Indicators are specified in equivalent positicns, and AND- and CR-line entries corresfond.
4. It is assumed that neither indicatcr 14 nor MR is assigned as Zero-or-Blank indicator to FIEIDC (tre only field in the first file with a Elank/After instruction).

Note that concurrent printing is still accomplished even thcugh fcrms contrcl (cols. 17-22) may differ for the two files.

Neither OF nor OV is \(s f \in C i f i \in d\) in FileIdentification lines for the lower or upper-fєєd carriage, respectively. Therefore, frinting is at detail time ( \(D\) in col. 15)--not at overflow-output time--and overflow forms advance tc chanrel 1 is autcmatic fer bcth files.

The contents of FIELDD (line 11) are cnly printed if the of indicator is also on at detail-cutput time. Note that indicator OF is in output Indicators of a FieldDescripticn line, which dces not affect execution or timing of the cutput for the file (i. \(\in .\), it does not cause cutput for the file tc ke at overflcw-output time, or to be sukject to the status of the CF indicator). Similarly, the contents of fifilc (line 06) are cnly frinted if the oV indicator is not on at detail-cutput time. (see alsc output Indicatcrs, under Field Descriftion and Control, b \(\in l \mathrm{cw}\).)

Note that the frint pcsitions (End Fosition in cutput Record) are continuous for the two files: only a single printer serves far output even though it is assigned two files; if fields for koth files were designated to frint in the same location cn the frint line, this would be tantamount to attempting to print different information in the same fcsiticn at the same time. The frcgram then overlays, in the cutput core-stcrage area, the data from the later line cver that of the earlier line, and cnly cne character is printed in any one fcsition.

Of course, the entries fcr cutput pcsiticns in the two files need not be in sequence, so long as none of the cutput fields in cne overlap thcse in the cther. Even this restriction does nct apply when it is kncwn that the two files are \(n \in v \in r\) cutput at the same time--either (1) \(k \in c a u s e\) Field-Descripticn output Indicatcrs are mutually exclusive, or (2) because output to the two files is not simultancous. And, of course, the twc forms may be cverlaffed, so that an output field may appear on koth forms.

FIEID DESCRIPTION AND CONTRCI--COLS. 23-70
One Field-Descripticn specifications ine is needed per data field. FieldDescription lines follow immediately beneath the File-Identification line (s) for the particular output operation. At least one Field-Description line is required per File-Identification line (or group of lines, when there are \(A N D\) or \(C R\) lines).

Each Field-Description line contains the informaticn necessary to determine the output format of an individual field, its location in the output record, and any conditicns restricting output of the field beyond the general restriction on cutput of the entire file.

Output Indicators=-Cols. 23-31
(Field-Description Specifications)
Entries in Cutput Indicators of a FieldDescriftion line follow the rules for cutput Indicators in File-Identification lines, with these differences:
1. The indicator entries apply only to the field or constant described in the particular Field-Description line--not to output of the entire file. They have no siqnificance unless output to the file--as determined by the FileIdentificaticn specifications--takes place; then they represent additional restrictions on output of a field-subsidiary to the restriction in the File-Identification specifications on output to the file itself.

Even if all field output for a file is suppressed in a proaram cycle (by virtue of the status of indicators in the Field-Descriftion lines), the file output still takes place if the output Indicators in the File-Identification line have the appropriate settinq. Therefcre, for instance, if file output to a card file takes place, but all field output is surpressed, the card is transpcrted past the funch and print stations without being punched or printed; if the output file is the printer, a blank line is "printed", but fcrms movement is implemented as thouqh data had been printed.
2. Entry cf an overflow indicator ( \(O F\), \(O V\) ) has no effect on forms control, nor dces it cause the output to \(k \in\) shifted (frcm detail or total time) tc overflow-output time. Indicators of and CV in Field-Lescription lines are treated like any other conditicning indicators--for example: if of is specified, output of the field occurs only if the \(C F\) indicator is on at the time
cutput to the file takes place; if NCF is sfecified, cutput cf the field is contingent \(c n\) indicatcr \(C F\) being off.
3. Cutput Indicators in ar AND relaticnship in Field-Description Specifications are limited to the three that can be accommodated in one line; and lines are not permitted. (See Programming Tifs, Fiaure E6I, for setting cf a single indicator to refresent three and conditions.)
4. CR lines as such are not permitted. However, the same cutprt field may be repeated on successive lines, each time conditioned by a different indicatcr or combination cf indicatcrs. The output for the field is then ferfcrmed if the indicatcr conditions in at least one of the lines are satisfied. (Alsc see Programming_Tips, Figure E6(t), fcr setting cf a sinqle indicatcr to represent several of conditicns.)


Figure 53. Examples of cutput Indicatcrs for Field Descrifticn Specifications

Field Selection
Point 4, arove, explains cutput of the same field under CR conditions. The same technique can te applied to select one, ficm among several different fields, to \(k \in v e d\) for cutpet to cne locaticn.

If several different fields cf apfrcfriate size and fcrmat are each ccnditioned by mutually exclusive output Indicators, and
all have the same entry in End Position in cutput Record (see belcw), at most one of these fields will be transferred to that cutput area.

Fiqure 53 shows two sets of entries portrayinq applications of output Indicators for Field-Description lines. FileIdentification, field-name entries, and End Positicn in output Record have been included for the sake cf clarity. (Field names and output-record positions are more fully covered shortly.) The numbers to the left of the fiqure ccrrespond to the explanatory sections that follow.

\section*{Explanation of Entries in Fiqure 53}

\section*{Example}
1. Assume that the file FRINT has been associated with the printer in the File Description Specifications.

Frinting takes places at detailcutput time, provided indicator 44 is on. Five fields are printed:

The contents cf INV\# and AsCUNT are printed each time the file output takes place.
Besides output keina subject to indicator 44:
The contents of the field SALSMN are printed only either
(a) when the \(I 2\) indicator is on at detail-output time--the standard method for group-indicating a field on the first card following a Level-2 control kreak; or
(b) when the cverflow indicator is cn at detail-output time--the standara method for qroupindicating a field on the first printed line of an overflow page, when overflow-output time is not utilized (OF is not assianed in output Indicators of the File-Identification specifications).
SAISMN is further conditioned to print on the first line of an cverflow page only if indicator 05 is then not cn .

Besides qroup-indication (i.e., suppression of listed data except at the keqinninq of a new group), the specifications for the SALSMN field also illustrate:
(a) How to handle \(C f\) relationships for fields: lines 02 and 03 are in an OR relationship; if either [2 is on at detail-output time, or \(0 F\) is on and 05 is off at trat time, the field is printed (if indicator 44 is also on).
It is also shown (by OF and N05 in one iine) that each C? condition may
consist of a ccmbination of indicators.
(k) That it is not necessary to make the \(O R\) conditicns mutually exclusive in this situation: The OF indicator in a FieldDescripticn line cferates like any cther indicatcr; it does not cause the output to be switched from detail-output time tc overflow-cutput time (as it does when entered in a FileIdentification line). Therefore, the output described in lines 02 and 03 takes place in the same frcgram-cycle segment (detail-outcut time)--thus, the field cannot print twice even i.f overflow and the end of a Level2 contrcl group ccincide. (Note the difference when CF is assigned in a FileIdentification line: see output Indicators=-oF, \(C V\), under File Identification and control; Figures 5E and 51A; and Figure 53, Part 2.) If overflow and an L. 2 control break cocur in the same frcgram cycle, kcth lines 02 and 03 are extcuted; but the data for line 03 is transferred to the cutput area after that for line 02. Since the data is the same (the contents of the SALSMN field), and is moved to the same output location (ending in print positicn 4), no harm is done.
The contents of the field cuStMr are printed (subject to indicator 44) cnly when the 11 indicator is on at detailcutput time--the standard methcd far group-indicating on the first card of a contrcl group.

The contents of the field CCMSN are printed (sukject to indicatcr 44) cnly if indicators 25 and 02 are cn , and indicator 16 is off.

This is an example of the maximum of three indicators in an AND relationship.

The overflow indicator ( \(O F\), or \(C V\) ) is nct sfecified in cutput Indicatcrs of a File-Identificaticn line. Therefore, cuerflow forms advance to channel 1 is automatic.

\section*{Example}
2. Assume that (1) the file PRINT has been associated with the frinter in the file Lescriftion Specificaticns, (2) indicatcr 04 represents a heading card fcllowed by a group of listed detail cards, (3) printing cf some fields is to be suppressed when frintina headings on overflow fages, and (4) Invcice No. (INVCIC) is to be reflaced by Credit Memo No. (CRMEM) when indicatcr 85 is cn ("field selecticn").

Printing takes place at detailcutput time if indicator 04 is on, and at overflow-output time if indicator \(O F\) is cn and indicator 04 if off. If the overflow foint and the reading of a new heading card can happen in the same program cycle, line 10 must have N04 in output Indicators; otherwise, when the cverflow signal coincides with a new heading card, the headinos would be printed twice: first the headings for the old (completed) group during overflow-output time, then the new data from the heading card at detail-output time. (If the nature of the application is such that overfiow and a type04 card cannot ccincide, then N04 in line 10 is not needed.)

The contents of all five fields are printed at detail-output time when a type 04 card is being processed; but only custmr and INVOIC or CRMEM are printed at overflow-output time.

Field selection is performed between the fields INVOIC and CRMEM: one or the other is transferred to the same output area, depending on the status of indicatcr 85. (If the field CRMEM is no shorter than INVOIC, N85 in line 14 is not needed: the data from CRMEM would be overlaid over the INVOIC data if indicator 85 is on.)

Before a new headinq card or an cuerflow-paqe heading is printed, the form is advanced to the top of a new fage (01 in cols. 19-20); after printing of the heading, it is skipped to the nearest channel-2 punch.

\footnotetext{
WARNING: An important point should be made for the applications in which the overflow sianal (channel 12) and the reading of \(a n \in w\) heading card can cccur in the same cycle, and the output requirements parallel those exemplified here (i.e., the two file output specificaticns are in an of relationship, and the printing of certain fields is suppressed for overflow output):
}

The froarammer has the choice of suppressing the printing cf some fields (see lines 12,13 , and 16 ) during overflow-output time by specifying either (1) the indicator of the condition to which the printing of the field is to be restricted \((04\) in this example), or (2) the neqative of the indicatcr that is on when the field is not to be printed (NOF in this example).

As illustrated--with indicator 04 in the pertinent Field-Description lines--
the application will wcrk, even when overflcw and a type-04 card coincide.
```

    HCwever, if NOF (in Flace of 04)
    were specified in lines 12, 13, and 16,
the applicaticn would work correctly
during each cverflow heading, and for
the frinting from each type-04 heading
card--but the latter cnly if overflow
was not siqnalled during the same fro-
gram cycle in which the new headinq
card was read. The reason is that--
althcuqh overflow output is not
ex\incuted (because N04 is entered in
line 10) if overflow was siqnalled in
the same cycle in which a new heading
card was read --the cverflow indicator
is nevertheless still cn at detail-
cutput time, when the new heading-card
data is printed. In that situation,
the cutput from the fi\inlds CRDER,
SALSNN, and DATE would ke suffressed--by
NOF--when the new heading card is
frinted.

```

\section*{Field Name--Cols. \(32-37\)}

Entry of a field name here designates the contents of that field for output--fcrms frinting, card punching, cr document-printing--sukject to output Indicators in this Field-Description line and in the preceding File Identificaticn. The output device (frinter or card funch) is determined by the file name (see File Name, above). The locaticn of the data in the output record is determined by the entry in ccls. 41-43.

The field name is entered left-airgned (to beqin in ccl. 32). With cne possible Exception (PAGE--see CcnsEcutive Numbering, below), the name most have been freviousiy defined in the infut specifications (Field Name). file-extension specifications (Table Name), or the calculaticn sfecificaticns (Result Field).

All previously defined field names are permitted, except the follcwing:

ALTSEC, a name that begins with CCNTD, or
page followed by cne cr two characters.
The field name Page itself has a sfecial significance (see consecutive Number= ing, \(\mathrm{t} \in \mathrm{low}\) ).

If the field name corresfends tc the name cf a table (TABxxx) defined in the file extension specificaticns, the outfut consists of the contents of the "hold" area for that table--i.e., normally the data selected from the table in the last LOKUP cperaticn. (For details, s€ \(\underset{\text { Iable_Icck-Up }}{ }\) Operations. under Calculaticn
SpECifications.)

Output fields need not be recorded in the sequence in which their data is to appear in the output record; that sequence is determined by entries in cols. 41-43 (End Positicn in Output Record).

The sequence in which the fields are specified can nevertheless be important under some circumstances--principally when Blank-After is specified (col. 39): with one exception (below), fields are transferred for output to the desiqnated (cols. 41-43) locaticn of the output core-storaqe area in the order in which they are recorded (under the File-Identification specificaticns). Therefore:

If successively specified output fields are assigned partially cr completely overlapping positions in the output
record (i.e., based on entries in cols. 41-43), the data from the field speci-
fied later (lower down) replaces any
data in the same output-area positions
of a field recorded hiqher up. (The
same applies regardless of whether the
field name is the same or different--it
is possible for the contents of the same
field to change during output, by a
Blank-After instruction.)
Of course, if several Field-
Description entries specify transfer to
the same output record area, but only
one of the transfers is executed because of either (1) mutually exclusive Output
Indicators, or (2) association with different proqram-cycle seqments, no overlay prcblem exists.

\section*{Excefticn:}

When card document-printing (interpreting) and funching are both specified for the same card (turder one File-Identification specification), then transfer of the data of all appropriate fields to the output punch-storage area precedes transfer to the card-print output storage area. This calls for caution in the use of Blank-After instructions with such fields.

If, instead of the contents of a field, a constant is to be transferred to the core-storage area for the output-record locaticn specified in cols. 41-43, Field Name (cols. 32-37) is left blank. (See Constant, EElow.)

Fiqures 5 E and \(\mathrm{F}, 51 \mathrm{~A}\) and \(\mathrm{B}, 52\) and 53 already illustrated the use of output field names and constants. Several further examples appear in Fiqures 54A and B.

Consecutive-Numbering (Page Numberinq)
RPG provides automatic paqe numbering or consecutive card-numbering simply by using

PAGE (in ccle. 32-35) as the name of an output field for tre pertinent file.

Only cne page- or consecutive-numbering field can be set up in this manner. If serial numbers are \(n \in \in d \in d\) for several cutput files--such as both files cf a dualfeed carriage, or a printer file and a card file, etc.--numbering of tre additional files must be handled with another field name and use of calculaticn specifications.

The field named PAGE is kasically treated like any other output field:
1. Cutput of the field is contingent cn cutput to the file; i.e., the conditicns set up ky entries in type (ccl. 15) and output Indicators of FileIdentification lines must te satisfied;
2. The contents of the page field are tranferred tc the frcper output corestoraqe area to appear in the output record in the lccaticn specified in cols. 41-43; and
3. The contents of the fage field may be printed on reforit forms, documentfrinted on cards, or funched intc cards.

However, the fage field differs in cther significant resfects:
1. The contents of the field are always incremented by +1 (by the RPG frcqram itself) immediately before output from the field. (At the keginning \(c f\) cbject-program executicn, the field contains zercs.)

Therefore, if PAGE appears cnly in the cutput-fcrmat specifications, cutfut frcm the field tre first time is \(000 \dagger^{\prime}\) the second time, it is CCO

If a value was entered into the page field frcm an input card (sé Ccnsecutive Numbering--Header Cards, under Incut Specifications) or by calculation specifications, whatever value stands in \(t h e f i e l d\) at time of output is incremented ky + 1 kefcre outfut. Thus, if (fcr example) the most recent entry in the field PAGE frcm an infut card was 1000 , and 25 was subtracted frcm FAGE ty a calculation instructicn, cutfut will be c976. The next output (assuming no new input or calculation specificaticns changes tc the field) will be 097.7; etc.

If the PAGE field is used as cutput several times in cne frogram cycle, the number is incremented before each output.
2. The field is always numeric, and 4 digits lonq.
3. The low-order positicn is always signed formally plus, although minus is fossikle if a negative number was entered from a card or in calculation
specifications).
Zero Suppress or an edit word may be specified (see zero Suprress and Edit Wcrid, below). If this is not done, leading zeros will be printed or Funched for numbers of less than four significant digits, and the low-order positicn will \(k \in\) signed: when punching, the low-order position will then contain a 12- or 11-overpunch; when printing, the character will be as shown in the EBCIIC-table column lakelled C or \(D, r \in s p e c t i v e l y\). Depending on the typebar, chain, train, or MFCM print-mechanism set of graphics, a signed zero may only frint a plus or minus sign, or the position may remain blank. Normally, when printing paqe numbers, Zero Suppress (Z in col. 38) is specified to eliminate the leadinq zeros, and avoid zoning by the plus sign.
4. Cutput Indicators cannot be assiqned in a PAGE Field-Description line to make output of the field subject to the status of indicators. Field output takes place whenever cutput to the file is performed.
5. Output Indicators may be desiqnated in a FAGE Field-Description line, and-when output to the file is performed (subject to File-Identification Cutput Indicators)--have the followinq \(\in f f \in c t\) :
(a) If not all assigned indicators are in the desiqnated states (on, or nct on, as specified): no effect.
(b) If all assiqned indicators have the status stipulated (on, or not on, as specified):

The PAGE field is set to zero before keing incremented by 1 , both prigr to output. Output is then 000 .

Note: Blank-After (col. 39) is also a permitted method for resetting the PAGE field tc zero; but it is usually awkward in practice to set up the contrcl to execute this reset at the desired time only.

Fiqure 25 and its accompanying text explain how to employ input cards to initiate a series of numbers for the PAGE field with any desired 4-digit value at any foint of an input (or combined-file) deck.
Fiqure \(54 \bar{A}\) inciudes specifications to print cutput frcm the PAGE field.

Zero suppress (Z) - Ccl. 38
This column must be left klank if:
1. The field is defined as alphameric (in the input, calculation, or file extension specifications) ; or
2. The Field-Description line applies to a
constant, in ccls. 45-70 (see constant, below); i.e., when cols. \(\overline{3} \overline{2}-37\) are klank because output dces not refer to the contents of a named field; cr
3. Editing is specified ry an edit word, in ccls. 45-70 (see Edit Wcrde belcw); cr
4. Facked Field is specified for cutput (P in ccl. 44) ; cr
5. The field does not consist only cf valid digits (0-9), exceft for a sign fermitted in tre low-crder pcsiticn.

If ncne of the above applies, the letter Z may te entered in col. 38 of a FieldDescripticn line for a field that has keen defined as numeric. specifying \(z\) has two effects on the format of the output:
1. Blanks are substituted for leadina (non-significant) zeros; and
2. Zone tits are removed frcm the lowcrder (rightmost) fositicn cf the field (i.e., the character is assigned the corresponding fositicn, in the same row, in EBCDIC-table cclumn lakelled F).

A numeric field is zcned in its loworder position if (a) it was zoned in that positicn when read in, cr (f) a Field Indicator was assigned to it in the infut specificaticns, cr (c) it was a Result Field in an arithmetic operation, or (d) a zone was moved to that Fosition in calculaticn specifications, or (e) the input field was blank, or (f) the field was cleared by a BlankAfter specification.
The \(Z\) specification affects cnly the output determined in the farticular FieldCescription line; it dces not modify the form in which the data is stored at the field location. Therefore, \(z\) may te designated in an output line fcr a field without affecting the format of output for the same field in a subsequent Field-Descripticn line (this confined effect is in contrast to the conseguences cf sfecifying BlankAfter for a field--see belcw).

The Zero-Suppress specification is a simple methcd of editing a field fcr printing, when a sign is known to have no significance. For example: if a quantity field can cnly \(k \in\) positive, but a flus (EBCDIC c-zone) apfears \(c v \in r\) the \(1 c w-c r d \in r\) fcsition, specifying \(Z\) assures printing of an unsigned character (0-9) --rather than a letter, symbcl or klank space--in the loworder position; at the same tire, left zeros are eliminated.

Data te ke punched is nct usually edited by the sfecification \(Z\) in ccl. 38 , tecause high-order zeros are normally tc be funched. Withcut any editing, a neqative value is funched in the low-crder fosition with an 11-overpunch and a fositive value may have a 12 -overfunch (if the field was
read in with a 12 -cverpunch, if a Fíld Indicator was assiqned and the field contents were positive or zero, if it was a positive or zero Result Field in an arithmetic operation, or if a c-zone was transferred tc it in some other calculation operation, if the input field was blank, or the field was cleared by a Blank-
After specificaticn).
If the 12 -overpunch is not desired, it can ke removed prior to punching (see next paraqraph, and proqramming Tips).

Tc provide complete flexibility of editing fer printing and punching, two other methods are available:
1. Editina by Edit Word (see below); and
2. Limited editing ky calculation specifications (see Calculations Specifications, above):
(a) A zone can le removed from the loworder position of a numeric field ky moving any character shown in EBCDIC-table cclumn \(F\) (e.q., any of the diqits \(0-9\) ) tc that position by a MhLzo or MITzo operation. The last line in Fiqure 42, in conjunction with line 06 in Figure 43, illustrates this. (See also Ero= qramming_Tifs.)
(b) Ieading zeros can be changed to blanks by moving the numeric field to an alphameric field, and then moving in blanks by a MOVEL operation. The appropriate number of blank positions can be determined by move and other calculation cperations.

The \(z\) specification has been illustrated in Fiqures 52 and 53. Further examples appear in Fiqures 54 A and E .

\section*{Blank After (B)--Col. 39}

A "B" entered in this column causes the field to \(k \in\) cleared immediately after its contents have been transferred to the output core-storage area (i.e., as the specifications in the output line are executed). This is a convenient method, for example. of clearing a group-total field as the qroup total is transferred for printinq-so that the field is ready for data accumulaticn of the next group.

An alphameric field is set to blanks; a numeric field is set to zeros, signed plus. once a field has been reset by ElankAfter, it is blank or zero until data has aqain been placed in it ty an input or calculation operaticn. Therefore, it is blank or zero at least for the remainder of the same frcaram-cycle \(\leq \in q m e n t\) (total-time. overflcw-time, or detail-time output). Thus, if Blank-After is specified for a field, the field is already cleared \(k \in f o r e\)

Description line--even if that transfer invclves the same field--and it is blank or zero at the time any subseguent FileIdentification specifications in the same proaram-cycle segment are executed.

Therefore, if output frcm the same field is required several times (e.g., to several media--say, for forms-printing, card punching, and/or card document-frintinq), care must be applied to designate the \(B\) in col. 39 only in the last of the pertinent FileIdentification and Field-Descripticn lines: as explained above, under Field Name, fields are transferred to the output corestorage area in the sequence in which they appear in the output-format specifications. However, if card dccument-printing (interpreting) and card punching are both specified for the same fields (under one FileTdentification specification), all transfers for punching are performed first. In this situation, any Blank-After specification should be in the last FieldDescription line that specifies card document printina for that field.

Note: If the output line pertains tc a constant in cols. 45-70 (i.e.. Field Name, cols. 32-37,is blank), the core-storade area that contains the constant is set to blanks by the Blank-After instruction. It remains blank thereafter until the object proaram deck is relcaded, or the proqram is reaenerated.

Relationshif of Indicators to Blank After
A Field Indicator or Resulting Indicator assigned to "Zero or Blank" turns on immediately when that same field is cleared by a Blank-After instructicn during output. This applies to indicators assiqned to "Zerc or Elank":
1. In Field Indicators in the input specificaticns--cols. 69-70; and
2. In Resulting Indicators in the calculation specifications--cols. 58-59--for arithmetic or test-zcne oferaticns (specifically: ADD, Z-ADD, SUB, Z-SUB, MUIT, DIV, MVR, TESTZ).

\footnotetext{
However, the fact that the Blank-After instruction may turn on an indicator for a field does not cause any other indicator for that field to turn off. For example, assume:

Indicator 25 assianed to Minus (ccls. 67-68) in Field Indicators for FICA, in input specificaticns;
}

Indicator 20 assianed tc Zero or Blank (cols. 69-70) in Field Indicators for same field (FILA);

The field is neqative at input time. Therefore, indicator 25 turned on when the inpui data was transferred to the process area before detailcalculation time.

At detail-output time for FIDA, BlankAfter is specified for FLDA.

Then: immediately after transfer of FLDA at detail-output time, indicator 20 turns on; but indicator 25 also remains on (unless previously turned off by a calculation specification).

Once an indicator assigned to "Zero or Blank" has been turned on by a Blank-After instruction, it cannot be turned off again during the same output program-cycle seqment (the earliest possibility is calculation time during the next program-cycle seqment, setting of Field Indicators before detail-calculation time, or automatic reset for certain indicators after the next card has been read following detail-output time). Therefore, the proarammer must realize that the indicator is on for subsequent Field-Description and FileIdentification specifications which may be conditioned by its status (it can, however, no longer change executicn of the same File-Identification specifications, or the transfer to the output area of data in the same Field-Description line).

Note: If more than one indicator is assigned to Zero-or-Blank for the same field in different specification lines, Blank-After causes only the earliestassigned indicator to turn on. (However, all of the different indicators assiqned to Zero-or-Blank for the field, in Field Indicators or calculation Resulting Indicators of arithmetic or TESTZ operations, are on at the beqinning of program execution.)

Blank After has been illustrated in Fiqures 5E, 5F, and 52. Further examples are included in Fiqures 54 A and \(B\).

The subject of indicatcrs, as related to Blank-After, is also discussed in proqram Logic Flow, under Input Specifications, and under Calculation Specifications. End position in output RECord-=Cols. 40-43 This entry (riaht-justified in cols. 41-43) desiqnates the location of the field or constant in the output record. Only the location of the riqhtmost character of the "field" or constant is specified.
"Field", in tris case, includes any extension due to an edit word (see Edit

Word, belcw): if an edit word (cols. 46-69) extends tc the right cf the data in the field, End Position in Output Record refers tc the rightmost fositicn of the edit word. For example:

Assume a seven-diqit field, with its low-crder fositicn to ke printed in frint fositicn 10;
Assume an edit word that (1) inserts a decimal point between the dcllars and cents positicn, (2) inserts a comma ketween hundreds and thcrsands of dcllars, (3) allows a blank to the right of the low-crder digit, followed ky a CR symbcl for neqative amounts, and (4) provides an asterisk to the right of the CR pcsition.
The maximum printout then lcoks like this: \(x x, x x x\).xxもCR*
print positicn 10
Therefcre, End Positicn in Cutput Fecord is 14.

Ncte that, due tc symbcls (e. q., decimal point and ccmmas) and characters that may be inserted by edit words, the field may expand to the left (as well as to the riaht). In the above examfle, a field which, unedited, wculd occupy print positions \(4-10\), occupies print fositions 2-14 when that particular edit word is specified. Therefore, whenever fields are edited, care must te afplied--when assigning End Pcsition in Output Record--that successive fields are not unintentionally cverlaffed. (Data frcm the field transferred to the output core-storaqe area later reflaces any data in the same area from an earlier transfer--see Field Name and Blank After, above, for sequence of transfers.)

Zeros in cols. \(41-43\) may be entered or cmitted. (Col. 40 does not affly tc card RPG, and may be left blank cr coded zero.)
: Card Document-Printing (Interpretinq)
: Specifications (Cols. 41-43)--Special fea:ture, available cnly on the 2560 MFCM Model :A1, attached to an IPM System/360 Mcdel 20, - Sukmedel 1 or 2 .

The file name (cols. 7-14) identifies the cutput device. Thus, End Positicn in cutput Record (cols. 40-43) refers to the printer if the file name was asscciated, in the file-descrifticn specifications, with the printer; it refers to a specific card processing device, if that was the asscciation formed in the file-descrifticn specificaticns.

However, the file-descrifticn sfecificaticns cannct make a distinction ketween punching intc, or printing on, a card in
the MFCM. (If the two functions were to be distinquished as separate files, it would not be possible to punch and interpret the same cards in a single pass.) Therefore, if the file name is associated with the MFCM, output to be punched is distinquished from output to be card-dccument-printed (interpreted) by the entry in End Position in output Record.

Since End Position in Output Record cannot be greater than 80 for punch cards, the hundreds position (col. 41) is used to distinguish between punching and interfreting:

Col. \(41=0\) or \(t\) : output is punched.
Col. \(49=1-6\) : output is document-
printed on the card by
print head 1-6,
respectively.
Note: If card document-printing is specified, the appropriate instructions are generated. If the object proqram is then executed cn a MFCM that is not equipped with the card document-print special feature, the proqram performs all other operations in the normal manner but, of course, no document-printing takes place.

If card document-printing is specified for more print heads than are installed on the MFCM on which the object program is run, document-printing is performed as specified for the available print heads.

The entry in cols. 42-43 represents the riahtmost location occupied by the loworder position of the "field" (including any extension through an edit word) in the card, in either case (punching or interpreting). The maximum value (i.e., rightmost locaticn) possible is:
1. 80 for card punching
2. 64 for card document-printina
(interpreting)
Punching, and interfreting of one to six lines (defending on the features installed), may be performed in the same card during a single pass of the deck throuqh the system. However, all punching and interpreting for one card must be specified under a sinqle File-Identification line (or group of \(A N D\) or \(O R\) lines). The Field-Description lines for punching and interpretinq may appear in any order under the File-Identification line; but, for one File Identification, all data for punching is always transferred (by the proqram) to the output core-storage area ahead of the data for interpretinq. Therefore, if Blank-After (see above) is specified for a field that is to be punched and interpreted, the \(B\) in ccl. 39 must be entered in the (last) line that specifies interpreting for that field; otherwise, the field is already blank or zero before
transfer to the cutput area for interfreting. If the same field is to te interpreted more than once, Blank-After should be specified in the last line that specifies interfreting for that field: the fields fcr interpreting are transferred to the output area in the sequence in which they are specified in Field-Descriftion lines, regardless cf print-head number.

Note: Cther things being equal, output time is conserved if:
1. Cn serial punches, punching and interpretinq is concentrated at the left end of the card--output speed is inversely correlated with the number of the last column punched or last fcsition printed.
often, it is possible to confine interpreting to the \(l \in f t\) end of the card ky card-printing data on several lines concurrently, ky utilizing several print heads.
2. Erinting on the printer can ke confined tc the first (leftmost) 100 print fositicns.

This is of value only if it can be adhered to for the entire jok, sc that the FFG Contrcl card (card H) can te left tlank, or punched 100, in ccls. 23-25 (ste the publicaticns IBM System \(\angle\) 360 Fefort Program Generator for punch= Card Equipment, operating procedures. Form C26-3800).

Entries in End Positicn in output Record have already been illustrated in Figures 5E, 5F, 51A, 51B, 52, and 53. Further examples, including specifications for interpreting, affear in figures 54A and B.

Note_: The output storage area is cleared ky the prcgram after each fertinent output operation.

Pack \(\in d\) Fi \(E 1 d \quad(P)=-C 01 . \quad 44\)
A field defined as numeric is stcred, at its field-name lccation, in packed fcrmat (see Data_Fcrmats, Appendix D). If col. 44 is left blank, numeric data moved tc the output ccre-storage area is unpacked during this transfer. This causes the data tc appear in cards and cn printed reforts in customary form--one diqit per cclumn or print position (with the 1 cw -order position possibly signed).

If \(P\) is entered in col. 44, the (numeric) field is transferred to the cutput storage area in its packed fcrmat--two digits (cne per half-byte) per column (or print positicn), represented by the EBCDIC characters for the particular combinations of two digits. The low-crder fositicn contains the EBCDIC character for the lcw-
order digit and sign (which may also be hexadecimal \(F\), for "no siqn").

Packed output has a field lenqth sliqhtly larger than half that of an unpacked field. (It is qreater than half the unpacked field size because the siqn position requires a half-byte, and only complete bytes are permissible.) The formula is:
\[
\begin{aligned}
& I p=\frac{n+1+E}{2} \text {, where } \\
& \text { Ip }=\text { number of positions in the packed } \\
& \text { output field } \\
& \mathrm{n}=\mathrm{field} \text { length defined in: } \\
& \text { a. input specifications of } \\
& \text { unpacked infut field (Field } \\
& \text { Location), or } \\
& \text { b. calculation specifications } \\
& \text { (Field Lenqth), or } \\
& \text { c. file-extension specifications } \\
& \text { (Iength of Takle Entry) } \\
& \mathrm{E}=0 \text {, if } \mathrm{n} \text { is odd; or } \\
& =1 \text {, if } n \text { is even. }
\end{aligned}
\]

When specifying End Position in output Record, the reduced length of a packed numeric output field should be taken into account.

Packed output is intended as an optional format for funching into cards:
1. Cn a serial punch it may expedite throuqhput, if punching can be terminated at a lower column number because the data fits into fewer cclumns.
2. It may siqnificantly reduce punch time if, as a result of packed output, the data fits into fewer cards.
3. It may reduce subsequent card handing if, as a result of packed output, fewer cards are required.
4. It may speed subsequent input, if the number of cards has been reduced as a result of previous packed output.
(See also Packed=-Col: 43 , under Input Specifications.)

It shculd be pointed cut, however, that numeric data punched in packed format is difficult tc decipher (without a conversion table) ky visual inspection of a card, and still awkward to read even with reference
to the EBCDIC table (see AFpendix D). Sortinq cn packed-decimal fields alsc fresents special problems.

While it is permitted to specify \(p\) for printed numeric cutput (tc the printer or for card document-printing), this is nct practical tecause:
1. Many of the \(\operatorname{FBCDIC}\) characters that represent the combinaticn of two digits (one per half-tyte) have nc corresfonding graphics in the chain, train, typetar, cr MFCM print mechanism; and
2. It is awkward to relate any graphics that are printed to a farticular two digits.

Packed Field (P in col.44) must nct be specified:
1. For a constant
2. For an alphameric field
3. If Zero Suppress or an edit word is specified.

Figure 54e includes illustraticn cf the Packed-Fíld specificaticn.

Constant or Edit Word --Ccls. 45-70
An entry in cols. 45-70 respresents a constant if Field Name (ccls. 32-37) is blank; it refresents an edit word if a Field Name is specified.

Although both items are specified in the same field, their uses are guite distinct. They are therefore treated separately, below.

Constant=-Cols.-45-70
If Field Name (ccls. \(\overline{\text { ¿ }}\) - 37 ) is left blank, the actual data in the "Constant or Edit Word" field--instead cf the contents of a named field--is moved to the cutput core-storage area for the cutput-reccrd location specified in cols. 41-43. This is a convenient methcd of flacing intc the cbject prcqram any data that does not change trouqhout the job, nor from one processing cf the program tc anctter. The most comircn use of constants is for report and report-column headings, and for punching a fixed indentificaticr intc cutput cards.

Any of the 256 FBCDIC craracters (includirg blank) may be specified in this field. A constant is always ccnsidered an alphameric literal and must, therefore, be
enclosed in apostrofhes (card punchcombination 5-8). Ccl. 45 must contain an apostrophe. The constant itself always beqins in col. 46 ( \(\in\) ven if that column is hlank) and ends in the column preceding the next single apostrophe. an apostrophe desired within the constant itself is represented by two successive apostrophes. (For further details on alphameric literals, see Alphameric_Iiterals, under Definition of Terms and under Calculation Specifications.) of course, numeric data also may be used as a constant, by treating it as an alphameric literal enclosed in apostrophes.

Because only 26 columns are available for a constant in one Field-Description line, and two delimiting apostrophes are required, the maximur lenqth of a constant is 24 positions. Under the Input Specifications, a method is described for reading longer constants in frcm a card (see Using Input Data Fields for Constant Data-Heading (ards). A longer constant for output can also be simulated by continuing the constant in ancther Field-Description line (see Figure 54A).

A constant is stored only once by the proqram (i.e., consumes core-storage space only once), irrespective of the number of Field-Description lines in which it is specified. (Consequently, a constant is blanked for the remainder of the job once it has been transferred to the output storage area by specifications in any Field-Description line in which Blank-After (B in col. 39) is specified.)

\section*{Note:}
1. Zero Suppress (Z in ccl. 38) must not be specified in the same line as a constant.
2. Field Name (cols. 32-37) must be blank if a constant is entered in cols. 45-70; ctherwise, the constant is instead assumed to be an edit word (see below).
3. Packed Field (P in col. 44) must not ke sfecified for output of a constant.

Figures 54A and E illustrate constants, as well as Packed-Field specifications, End Position in Output Fecord, Blank-After, and Zero suppress. The examples were chosen to maximize clarification, and are not necessarily a natural sequence of specifications. (Fiqures 54A and \(B\) should be considered as independent of each other.)


Figure 54A．Some Examples of Entries for Field Nane，Page Number，Zero Suppress，Blank After，Fnd Fositicn in Cutput Record，and Constant

Explanation of Entries in Figure 54A
The file named PRINT is assumed to have been asscciated with the frinter，in the file－description specifications．

Specifications 1 ines＿ 01 and 02 cause the output fcr lines \(03-0 \overline{7}\) tc \(k \in r f o r m e d ~ a t ~\) detail－ortput time if indicator 12 is then cn，cr at overflow－cutput time if indicator OF is on and L2 is nct on（NI2 is sfecified to prevent duplication of cutput when CF and 12 turn on in the same froqram cycle）． The form is advanced to the next carriage－ contrcl tape punch in channel 1 tefore out－ put，and is spaced 2 lines afterwards．

Iines 03 ． 04 ，and 05 show how a refort heading that is 52 positicns long can te printed，by specification of constants，as one continuous fhrase－－even thcugh an indi－ vidual constant is limited to a maximum of 24 positicns．（An alternative，invclving an input card，is \(f r \in s \in n t \in d\) under Infut Specifications：Using Input Data Fields for＿constant Data－－Heading Cards．）

Iine 06 indicates how data that changes each time the report is run，and may change at points during the run，can be printed as parts of a constant report headinq，on the same print line．

It is assumed that a card，defined as a separate card type，has been read in at the start of the object－proqram run（and at any additional foints cf the card deck where the informaticn is to be changed）．A field in this card was defined，in the input specifications，as DATE．The DATE field in that card type contains the date－－in this example，in the form month－name and year （e．g．，SEPT．66）．（Again，see Using Input Data Fields for Constant Lata－－Heading Cards．）

Iine 07 causes four－diqit consecutive page numbers to be printed at the top of each page，in print positions 117－120．Leadinq zeros are supfressed，and the zene over the units fosition is eliminated from the print－out．The number is printed on the first paqe as もちも1，unless a special start－
ing number was entered ( \(s \in \in\) Infut Specificaticns: Ccnsecutive Numbering) and/or the number was modified or created ty calculaticn specificaticns.

The number starts again with 1 when the L3 indicator is cn at the time of PAGF cutput.

Iines 08-09 frcvide for frinting a seccnd heading line, two lines below the first heading line ( 2 in ccl. \& 8 cf specification line 01), under the same conditions (L2 or OF NL2), and in the same program cycle. Whereas the entries in lines 03-07 frovided for refcrt heading and fage number, lines 10-13 contain specifications for column headinqs. After this outfut, the form is advanced tc the next channel-2 punch.

Line 11 illustrates that one constant may contain more than cne column heading
(SISMAN and ACCOUNT)--it is merely a matter cf convenience and approfriate sfacing.

Also shown is the fact that a constant may start with blanks, tc align it appropriately.

Lines 10 and 11 show alsc that fields cr constants need not \(k \in\) recorded in the seguence in which the data is to appear in the cutput reccrd (End Pcsition in cutfut Record: 28 is in an earlier specification line than 19).

In lines 10,12 and 13 we chose tc use separate lines for each column heading, rather than combining scme as in line 1.

Iines 12 and 13 also illustrate that constants, which are alfhameric literals, may contain numeric values.

Note, thrcughout, that Field Name (Ccls. 32-37) is tlank where a constant is assigned.

Line 14 calls for a group-printed refort (printing cnly when 11 is cn), printed at total-output time. Frinting beqins cn each page at channel 2, telcw tre two heading lines.

Lines 15 and 16 again illustrate that fields néd not te recorded in the crder in which the data is to appear in the output record.

Lines 15\& 18\& 19\& and 20 include the \(z \in r o-\) Suppress specificaticn. Data from each of these four fields is printed without any leading zeros, and any zone in the lowcrder position is nct transferred to the output ccre-storage area.

The fields for which \(Z\) is specified in col. 38 must have been defined as numeric.

Line 17 illustrates formatting of an output fiel \(\bar{d}\) by an edit word (discussed in the next section). It is included here to emphasize that Zero Suppress (Z) must not be designated when an edit word is assigned, and to show that an edit word can expand the size of the ficld (Fnd Position 30 has keen specified to center the field around the heading AMCUNT, which ends in positicn 28).

The field AMOUNT must have been defined as numeric to permit use of an edit word.

The entry in cols. 45-7C is an edit word--not a constant--because Field Name (cols. 32-37) is not blank.

Lines 17 . 18 and 19 show resetting (to blank or zero) of fields, by the BlankAfter ( \(B\) in col. 39) instruction. The field is cleared immediately after the data has been transferred to the output corestorage area. At that time, any indicators assigned to "Zero or Blank" for these fields turn on (this applies to "Zero or Blank" indicators for these fields in Field Indicators, and in Kesulting Indicators of arithmetic and TESTZ operations).

If such indicator is used in cutput Indicators of a suksequent FieldDescription or File-Identification line, it is on--until new input data or calculaticn results turn it off again.

Note: We have treated Figures 54A and B as independent examples. If the output specifications to the file SUMCARD in Fiqure 54B were considered a continuation of the output specifications in Fiqure 54A, BlankAfter must not be specified in lines 17 , 18, and 19 cf Figure 54A: ctherwise, cnly zeros will te punched in SUMCARD from the fields AMCUNT, CCM12, and CCM15--these fields will have been cleared by BlankAfter specifications in Fiqure 54A, before output to the file SUMCARI.

Line 20 illustrates output from the "hold" area of a table (s \(\in \in\) Table Look-up operations, under calculation Specifications). The data last selected (or as subsequently modified) from the table named TABBON is printed, ending in type position 70.

This item is printed only if indicator 05 is not on.

Note: Throughout, note that the entries in cols. 40-43 are riqht-aliqned, and that leading zeros may ke recorded (lines 04 and 05) or omitted.

- Figure 54E. Continuation cf Examples cf Entries for Field Name, Zero Suppress, Blank After, End Eositicn in Output Record, Facked Field, and Constant
```

Explanation of Entries in Figure 54B

```
Iines_01-02 fortray stacker selecticn,
based on the status of indicatcrs, fcr cards on which no output oferaticn is required. The file is assumed to be defined as a combined file in the filedescripticn specifications.

If the Matching-Record (MR) indicatcr and indicator 45 are on at detail-output time, the card is to be selected tc stacker 2; if MR is off, it is tc enter the normal stacker cf the relevant \(I / C\) device.

Iine \(0 \underline{4}\) a sfecifies cutput at total time, Frovided the 11 indicator is on, tc a file named SUNCARD. Assume that SUMCARD is an output file of klank cards. This, ther. represents the standard method of summarycunching, into a blank deck, at the end of
each control qroup, and/or of interpreting the summary cards.

Line 05 causes the contents of the field ACCNT to be punched, with its last (loworder) position in col. 7. Punchinq--not card document-printinq--is called for, because ccl. 41 is klank (or, it could be \(0)\).

Iine 06 causes the same data to be printed on the card, by print head 1 (1 in col. 41) , in positions 2-8, in unedited format: leading zercs are frinted, and any zone in the low-order position remains.

Iines 07-11 show that the fields need not be recorded in the order in which they are to appear in the output record.

Iine 07 causes the contents cf the 7-digit AMOUNT field to te printed by print head 2 (2 in col. 41) in pcsiticns 2-12.

The data is formatted \(5 y\) an edit wora (see next secticn). The edit-word example is included to emphasize that \(Z \in I o\) Suffress (Z) must not be specified when an edit word is assigned, and to show that an edit word can expand the size cf the field: the \(7-\) digit AMCUNT field requires 11 positions in the cutput area, with this particular \(\in\) dit word. Care must be used nct tc cverlap fields unintenticnally in the output area when edit words may expand them.

The ficld amcunt must have \(t \in \in \operatorname{lef}\) dined as numeric tc fermit use cf an edit wcrd.

The entry in ccls. 45-70 is an edit word--not a constant--because Field Name (cols. 32-37) is not blank.

Line 08 causes the same field also tc ke printed ky print head 1 in positions 5ع-64. Leading zeros and any zone in the 1 cw -crder positicn are eliminated from the output ky the \(z\) in ccl. 38.

The \(B\) in col. 39 causes the field to be cleared tc zeros after transfer of the data to the output area. Note that the BlankAfter instructicn is in the last dccumentprinting specifications line for the field. Althouqh data transfer fcr funching is in a subsequent line (line C9), the program transfers all data for punching to the output area before the data for card documentfrinting (within tre same FileIdentificaticn specificaticns). If the \(B\) were in line 09, the AMCUNT field would contain cnly zeros at the time of the transfers called for in lines \(C 7\) and 08.

Line 09 provides for punching cf the AMOUNT-field data into ccls. 14-17. The output will be in packed format (P in col. 44).

The ficld amount is 7 digit-positions long (as implied by the edit word in line 07). In facked format, it consumes 4 fositions (see fcrmula above, under packed Field). The field must have been defined as numeric for packed output.

Neither an edit word nor Zero Suppress is permitted with packed Field. In any case, it is not usual to use zero Supfress for punched data, because leading zercs are normally desired in the card and tecause the sign cuer the low-crder fositicn must ordinarily be punched for future use (at least, if it is a minus
sign--11-cverpunch).
Line 10 sfecifies purching of salesman code (field SaLSMN), with lcw-crder pcsiticn in
col. 13 (if we assume a 6-diait field, then into cols. 8-13).

Iine 11 causes the contents of the SAISMN field to be printed \(k y\) print head 1, ending in position 17 (if a 6-diqit field, then in positions 12-17). Ieading zeros and any zone in the low-crder positicn are eliminated (Z in col. 38 ) from the print-out. The field must have been defined as numeric because Zero Suppress is used.

Note: ACCNT and SALSMN are not punched in packed format, because it is assumed that subsequent reports may require group control (Control Level) on these fields, which is not possible on packed fields. (see Packed, under Input specifications, for the possibility of defining the same field a second time, as alphameric, in order to contrcl on a packed field. However, printing the group-identifyina data then presents a problem.)

Lines 12 and 13 frovide for punching the contents of the fields CCM12 and COM 15 in packed format, in cols. 18-21 and 22-25, respectively. We have assumed that they are 6-digit fields (representing commissions at 12.5 and 15.0 percent, respectively); they each, therefore, require 4 positicns in packed format. The fields must have been defined as numeric for packed output.

Lines 14 and 15 specify printing of the same 6 -digit fields, by print head 2, in positions 15-20 and 22-27, respectively--in unpacked format.

Leading zeros and any zone in the loworder position of each field are eliminated (Z in col. 38) from the printout. The fields must have befn defined as numeric.

The fields are reset tc zeros ( \(B\) in col. 39) after transfer to the output area for document-printing. This is the correct place for the Blank-After instruction, because transfer to the output area for punching (see lines 12 and 93 ) always takes place first.

Also illustrated here is the groupinqrather than alternating--of punching and document-printina instructions (note lines 12 and 13 for punching of \(t\) wo fields. before the document-printing instruction for either field). Grouping and alternating are equally acceptable.

Line 16 specifies the punching of data from a field (LASTYR; say, comparative sales figure frcm frevious year), in packed format (7-digit amount field packed into 4 positicns), without any dccument-printing-just to make it clear that a field may be
punched kut not printed, cr vice versa, or koth.

The output is not perfcrmed if indicator 10 is on at that time. Even if indicator 10 is assiqned tc "Zero or Blank" in Field Indicators or calculation Fesulting Indicators (arithmetic or TESTZ cefraticn) cf any of the fields amCUNT, COM12, or COM15, this will not turn on the indicatcr as a result of the Blank-after instructicn for these fields in time tc interfere with output of LASTYR: all data for punching is transferred tc the output area kefore data for document-frinting. Therefcre, indicatcr 10 does not turn on until after LASTYR has been transferred.

Blank-After is not specified: we have assumed that the total in this field dces not represent an accumulaticn cf data from detail cards, but is read in from a single summary card in each contrcl qroup. Clearing the field is then unnecessary.

Iine 17 shcws hcw a constant can be document-printed: the phrase SAIS SUMRy is to be printed by print head 1 in fositions 21-30.

The output is not performed if indicator 10 is on at that time. If indicatcr 10 is assigned to "Zero or Blank" in Field Indicators or calculation Resulting Indicators (arithmetic or TESTZ operation) of any of the fields AMOUNT, CCM12, cr CCM15, the output of this constant will always ke suppressed as a result of the Elank-After instructicn for those fields: the indicator will always be cn kefore transfer of the constant in line 17 to the output area.

Of course, Blank-After is nct sfecified: it wculd clear the constant to blank, and it would be lost after output to the first summary card.

Note that Field Name (ccls. \(22-37\) ) is bank when a constant applies.

Line 18 shows how the page-numbering feature can be employed equally well for consecutive-numbering of cards. The cards are funched with consecutive numbers in cois. 7E-79--starting with \(000 才\) (12cverfunch in col. 79), unless another starting number was frovided thrcugh an infut cara or a calculaticn specification.

Z may te specified in ccl. 38 to eliminate the 12 -cverpunch, but leading zeros are then also replaced by tlanks. (If an edit word is used for formatting, at least one leading zero is lost.)

If figure 54 B is considered a continuaticn of Fiqure 54A, PAGE cannot be used here; otherwise, the contents of the field

Page are incremented each time they are printed on the printer the file named PRINT) and each time they are punched into the file SUMCARD.

Iine 19 illustrates the punching of a constant: the summary cards are identified by 9 in col. 80.

It alsc indicates that a ccnstant (an alphameric literal) may consist of numeric data.

Note that Field Name is klank when a constant applies.

Note: Thrcuqhout, ncte that the entries in cols. 40-43 are right-aliqned, and that leading zeros may be recorded flines 09 and 10) cr cmitted.

\section*{Edit Ford--Cols. \(45=70\)}

Purpose of Fdit Word. An edit word permits formatting cf the output frcm numeric
fields.
Edit words provide for:
1. Suppression of leading (nonsignificant) zercs tc a predetermined position of the field;
2. Punctuation with decimal point and ccmmas;
3. Fixed or floating dollar sign;
4. Asterisk protection;
5. Identification of the field by any EBCDIC characters;
6. Elimination of any zone from the output representation cf the lcw-crder position;
7. Identification cf neqative totals by \(C R\) symbol or minus siqn;
8. Insertion of any constant data within or following the field;
9. Insertion of spaces in the field.

If no edit word is specified in a FieldDescription line, the output from the field correspends tc the contents of the field: the digits, including leading zeros, are printed or punched in adjacent positions withcut spaces, and the character in the low-crder position is zoned if the field was zoned (see also point 4 under Rules for Forming Fdit Words, below) -

The punch combination that corresponds to each zcned EBCDIC character can be
ascertained from the EBCDIC takle (AFFendix D). For standard digits and zones:

A 12-position hole is funched over the low-crder diait if the field is sianed plus (C zone);
An 11-position hole is punched over the low-order digit if the field is sianed minus ( \(D\) zone);
Only the digit is punched in the loworder cclumn if the field is unsioned (F zcne).

The same EBCDIC characters affly tc frinted cutput. However:
1. Not all EBCDIC characters are represented cn the frint medium fchain, train, typelar, cr MFCM print mechanism);
2. The number of different graphics available varies with the model and the type cf chain, train, or tyfekar.
3. The user may have had ncn-standard graFhics installed; and
4. In scme cases, an EBCDIC character for which the printinq \(d \in v i c e\) is nct designed may cause printing cf ancther character.

Note farticularly that a signed zerc (a frequent normal condition for the lcw-crder position of a signed numeric field) may be frinted as cnly (for © ) or - (for 0 ), cr the fositicn may ke left tlank entirely-dependino on the particular frinting device.

Numexic finimed eutfut, uniess it is kncwn to \(k \in\) unsiqned, is therefcre usually edited either by an edit word or by the Zero-Suppress instruction (see atove). (Removal of the zone is alsc possitle ky a calculation specification--sєe Calculation Specifications: Move operation.)

General Guidelines Pertaining to Edit Words
If a numeric output field is to ke edited (ky use of an edit word), the edit word is placed in the "Constant or Edit Word" field in the same Field-Descriftion line.

An edit word is an alfhameric literal (see Alphameric Iiterals, under Lefinition of Terms). As such, it is enclosed in sinqle afcstrofbes (card punch-ccmbination 5-8). Col. 45 must contain the initial apcstropte, with the edit word itself starting in col. 46. An apcstrophe fcllows the end cf the edit word (see Alfhameric Iiterals, under Definiticn of Terms and under calculation SFECifications fcr afostrophes within a literal). An edit word
is, therefore, limited to a maximum of 24 positions. Any of the 256 FBCDIC characters (including blank) are valid within an edit word; but some characters, in certain positions, have a unique sianificance in edit words.

The fact that Field Name (cols. 32-37) is not blank (i.e., contains the name of a field) distinguishes an edit word from a constant (see Constant, akove).

Nc matter how often a particular edit word is used (i.e., in how many FieldDescription lines it appears), it is stored by the proaram only cnce (i.e., it consumes only a single core storage area).

A Plank-After instruction ( \(B\) in col. 39) dces not destroy the edit word (in contrast to a constant, which is then blanked out).

An edit word may be used to format numeric fields for:
1. Printing on the printer;
2. Dccument-printing (interpreting) on funch cards;
3. Punching into cards.

The latter use is not common, because it is not usual to insert punctuation, symbols, constants, spaces, or separate sian positions--cr to eliminate leadina zeros--in punched numeric fields.

The edit word afflies to whatever output is speeified in that field-Description line. Editing output from a field in one Field-Description line has no effect on subsequent output from the same ficld (in contrast tc a Blank-After instruction).

An edit word must not be assigned if:
1. The field is alphameric (i.e., if it has not been defined as numeric) ;
2. Packed Field ( P in col. 44) is specified in the same Field-Description line;
3. Zero Sufpress (z in col. 38) is specified in the same line;
4. The field does not consist cnly of valid digits ( \(0-9\) ), except for a zone permitted in the low-order position (i.e., the digit porticns of the field must not contain hexadecimal A-F).

Where an edit word is assiqned, suppression of leading zeros in at least one position--the leftmost positicn--of the
field camot be prevented. (See program= ming Tips for circumventicn.)

When an edit word is assigned, any zone over the lcw-order pcsiticn cf the data is removed frcm that fcsiticn in the output. However, a negative sign (hexadecimal [-see \(E B C D I C\) table, Appendix D) can ke represented \(a s C R\) or minus ( - ) to the right of the digits from the field; a plus sign (or any zone cther than hexadecimal 5 ) is eliminated completely frcm the cutput.

The same edit word cannot be assigned to fields of varyinq lenqths; i.e., all the fields with which a given \(\in\) dit wcrd is used must have the same size.

The number of positions ailcwed in an edit word for digits frem the data field must not \(k \in\) less than the number of positions in the data field--it shculd be exactly the same number.

Note: While it is permitted tc make the edit word larger than necessary to acccmmodate all fcsiticns of the field, this gains the user ncthing:
1. The data field is left-aligned within the \(\in\) dit word; therefcre, there is still no way to prevent eliminaticn of at least one leadina zerc.
2. No core-storaqe space can \(k \in\) saved by making an edit wcrd large encugh tc accommodate the larqest cf several fields, since all fields with which one edit word is used must be cf equal size.

Edit wora Segments
An edit word is composed of one, twc, or three constituent seqments:
1. The kcdy--reguired
2. The status porticn--cfticnal
3. The expansion--optional

Figure 55 depicts the seqments cf edit words.

The bcdy of an edit wcrd governs (1) the transfer cf the diqits in the data field to the cutput record, (2) the termination of zero suffressicn or asterisk prctecticn, (3) functuaticn, and (4) the insertion of cther constants. The body fortion beqins at the leftmost position cf the \(\in d i t\) wcrd (i.e., ccl. 46), and contains the same number of klank fcsiticns as there are diait positicns in the data field, plus fositions for any desired ccnstants and dollar sign. One zerc or cne asterisk, if
it appears in the body portion, is counted as the equivalent of a blank position. These blank positions (includirg a maximum of one zero or asterisk) are replaced by digits from the correspondinc positions of the data field, or--where there are no siqnificant digits to the left of the zerosuppression limit--the output appears as blank (or asterisks).


Figure 55. Symboiic Portrayal of the Seqments of an Edit Word

The program determines the end of the body segment by counting the blank positions (including the leftmost 0 or *) from left to right until the point is reached where the count is equal to the diait capacity of the data field. The pcint where that count is satisfied terminates the body of the edit word.

The status porticn extends to the riqht from the end of the body seqment, throuqh the first appearance of the two letters CR (credit) or the symbol - (minus). The function of the status portion of an edit word is the identification, by display (or punching) cf the \(C R\) or -, of a neqative quantity. Any EECDIC characters (includina blank) may precede the sian symbol (CR or -) within the status portion. When the field is neqative ( c zone), the entire status portion (except an ampersand) appears in the output as specified in the edit word; when the field is nct neqative, the entire status porticn appears as rlank. (An ampersand in the status portion always appears as blank in the output record.)

Edit words that contain no CR or (minus) symbol to the right of the body seqment have no status portion. The terminal apcstrophe is then placed to the immediate right of the body unless an expansicn seqment fcllows.

The expansion, if any, consists of any positicns to the riqht of the status fcrtion (or, to the right of the body, if there is no status porticn) thrcuah the end cf the edit word (i.e., to the terminal apostrophe). If the terminal afcstrofhe follows the kody ar the status perticn, there is ncexpansion secticn. Any feCDIC characters (including blank) may be placed in the expansicn section; they will appear unchanged in the riqhtmost pcsiticns of the cutput area assigned to the field (see cols. 41-43), regardless of whether anything frcm the body and status ferticns appears in the output.

\section*{Rules for Forming Edit Wcrds}

Note: Although the examples in Figure 56 are explained in the next subsecticn, reference to Figure 56 while reading this suksecticn will help.
1. Delimiting the edit wcrd.

The complete edit word must be enclosed in single apcstrcphes (card funch-comkination 5-8).
2. Letermining number of fositicns reguired in \(\in d i t\) word for data-field digits.

The number of blank positicns (including, if fresent, cne fcsition with zero cr asterisk) in the bcdy porticn of the edit word wust be no less than land is normally equal to the number of digit positions in the data field. Call this value \(=\) B. This is the cnly mandatory porticn of an edit word.

These blanks (and, if present, the first zero or asterisk) in the bcdy are replaced by the significant digits from the correspondina positicns cf the data field specified in Field Name. Nonsignificant zercs may te represented in the cutput record ty \(z \in I C s\), klanks, asterisks, or dollar symbol (see Zero Suppressicn, Asterisk Protecticn, and Floating Dcllar Sign: 5, 6, 8, kelow).
3. Letermining total length of edit wcrd. The redy of an edit word may contain constants (any EBCDIC characters except klanks) kesides the klanks and single zero cr asterisk counted in the value \(B\) (iteri 2, above), and a fixed or flcating dcllar sign. Call the number cf these constants \(=\) C.

The status fortion may contain any EBCDIC characters (including blanks) preceding the sign symbcl. Call the total number of fositicns in the status pcrticn \(=S\).

Any EBCDIC characters (including blanks) may make up an expansion section to the right of the status portion (cr the right of the body, if there is no status porticn)--to the terminal afostrophe. Call the number of positions in the expansion \(=E\).

The total number of positions in the edit ward must then \(b e=B+C+S+E \leq 24\).

Note: Because the edit word can be considerably lonqer than the data field, the user must remember:
a. That End Position in Output Record (cols. 41-43) refers to the riqhtmost position of the edit word; and
b. To allow enouqh room for successive output fields so that the left part of one field is nct overlaid over the right fart of a previcus output field.
4. Zcne elimination.

The assigment of an edit word in itself removes any zone from the lcw-crder digit in the output record. (See Status segment, item 10 below.)

A numeric field is zoned in its lowcrder position if:
a. It was zoned in that position when read in; or
b. A Field Indicator was assiqned to it in the input specifications. (This also converts minus zero to plus zero.): ○́
c. It was a Result Field in an arithmetic operation; or
d. A zone was moved to that position in calculaticn specifications; or
e. It was cleared by a Blank-After specification; or
f. The input field was blank.
5. Zero suppression.

If no zerc (or asterisk--see below) appears in the tody of the edit word, all leading (non-siqnificant) zercs are suppressed, in all positions in the bcdy of the edit word, up to the point of the first significant diqit. These positions--including those for constants and punctuation in the kody to the left of the first siqnificant diqit--are blank in the output record. If the data field contains only zeros (apart from a fossible siqn in the low-
crder position），and there is no zero or asterisk in the body of the edit word，the entire area assigned to the kody in the cutput reccrd will \(k \in\) klank．（Excepticn：fixed dcllar sign －－see 7，below．）

The leftmcst zero（cr asterisk－－see below）entered in the body of an edit word stops suppressicn of leading zeros keycnd that fositicn（the fositicn in the kody that contains the suffression－ limiting zero is included in zerc suppressicn）．mhrough the point of the first zero in the body cf the edit word．or to the point cf the first sig－ nificant data digit－－whichever cccurs first（further left）－－all fositions in the kody of the edit word，including those containing constants，appear as klank in the output record．（Excep－ tion：dcllar sign－－sєє 7 and 8，kelow．）

From the foint of the first signifi－ cant digit in the data field，cr tre fositicn to the right cf the suppression－limiting zero－－whichever cccurs first－－data digits replace the klanks in tre corresfcnding fositicns cf the edit－word body and any constants （including punctuation）are retained for cutput．The supfressicn－limiting zerc itself is replaced ly a signifi－ cant data digit in the corresfonding fositicn cf the field；if cnly leading （ncn－significant）zercs exist thrcuqh that position in the data field，the suppression－limiting zerc，tco，is klanked．

Any zero（or asterisk－－see \(k \in l(w)\), in the body of the edit word，to the right cf the first zerc（or asterisk） is considered a constant and always appears in the output（i．e．，the left－ most zero or asterisk terminates zero elimination）－－see item 9，below．

\footnotetext{
Since zerc suppressicn is operative through the fosition containing the suffression－limiting zero：
（a）It is not possible to retain all leading zeros when an \(\in d i t\) word is assigned：even if zerc is entered in the leftmost fositicn of the edit word，the leftmest leadina zero is still reflaced by blank． （But see Programming Tips for a way arcund this．）
（b）It is nct fossible，ky entries in an \(\in d i t\) word，to include a constant （with the excepticn of a dollar sign－－sfe below）tc the left cf the keginning of the field－－even if the edit word were made larger than the field．For example：

A twc－diqit field containing 65 cannot be output as ． 65 by writina the kcdy of the edit
}
 whether the edit word is written as＇．もも＇or＇むも＇，the cutput will apfear as 65.
Similarly，． 05 for a two－
digit field will appear in the
output as ※5．
The froblem is solved ky（1）
specifying the decimal point as
a constant for the preceding
positicn in the output record
and（2）not editing the field
at all（see Programming Tips）．
If desired，calculation speci－
fications can test for 00 in
the field，to allcw suppression
of the decimal point and the
field output in that situation．
（c）With two exceptions，it makes no difference－－if leading zeros for the entire field are to be suppressed－－whether a zero is entered in the riahtmost fosition of the body，or not at all．

The exceptions are（1）floating dcllar sign，and（2）printing of the sta－ tus portion when the data field consists of all zeros，with a minus sign．Both are explained below．

6．Asterisk protection．
The leftmost asterisk in the body of an edit word－－provided there is no zero in the body to its left－－has the same effect on zero suppression as a left－ most zero（see \(\Xi\) ，above）．

However，instead of beinq blank，all positions in the body（including those containing constants）from the extreme left through the first asterisk posi－ tion，or to the point of the first siq－ nificant data digit－－whichever occurs first－－are filled with asterisks for output．

A significant digit（including a non－leading zero）in the corresponding position of the data field replaces the asterisk in the edit word．From the pcint of the first siqnificant diqit or the asterisk in the edit－word kody，any constants in the body are retained for output．

Any asterisk（or zerc），in the body of the edit word，to the right of the first asterisk（or zero），is considered a constant and always appears in the cutput（see item 9，below）．

One leading zero is suppressed，even if the asterisk is in the extreme left． position of the body．

Note．Neither a fixed dcllar sign nor a flcating dcllar sign（see 7 and 8， kelow）can be specified in an edit wcrd with asterisk frctecticn．

7．Fixed dcllar siqn．

A dollar sign（\＄）placed in the left－ most positicn of an edit word appears in that positicn of the cutput，reqard－ less cf suppression of leading zercs． The kody of the edit word must be enlarged to provide the extra position for the dollar sign．

If only one leading zerc is tc ke suppressed（and no \(\&\) symbols precede the suffressicn－limiting zero）－－i．e．， the suppression－limiting 0 is in the leftmost digit fositicn adjacent tc the dollar sign－－the \(\$\) beccmes a floating （not fixed）dcllar sign（ \(s \in \in\) 8，\(k \in l o w\) ）．

A fixed（or floating）dcllar sign cannct be used in an edit wcrd with asterisk protection（see 6，above）． Specifying the dcllar sign instead as a freceding contiqucus constant field is a simple sclution．

8．Floating dollar sign．
A dollar sign（\＄）placed to the imredi－ ate left of（i．e．，next to）the zero that terminates zero suffressicn appears in the output record either（1） in the position cocupied by that \(z \in r o\) in the body of the edit word，or（2） the fosition immediately precedina the first（high－crder）significant digit－－ whichever is farther left．The kcdy of the edit word must be enlarged tc fro－ vide the extra fcsiticn for the dcllar siqn．

Reqardless cf where the floatinq dollar sign is flaced in the bcdy cf the edit word，the lccation cf con－ stants in the kody（such as punctuating commas，for instance）should nct \(b \in\) shifted to ccmpensate for the dcllar－ sign position：the extra fositicn fro－ vided because of the floating dcllar siqn remains at the extreme left of the tody（see Figure 56）．

A dcllar sign in the kody of the edit word elsewhere than in the left－ most fcsiticn or to the immediate left of the first zero is neither a fixed nor floating dcllar sign：it is a con－ stant（ste 9，relow）．

A floating（or fixed）dcllar sion cannct \(k \in\) used in an edit word witt asterisk protection（see 6，above）．

\section*{Note：}
（a）If the dcllar siqn is placed in the leftmost position of the edit－word bcdy，it is normally a fixed dollar siqn（see 7，above）．How \(\in \mathbb{v} \in \mathrm{r}\) ，if the zero that terminates zero suppression occupies the next position－－i．e．，only the minimum of one leading zero is to be sup－ pressed（and nc \＆symbols intervene）－－the \(\$\) becomes a float－ ing dollar sign：it then appears in the output reccrd either（1）in the position that corresponds to the leftmost leading zero，when the data beains with zero（s）or（2）to the immmediate left of the high－ crder positicn of the data field， when the data begins with a sioni－ ficant diqit－－i．e．，it floats between two positions．
（b）If the zero to end zero suppression is flaced in the low－crder position of the body of the edit word（i．e．， all leading zeros are suppressed－－ as though no zero appeared in the body），the floatinq dollar symbol （if one is specified）appears in the output record in the low－order fosition of the body when the entire data field is zero．This programming approach is meaningful only when a floatina dollar siqn is needed，but all leadinq zeros are to be suppressed．（See also item 10 below，for status portion with all－zero data field．）
（c）Eecause a flcatinq dollar siqn must be specified in the edit word con－ tiquous to（and to the left of）the zero－suppressicn－limiting zero，a flcating dollar sian cannot be placed ahead of punctuation（e．q．， ahead of a comma），to appear in the cutput to the immediate right of the punctuation if there are no higher－order siqnificant diqits． For example，in the edit word ＇もも\＄，0もあ＇，the dollar sign is merely a constant（see 9，below） －－nct a floating dollar siqn－－ because it is not contiquous to the zero．It is not possible to assiqn a floating dcllar sign to appear in the output in place of the zero in the edit word in this situation （where the zero follows a comma or other constant）．

9．Constants within the kody of an edit word．

With the exceptions enumerated below， any EBCDIC characters within the body of an edit word are treated as con－ stants：they appear in the output exactily as specified in the edit word， and in the corresponding positions．

However, they appear in the output only when they are to the right of the first significant data-digit, or tc the right cf the leftmcst zero or asterisk in the body of the edit word--whichever occurs first. When neither a significant data-digit ncr a suppressicn-limiting zero cr asterisk occurs to the left of the constants, they are reflaced in the output either (1) by klanks, if asterisk protection is nct sfecified, cr (2) by asterisks, if asterisk protection is specified.

The constants most commonly employed in the body of an \(\in d i t\) word are a decimal point and commas in amcunt or guantity fields (or, a decimal comma and periods, in European notaticn). However, the program dces not ferfcrm decimal alignment ketween edit words and data fields: the programmer must place the decimal foint in the edit word into the appropriate relative fositicn where he wishes it to appear in the output.

\section*{Excefticns:}
(a) A dcllar sign in the affrofriate pcsition for a fixed dcllar sign (see 7, abcve) or floating dclar sign (see 8, above) is treated as descrited abcve. However, in any other location, it is treated as a constant.
(b) The leftmost zerc cr asterisk (one cr the other only) is treated as described above (items 5 and 6). However, in any cther positicn, a zero or asterisk is treated as a constant.
(c) The use of blank spaces in the body cf an edit word is confined to:
(i) Output positicns that correspond tc digit fcsitions in the data field; and
(ii) A leftmost blank to compensate for the space taken up ky a floating dcllar sign.

Therefore, sfaces between data digits or constants cannct \(\mathrm{E} \in\) created ky leaving fositions klank in the kody of the edit word. However, an ampersand (E) in the body cf the edit wcrd provides a corresponding blank space in the cutput representaticn. An ampersand itself cannct \(k \in\) reproduced in the cutput representation cf the body of the edit word--it is nct treated as a constant.

\section*{10. Status seqment.}

The status portion of an edit word is intended for identification (by \(C R\) or minus symbcl) of negative values.

As described under Edit wora Segments (above), the body of the edit word terminates with the last blank (or reflaceable zero or asterisk) position (counted from left to riqht) required to accommodate all digits of the output field. If tre consecutive letters CR, or a minus sign (-), appear in the edit word to the right of the end of the body, the positicns from the end of the bcdy throuqh the (first) \(C R\) or minus symbol form the status seqment of the edit word.

Any of the 256 EBCDIC characters (including blank) may precede the CR or minus symbol in the status seqment. If the contents of the data field are negative, the entire status portion afpears in the output record exactly as it appears in the edit word--except: an ampersand (E) in the status portion is replaced by a blank space in the output record. (Thus, either a blank or an ampersand in the status portion affears as blank in the output record.) When the contents of the data field are nct neqative, the entire status portion of the output record is blank.

When the data-field contents are minus zero (possibly if read in as such, or through a move operation), and all leading zercs are to be suppressed, the programmer has two choices:
(a) If no 0 or * is placed into the lcw-order position of the body of the edit word, the status portion is blank in the output record.
(b) If 0 or \(*\) is placed into the loworder position of the body of the edit word, the status portion appears in the output record as specified in the edit word.

If there is no CR or minus symbol in the edit word to the right of the body, there is no status portion. Anything to the right of the body is then part of the expansion (see 11, below). However, neaative amounts always appear in the output record as true fiqures (not complements): if there is no status segment, they merely appear without a siqn symbol.
11. Expansion segment.

Any positions to the riqht of the status segment--or, if there is no status seqment, any fositions to the right of the body--up to the closing apcstrophe, make uf the expansion segment of the edit wcrd.

Any of the 256 EBCDIC characters （including klark）\(\in ⿱ 十 廾\) ter \(\mathrm{d}_{\mathrm{d}}\) in the expan－ sicn segment appear identically in the correspending fositicns of the output record．（An ampersand in the expansion segment alsc appears as such in the output record．）Be careful not to use the characters \(C R\) or－（minus）in an interded expansion segment which is not preceded by a status forticn－－otherwise the expansicn fortion through the posi－ tion occupied ky these characters becomes a status forticn．

If the terminal afcstrofhe fcllcws the bcdy or status segment of the edit word，there is no expansion segment．

Figure 56 illustrates \(\in\) dit words．All examples assume that ccl． \(\begin{aligned} & 8 \\ & \text {（Zero } \\ & \text { Sup－}\end{aligned}\) fress）is blank（as it must ke whenever an edit word is assigned）．Tre symbol thas been used extensively to represent a klank space in the output record，to avoid any possible confusicn concerning the number of blank fositicns．（Zeros have not been slashed where no confusicn with the letter 0 is likely，in order not to clutter up the presentaticn．）

A vertical dotted line has keen inserted in the output representaticn（it dces not， of course，appear in the output record）to clarify for the reader the end of the kody and status seqments．

Examples labelled A－J are sample edit words fcr scme of the most freguently desired cutput formats．The numbered examples that fcllow this first group represent an attempt to illustrate every editing situaticn which might raise a gues－ tion in the programmer＇s mind．Points to be especially noted in each example are itemized kelow；but the user is assumed to have read the foreqoing section cn edit words．

Pcints tc Note in Figure 56
（Reference letters and numbers refer to ＂Example No．＂in the figure．The lettered items are explained in scmewhat greater detail than the numbered cnes．For the latter，cnly the ncn－foutine pcints are emphasized．All comments assume prior reading cf the entire secticn Edit Word．）

A．Normal method of editing a ten－diqit dcllars－and－cents field．Decimal point between dollars and cents；commas off－ set each three fositions in dcllar area．A space follows the body（in the status portion，either a space or ampersand appears in the output as a sface）．The status portion（ \(\mathcal{E} C R\) ） appears in the output as specified （except that \(\mathrm{t}^{\text {replaces }} \mathcal{E}\) ）when the data is negative；ctherwise the posi－ tions are all blank．The expansion， here consisting of an asterisk，always appears in the cutput record as specified．

Since zero elimination is not ter－ minated until the unit－dollars position 10 in edit word just left of decimal pcint），leading zeros and constants （e．g．，commas）are replaced by blanks until a significant digit is encoun－ tered，or through the zero position in the edit word．（The edit－word 0 itself is replaced by any significant diqit in the corresponding data－field position．） The decimal point，and data to its right，therefore always appears in the output record．Notice that，since zero eliminaticn frcceeds throuqh the posi－ tion of the 0 in the edit word，that 0 ． too，is replaced by blank．

B．Illustrates punctuating an eight－diqit guantity field with ccmmas．Leading zercs and constants（e．q．，commas）are replaced by blanks through the edit－word 0 position（the next－to－last position in the rody）．Therefore，if the entire data field is zero，a zero appears in the output record only in the low－order position．

The status portion，consistinq here cnly of a minus sign，appears in the output record if the data is negative； ctherwise，it is replaced by blank． The expansion，which is any data that follows the status pcrtion，or－－if there is no status portion－－follows the body，always appears in the output record as it is specified in the edit word（regardless of whether the status porticn appears as specified or as blanks）．

C. Again, normal functuating of a tendigit amcunt field. By flacing the 0 in the kody in the \(t \in n-d c l a r\) fositicn, leading zeros and constants are retained starting with the unit-dcllars positicn.

By flacing a dollar sign to the immediate left of the leftmost zerc in the edit-word tody, it \(b \in c c \mathbb{m} \in s^{\text {a }}\) floating dcllar sign: it always appears in the cutput to the immediate left cf the first digit or retained constant--i.e., ahead of the leftmost significant digit, the leftmcst retained leading zero, or the leftmost retained constant. Note that an extra position must be allowed for the floating dcllar sign at the extreme left of the edit word--not at the locaticn where it is flaced: where it is placed, it is replaced ky a data digit or a blank (or remains, if the first output-field digit happens to fall to its immediate right).

The status portion (minus sign) appears thus if the data is negative; ctheruise, it is replaced ky blank. The expansicn (asterisk) always arfears identically in the output record.
D. Similar to \(C\), Exceft zerc eliminaticn is specified up to (but not including) the decimal point, \(C R\) is used as the symbcl for a neqative value, and the expansion segment consists of twc asterisks.

In the example, the dcllar symbcl has "flcated" to the left, to precede the first significant digit--which cccurred before the zero-suppression termination foint. If the data were all zero, the output wculd appear as \$.00Fも**. Note, again, the extra fosition at the left of the edit wcrd to compensate for the dcllar sign. Nctice also that the zero-suppressiontermination zero in the edit word is replaced in the output by the actual data digit (8) in that position.
E. Similar to D, kut there is no status or expansion segment. Also, kecause the dollar sign is placed in the extreme left positicn of the edit word, and is not fcllowed immediately by a suppression-terminating zero, it is a fixed dcllar sign. It then always appears in the output in that position.
F. This illustrates that a space can ke left in the outfut record between a fixed dollar sign and the first digit, even when the entire field contains significant diqits. an ampersand in
the body is not replaced by a data digit, and beccmes a tlank in the output record (except when the ampersand is in an asterisk-protection area).

The status pcrtion consists of b-. The minus appears in the output because the data is neqative. In the status segment, either ampersand or blank may be used to represent a blank space in the output record (in example \(A\), an ampersand was used). The proqram determines the end of the body of the edit word by counting, from the left, the number of positions provided (klanks plus a possible 0 or *) for data digits. Further blanks then belcng to the status segment, cr to expansion if there is no status seqment (no \(C R\) or - to the right of the body). Thus, the blank here preceding the minus sign is part of the status seqment.

The expansicn segment consists of tGRoSS, because it always beqins immediately after the minus sign or CR of the status seqment--or after the body segment, if there is no status portion. The contents of the expansion seqment always appear identically in the output record, irrespective cf the siqn of the data (i.e., reqardless of whether the status appears in the output as specified or as blanks).
G. Zero elimination is not suppressed at all; data in the output record therefore begins with the first siqnificant digit. If the whole data field were zero, the entire edit word--including the sign, even for negative zero--would ke reflaced by klanks in the output record (see I, below).
H. Zero elimination is not suppressed at all (it always proceeds thrcuqh the position of the suppression-terminatinq zero or asterisk in the edit word). However, because a suppression-terminating zero is entered, the status portion will appear in the output as specified (DCR) when the data field contains minus zerc. This is the essential difference between \(H\) and \(I\) (below).
I. The status portion (CR) appears as blank in the output record when the data field consists of minus zero, because no supfressicn-terminatinq zero (or asterisk) appears in the body of the edit word (compare with \(H\), above).

The expansion seqment (*) always appears in the output record as qiven in the edit word.
J. Illustrates asterisk protection. Asterisks reclace all positicns in the kody (including those with constants --like commas, for instance) to the left of the first siqnificant digit, through the fositicn trat contains the left-most asterisk in the edit-word body. (The asterisk in the edit word itself is replaced by any significant digit that may fe in tre corresfonding position of the data field.)

If the asterisk were in the rightmost position of the edit-word body, asterisks would appear in the output record for the entire kcdy of the edit word when the data is all zero (if it were minus zero, the minus sign would appear).

1, 2, and 3. No €dit word. The data appears in the cutput record as contained in the data field. Note that the low-order position is zoned in the output record if zoned in the data field.

4, 5, and 6. A blank edit word is assigned. All leading zercs are blanked and a zone in the low-order position is eliminated in the output reccrd. Negative values are not identified.
7. The effect is the same as in 4, 5, and 6. If the \(\in\) dit word contained a status fcrtion, the 0 in the body would cause the status forticn to affear in the cutput record alsc for a value of minus zero. In examples 4, 5, and 6, a status segment would appear as tlank for a minus-zerc value.
8. Although the suppression-limiting 0 is at the extreme left, suppressicn cf the first leading zerc cannot be avoided.

9 and 10. The status porticn appears in the cutput for neqative values; it is blank for positive values. Because the first ten blank fcsiticns accommodate the data field, the eleventh position--also blank--is fart of the status segment. Any fositions tc the right of the status-s€gment \(\in n d\) ( \(C R\) or minus symbcl) represent expansion, which always appears identically in the cutput reccrd-- \(\in v \in n\) if the status segment is klanked.
11. An ampersand in the status segment alsc apfears as blark in the cutput. A minus sign, instead of \(C R\), is iliustrated. The klank fcllowing the \(C R\) or minus is part of expansion.

12 and i3. The \(* N E T E\) to the left of CR or minus (and to the right of the body) is part of the status seqment. Therefore, it appears in the output record as klank when the status does not apply (value not negative). However, the \(\varepsilon *\) to the right of \(C R\) or minus represent the expansion segment, and therefore always appear in the output.
14. There is no minus or \(C k\) to the right cf the body. Therefcre *\#PROFIT is expansion, and appears in the output regardless of the sign of the data field.

15 and 16. Similar to 11 , but a fixed dollar sign is shown. Note that an extra position was added to the body to acccmmodate the dcllar siqn.
17. When the dollar sian appears to the
 limiting 0, it becomes a floating dollar siqn--even when it occupies the leftmost position in the edit word (see No. 34 for contrast).

18 and 19. Floating dollar sign is illustrated for different numbers of leadinq zeros. Note extra position in edit word to compensate for the dollar sign.

20 and 21. When the contents of the data field are minus zero, the status portion is blanked unless a 0 (or asterisk) appears in the body of the edit word. Reqardless, however: the expansion segment is reproduced in the output record.

22 and 23. This illustrates the same as items 20 and 21, but pcints out that-even with a dcllar siqn--the status fortion is klanked when the value is minus zero, unless 0 (or *) appears in the body of the edit word.
24. An example of some zercs appearina in the output record when the entire field is zero. Zero-elimination extends thrcugh the 0 in the edit word, leaving two data positions whose zeros appear in the output (the third blank after the edit-word 0 belonqs to the status seqment, kecause all ten data positions have been allowed for before that position).
25. As 24 , but with floating dollar siqn replacing the last suppressed zero.
26. Presence of a 0 (or *) in the body causes the status segment to appear in the output even for a minus zero value (see alsc 21 and 23). Because the dollar sign is adjacent to the 0 in
the low-order position, it is a floating \(\$\) and appears in the cutput record in the low-crder fositicn cf an allzerc data field. This gives full protection with a floating dcilar sign, even fcr all-zero data, when all leadina \(z \in r c s\) are to be eliminated.

Incidentally illustrated is a status seqment consisting only of a minus siqn, and no space.
27. Asterisk protecticn with complete eliminaticn of all leading zercs. The status segment appears in the output for a minus \(z \in r c\) field when there is an asterisk (cr zerc) in the kody of the edit word.
28. Asterisk prctecticn tc a certain positicn; thereafter, any further leading zercs appear in the output.

29 and 3C. Asterisk protection and zero eliminaticn for a sinqle fosition. Note that the asterisk is replaced by a significant diqit in that fosition.

Eecause there is nc status segment, a negative value is not identified.
31. Asterisk protecticn and zero supfressicn for entire field. Significant digits take frecedence, and replace the asterisk.

32 and 33. A methcd for functuating a tendigit dollars-and-cents field. Punctuation and zercs tc the left of the first significant digit are blanked. The decimal fcint is also lost when there are less than three sianificant digits (see item 63). The status seqment is blanked for an all-zero field. The expansicn forticn always appears.

The minus sign tc the left cf Net in Nc. 33 was inserted to pcint out that it is part of expansicn--not status--because a sign symbcl (CR) already appeared to its left.
34. The ampersand--uhich affears in tre cutfut as a sface--ाakes it fcssible to keep the dcllar siqn fixed, while limitina zero suppressicn to the minimum cf one fcsiticn (contrast with iterl 17). All punctuation is retained--reaardless cf leadina zercs --because the 0 in the edit word is flaced tc the left of the first comma.

35-38. Standard methods fcr placing the flcatina dcllar siqn to retain at least the decimal pcint, regardless of number of leading zercs.

Note that the extra position to compensate for the floating dcllar sign is at the extreme left of the edit word--not where the dollar siqn is recorded; i.e., the locaticr of the ccmma is not changed.
39. Asterisk protection and zero eliminaticn tc the decimal point, retaining the decimal point regardless of number of leading zeros. Note that asterisks replace also the punctuation (or any constants) where leading zeros are suppressed. (See also No. 41.)

The second asterisk is part of the status seqment, and appears in the cutput only for a negative value. The third and fourth asterisks form the expansion, and always appear in the cutput.
40. A standard programming technique for retaining the decimal point while eliminating all leading zeros to the left.

Similar to A, but shows status seqment for minus-zero value.
41. Similar to 39 , but the status portion consists only cf a minus sian and there is no expansion seqment. The effect on a minus-zero field is shown.
42. Shows that the constant (in this case, a comma) follows the dollar siqn in the output record, if the floating dcllar sian and the suppressionlimitina zero immediately precede a constant and there is a relevant numker of leading zeros.

In the case of a comma, this has an awkward-looking effect; in case of a decimal point, it is a normal approach (see item 36).
43. How to maintain a space between a fixed dollar siqn and the first data diqit, when all diqits in the field are significant (no leading zeros): an \(\mathcal{E}\) in the body appears as a space in the output reccrd.
44. Normally punctuated quantity field. However, all leadinq zeros (including units position) will be suppressed (compare to item 45).
45. Normal method for showing a single zero in the output record when the data-field contains cnly zeros.

46-50. Other constants witrin the body of the \(\in\) dit word tehave like punctuation (which is the same as constants): constants to tre richt of the first
siqnificant diqit or the suppression= limiting zero appear in the output.

Note that a constant to the riaht of the last data-digit position is part either of the status or expansion seqment. If CR or minus symbol follows, it is part of the status, and appears in the output cnly for negative values (note items 48-50); if no sign symbol follows, it belongs to expansion, and always appears in the output record (see item 47).

Items 48-50 also show the effect on constants of different placement of a suppression-1imitinq 0. In item 49 , an ampersand inserted after the first constant provides a space following that constant in the output record.
51. A hyphen (a minus symbcl) is used within the body of the edit word. A social security number is shown.

If the initial zero must appear in the output, the data must be broken up intc three separate fields, no edit words can be used, and the hyphens must also be specified as separate output constants. (SEe programming Tips.)
52. Again, an edit word containing constants in the body, fcllowed by expansion. Included is an illustration of an apostrophe within an edit word (i.e., within an alphameric literal).

53 and 54. Illustrate effect, on decimal point (or any other constant) ana following zeros, of different placements of the suppression-limiting zero--when the field contents are zero.
55. Included to emphasize that a dollar sign that is separated frcm the suffression-limiting zero--even if only by a comma--is nct a floatina dcllar sign, but a constant.

It is not possible fin this RPG to place a floating dollar sign so that it replaces a constant (e.g., a comma) in the output record when the first significant diqit follows the constant (for instance, when it follows a comma).

56-59. A zero or asterisk after the leftmost zero or asterisk is a constant-not a suppression-limiting or asterisk-protection symbol.

Items 58 and 59 again also show that asterisk protection supplants not cnly blanks but also other constants to the left, including an ampersand.

60-62. Three examples of editing a date field. Note that one leading zero is suppressed even if 0 were placed in the leftmost position of the edit word: therefore, since month numbers have at most one leading zero, there was no point in specifying a suppression limiting zero.

Item 61 shows the use of ampersand in the edit word to retain a blank space in the output record. The characters elater, hcwever, form an expansion section. An ampersand in the expansion appears as such in the output.
63. Shows what happens to the decimal point when there are less than three significant diqits in a lonqer field, and no suppression-limiting zero is specified.
64. Shows one method of preventina loss of the decimal point when there are less than three significant diqits in a lonaer field.

Moving the suppression-limiting zero one position further riaht still preserves the decimal point, but eliminates the zero to its left in the output.

One application example (Figure 5) appears early in the manual, to serve as an introduction to the RPG approach. The numerous other fraqmentary proqram examples up to this pcint were developed to illustrate various individual functicns that can be performed with the Report Prooram Generator (RPG) -

The following three program examples illustrate the complete program specifications for:
1. A sales commission calculation and report;
2. An order-entry pre-billing application: inventcry control and crder-item price extension, invclving also matching of files; and
3. A simple invoicing oferation with summary funching of acccunts receivable cards. The detail cards processed in example 2 are utilized; but side-byside frinting cf ship-tc and sold-to cards is also demonstrated, as well as table look-up.

The first sample proqram can be compiled and executed on a system eguipped with 4 K bytes of core storaqe in the CFU, any cne of the Mcdel 20 card-reading devices, and a printer. A card deck comprising the specifications and data for this example is supplied by IBM's Proaram Infcrmation Defartment tcgether with the FFG compiler. In that deck, the IBM 2501 is assiqned as the card reader. However, the application was deliberately designed not to be dependent on a particular read device: the user need only change the Device code in the first File Description Specifications card tc
correspond to his particular Model 20 card reader--the program will run with any Model 20 reader.

The second, more complex, application example requires 8 K bytes of core storage, and has been designed to take advantage of all the features of the IBM 2560 MFCM: reading cards from both hcppers, punching into cards that have also been read (combined file), interpreting (card document-printing), and stacker selection.

The third example can also be run within \(4 k\) bytes of core storage. It has been written for the MFCM, to take advantage of interfreting (if installed) ; but otherwise it can be run on other Model 20 I/O units, if the File Description specifications are amended to correspond.
: Note: The interpreting feature is avail: able coly on the 2560 MFCM, Model A1.

\section*{SALES COMMISSICN CALCUIATICN AND REPORT}

A commission report is to be prepared using invoice summary cards (Figure 57) for the source data. The cards are in sequence by salesman number. The invcice summary cards are coded with a 5 in column 1; other cards that are maintained as part of the invoice file--and are not to be processed--do not contain a 5 in col. 1 .

The commission amount is calculated on the net invcice amount. The percentage of commission depends upon the net invoice amount:

For net invoice amounts up to (and including) \$10,00c--10\% commission
For net invoice amounts above \(\$ 10,000--\) 12\% commission


Fiqure 57. Sales Commission Calculaticn, Format of Invoice Summary Card

- Figure 58. Sales Commissicn Calculaticn, File Descripticn Specifications

The commission is calculated on each invoice summary card, and the fertinent infut and calculat \(\in\) data is detail printed. A total commissicn amount fcr each salesman and a final sum of commission amounts are accumulated and printed.

File_Descricticn Specificaticns_(Fiqure_58)
Only two specifications lines are necessary for this apflication. In the first line, the input file name INPUT is assiqned to the card deck that contains the invoice summary cards, and that file is associated

With the IBM 2509 card Reader by the Device code READO1. In the seccnd line, the output file named PRINT is associated with the printer (IEM 2203 or 1403).

Input_Specifications_(Fiqure 59)
Specificaticns line 01 provides for identification of the invcice summary cards: character 5 in col. 1. Resulting Indicator 11 is assiqned to this card type.

The Sequence entry (cols. 15-16) is alphaketic, because the presence of the two


Figure 59. Sales Ccmmissicn Calculaticn, Input Specifications
card types is opticnal and, when both are present, either may ke first or they may be intermixed.

Lines 02-05 describe the fields to ke read from the invcice summary cards. Note that fields nct used in this jct are not described: it would waste core stcrage space to do so, and serves nc furfcse.

Although invcice number (IVOICE) and Salesman number (SALESM) are numeric, they need not ke defined as numeric. On the cther hand, custcmer number (CUST) must be defined as numeric because Zero Suppress is used for that field in the outfut-Format Specifications. (Since CESI is not used in an arithretic or numeric ccmpare operation, any number of decimal fositicns within field size--i.e., \(C-7--c a n\) ke specified in col. 52.)

Invoice amount (IVCAMT) must have 2 specified in Lecimal Positicns, because it is to \(b \in\) used in arithmetic cferaticns where proper decimal aliqnment matters and where all fields must be numeric.

In line 05, salesman number is set up as an alphameric contrcl field cf level 1. Cnly cards for which indicator 11 is cn are considered in the control-field compariscn (see alsc comment for line 01 cf page 04).

Iine 06 represents cther cards in the same input deck. These cards are part cf the same deck as the invcice summary cards, rut are tc be passed thrcugh the \(I / O\) device without any processing.

Because Sequence (cols. 15-16) in line 01 contains an alphaketic entry, the proqram always first attempts to match each card aqainst the Record Identification Codes in line 01 (see Nature of the CardType Seguence Check). Only if it is not an invoice summary card (i.e., not 5 in col. 1) is the card matched to the Record Identification Codes in line 06 . Since cols. 21-41 are blank in line 06, all cards without character 5 in col. 1 satisfy the criteria for line 06. This is a aood technique for providing for "cther card types." There must be an entry in cols. 15-16 for every card type; if there is no entry in cols. 15-16 for a card type that can cccur in the data deck, the system would stop because cf an unidentified card type.

A card-type Resultina Indicator (cols. 19-20) is nct needed in line 06 in this particular example. All calculation and output oferations that are pertinent only to the invcice summary cards are conditioned by indicator 11.

The 2 in col. 42 (Stacker Select) is iqnored when the IBM 2501 Card Reader serves as the input device (the form in which this program is written, and supplied by IBM). If a different card reader is employed (after changing the first card in the File Descripticn Specifications to conform), the invoice summary cards will enter the normal stacker of the device and the other cards in the deck will be selected to stacker 2.


Figure 6C. Sales Commissicn Calculaticn, Calculaticn Specifications

\section*{Calculation specifications (Figure 601}

Specifications line 01 causes the net invoice amcunt tc ke ccmpared with the numeric literal 10COC. Resulting Indicator 22 is turned on if the invcice amount exceeds \(\$ 10,000\); othervise indicatar 22 remains (or is turned) off. Note that decimal alignment is perfcrmed ky the frogram itself in numeric ccmpare oferaticns.

Line_02 frcvides for multiflying the net invoice amcunt by 12 percent, if indicator 22 is on (invoice amount greater than \(\$ 10,000\) ); whereas line_03 causes multiplicaticn of the invcice amount ky 10 percent, if indicator 22 is off (invoice amount less than, or equal to, \$1C, (OOC). Thus, for any cne invoice summary card, the specifications in either line 02 or line 03--but nct both--are executed. (Decimal alignment is autcmatic in arithmetic cperaticne.)

The result field (CCMM) was nct an infut field, ard must therefore ke defined in the calculation specifications. This is done in line \(C 2\) (it could equally well have been in line C3). Half adjust is specified in lines 02 and 03. Since each factor (IVCAMT and . 12 cr . 10) contains 2 decimal flaces (yielding 4 decimal flaces in the result), and cnly 2 are specified fcr the result, the 2 riqhtmost decimal fositions are dropfed after half-adjustment.

A Field Length of 8 pcsitions is specified for the result field: an 8-position field is multiplied ky a 2 -position field, which results in a maximum of 10 fcsitions; two decirial fusiticns are ảcpped, leaving a maximull cf 8 fcsitions.

Line_óㄴ causes the commissicn to \(\mathrm{b} \in\) added into a field named SUM, which is established (at program-generaticn time) ky the specifications in ccls. 43-52 in this line. The individual commission amcunts calculated on each invoice summary card are accumulated in SUM for a commission tctal by salesman.

The Blank-after instruction in the Output-Fcrmat Specificaticns clears the SUM field to \(z \in r o\) at the end of each salesman's grcup of cards, so that it is ready fcr accumulation of commissicns for the next salesman.

This line alsc illustrates using the same field as addend and result field (as does line 05): \(A+B=B^{\prime}\). (The field names in Factor 1 and Factcr 2 cculd equally well be reversfd.)

Note:
1. All of the above operations are performed at detail-calculation time (ccls. 7-8 are tlank), which is the normal method fcr handling this type of application.
2. All of the akove calculations are conditioned by indicator 11. Therefore, they are performed only when an invoice summary card is keing processed.

Iine 05 causes the total commission amount for each salesman to be added to the field FINTCI, to provide a grand-total of commissions at the end of the report. FINTOT is one position larger than SUM, to assure capacity for the larqer total.

The operation is performed at totalcalculation time, provided indicator 11 is on; i.e., at the end of every salesmannumber control group--after the commission calculated cn the last card of the oroup was added to SUM, but before the SUM field is cleared at total-output time.

Note that all detail-time calculation specificaticns precede those for total time.

Output=Format Specifications (Fiqure 61)

Page 04
Specification lines 01-08 provide for printing columnar headings at the top of each page.

Lines 01 and 02 (in an \(O R\) relationship) specify output to the printer, because the file name PRINT was associated with the printer in the File Description Specifications. Iine 01 calls for the printing to take place at overflcw-output time; line 02--in conjunction with the H in col. 15 (which could equally well be a D) of line 0q--provides for the same printing at detail-output time for the first card of each salesman-number control qroup (Control Level L1).

The NII in line 01 prevents duplication of the operation when a control break occurs in the same program cycle in which overflow (carriage-tape channel 12) is siqnalled. (In this farticular application, NOF could have been specified in line 02 in place of NL1 in line 01 . But this is true only because all data here involves constants, not information from the first card of a contrcl group.)



Figure 61. Sales Commissicn Calculaticn, Cutput-Format Specifications

Because nc forms-control specifications (cols. 17-22) are entered in line 02, the instructicns in ine 0 q afely to both lines: the form is advanced to the next channel-1 punch before printing at overflow-output time or at detail time for the first card of a contrcl grcup. After printing of the heading line, the form is advanced 3 spaces, to leave two klank lines before the detail data.

Because OF is specified in Cutput Indicators of a File-Identification line, no automatic overflow forims açunce takes place--it must be specified (as it is in line 01).

Note: Tctal-time cutput always frecedes overflow-time cutput in the same frcgram cycle; therefore, totals are ncrmally printed on the cld page before forms advance tc a new page during overflcw time. However, in the particular application described here it may apfear as thcugh the total were frinted on the next fage:

If the last invoice summary card of a contrcl-level grcup triggers the overflow operation (i.e., is printed at cr belcw the chan nel-12 punch), but other cards (ctrer than invcice summary cards) follcw \(\mathfrak{b \in f c r e}\) the first invoice summary card of the next salesman number, then forms advance to the next paqe takes flace after the last invoice summary card of the grcup and-apart from constant headings at the top-the next line printed on the new page contains the contrcl-arcup total. (See Warn= ings: 2 under output Indicators--OF \(\mathrm{OV}^{-}\) File-Identificaticn specifications.)

Lines \(03-08\) define the constants that are to be printed on the first line cf each page as columnar headings.

Lines \(09=16\) specify the detail frintina from invcice summary cards.

Line 09 specifies that the output is tc take place at detail time ( \(D\) in col. 15), but cnly for invoice summary cards (indicator 11). The form is advanced two sfaces after each detail line ( 2 in ccl. 18). The file name (ffint) need nct \(k \in\) repeated, since it is the same as that for the last preceding File-Identificaticn line.

Lines 10. and \(13-16\) descrite the data fields tc ke printed.

The output for the fields CCMM and IVCAMT is fcrmatted by edit words--leading zeros to the decimal foint are surfressed, and apprcpriate commas are inserted tetween each threє fositicns where significant digits afpear (the fields were defined as numeric, and therefore can \(\mathrm{f} \in \mathrm{edited)} \mathrm{}\).
assignment of an edit word eliminates the plus (C) zone in the low-order position of COMM from the output; if IVCAMT was zoned in the input card, that zone is also eliminated from output ky virtue of the edit word.

Any leading zeros, and a possible low-order-positicn zone, are eliminated from the cutput for CUST by Zero Suppress ( \(Z\) in col. 38). The field must have been--and was--defined as numeric.

Field selection is rerformed in lines 11 and 12: one of the two constants (10 \% or \(12 \%\) ) is printed, based cn the result of the CCMP operation in the calculation specifications (indicator 22 off or on).

The L1 in Output Indicatcrs of line 16 conditions the contents of the field SALESM to be printed only when indicator 11 is on at detail-cutput time--i.e., on the first card of a control group (qroup-indication).

Iines 17-19 provide for the printing of the commissicn total (SUM) at the end of each control group (I 1 in output Indicators of File-Identification line), at total-output time (T in col. 15). The form is spaced 2 lines before printing, which--in conjunction with the 2 spaces after each detail line--creates 3 klank lines before the total line. The word TOTAI is printed to the left of the amount.

The Blank-After ( E in col. 39) instruction resets the field SUM to zero as soon as the contents have been transferred to the output core-storaqe area. The field is then ready for acculumation of the total for the next control group.

The file name (PRINT) need not be repeated in the File-Identification line.

Page 05
Lines 01-03 contain the specifications for printing the grand total commission amount for the report. (The file name need not be repeated.) output is at total time ( \(T\) in col. 15), after processina of the last data card (IR indicator on)--it must be at total-output time, \(E \in c a u s \epsilon\) the operation terminates after total-output time when LR is on.

The words final total are printed to the left of the amount.

The form is advanced 3 lines before printing ( 3 in col. 17) and to the next page after tre final total (01 in cols. 21-22).

Note: Tre channel-12 punch must be hioh enough tc allow for 8 additional lines on the same fage. Assuming worst cases:
(a) Letail line printed just above carriage-tape 12 -punch line, fci1cwed by detail line one line telow 12-punch (double sface after each detail line) \(=1\) line kelow 12punch. Cverflow indicator turns c .
(b) Lcuble space after that detail line \(=3\) lines kelow 12 -punch.
(c) Ccntrol-Level 1 tctal follows-dcuble space before total line \(=5\) lines below 12-punch.
(d) End cf refort--trifle space \(k \in f o r e\) total line \(=8\) lines belcw 12-punch.


Fioure 62. Sales Commissicn Calculaticn, Printed Refort

\section*{Sample Report}

Figure 62 shows a sample refort kased cn the frogram defined above. It fcrtrays the first contrcl group and final total as actually produced if the sample deck sufplied \(k y\) the Prcgram Infcrmation Department is run.

\section*{PRE-BILLING CALCULATION WITH INVENTORY CONTEOI}

This example illustrates cne of numerous apprcaches to an crder-frccessing/invertory contrcl jcb. The applicaticn has been arbitrarily slanted to a distribution business--perhaps a mail-order house--with custcmer crders to ke filled frcif waretouse stock. An attempt has been made to ke reascnably realistic in the application, includinc the complexities of such a multipurpcse cperation.

Note: Figures 63 and 64 should ke ccnsulted in relaticn to the discussion that follows.

\section*{Basic Assumptions}
1. A card has been keypunched:
(a) For each item line on a customer order--Card 9, no \(X\) in col. 11;
(b) For each item line on a customer return--Card 9, \(x\) in col. 11;
(c) For each item line on a stock receipt (or purchase-order cards are used as stock receipt cards)-Card 5;
(d) For each stock adjustment--Card 6: No \(X\) in col. 11 to reduce on hand, \(X\) in col. 11 to increase on hand;
(e) For each item on a stock purchase order--Card 7: no \(X\) in ccl. 11 when ordered, X in col. 11 if order is cancelled or reduced.
(f) For a new stcck item or a change in price, description, warehouse location, etc. (Obsolete master cards are removed manually or, at least, separately from this operation.)

Note: The sixth diqit of Stock No. could be the check digit for a selfchecking number. (See Self-Checkinq Number Device for keypunches.)
2. An Inventory Master Card file exists, with one card per item carried in stock. Changes to the file are made manually, or in scme other data processing operation (i.e., addition and deletion of items, changes in price, warehouse locaticn, etc.).
3. It is desired to process customer crder-item cards against inventory records before attempting to fill the orders in the warehouse. At the same time, the inventcry records will be updated and an up-to-date inventory report prepared.

The customer-crder cards are thereafter ready for invoicing. (The cards could be sorted by warehouse location prior to invoicing.) A copy of the invoice, or the cards themselves, serve as order-picking medium-i.e., either sequential or bulk picking is employed.

If crders are processed once daily on this basis, the inventory records are always up to date.

Note: The third example utilizes these customer-crder cards.
4. If the quantity cn-hand is insufficient to satisfy the quantity in the customer-order card, no partial quantity will be applied for that item. The item crder:
(a) Will be marked for back order if not previously back-ordered, and

Frovided stock is cn order; or
(b) Will be marked "cancelled" if no stock is cn crder; or
(c) Will be marked "cancelled" if previously back-ordered. (Say, kack crders are reprocessed one week after they became kack orders.)
5. Where previously back-crdered item cards are reentered, they are to receive priority for available inventory.
6. Some items have a lower unit selling price when at least the specified criterion quantity is ordered by the custcmer.
7. Stock adjustments are made without attemft at modifying the unit cost of the item.
8. (a) Eesides price extension, qross profit is to be included in the item detail cards for a subseguent report by merchandise class and division, and by Stock No. (The first digit of Stock No. represents merchandising divisicn, the seccnd the classification within division.)
(b) Value of inventory on hand (average cost tasis) is tc \(k \in\) continually available.
(c) Available quantity (on-hand plus cn-crder) less than an established minimum is to be signalled.

\section*{Procedural Eetails}
1. Safequards.
(a) Certain control totals will be carried, partially as audit trails. control totals are presumed to have been established for the various kinds of transacticn cards, so that new on-hand and cn-crder totals can be proved out.
(b) Customer-order detail cards that are being cancelled will be identified. If such a card is reentered, it is selected out, and calculation fcr it is bypassed.
(c) Matched old master cards--for which new ones are created--will ke identified, and selected tc a separate stacker. If such a card is accidentally reentered, the entire stock-number group is selected to a separate stacker, and calculation is kypassed.
(d) The entire stock-number grour (exept the first card) is selected tc a separate stacker, processing is bypassed, and the system halts after the second card, whenever there is more than one master card for a group.
(e) The entire stock-number group is selected, and calculations are cypassed, when a master card with a negative on-hand guantity has been read.

When a negative on-hand quantity is created as a result of calculation, the cards from the point of error are selected, and calculations are bypassed.
(f) Whenever the blank trailer card is missing or mispositioned within the group, all cards in the group from the point of the error detection are selected, the system halts; and further calculation is bypassed for the group.
(q) Unmatched transaction cards; including the trailing blank card, are selected, and calculations are bypassed.
(h) If the on-order quantity turns neqative, the system halts. The inventory report also indicates this condition.
(i) For known error conditions that affect the new inventory values, the data is omitted from the report (the cards have been selected to a separate stacker).
2. Any merchandise receipts, stock adjustments, and customer returns precede order-item details, so that the customer orders are correctly applied to the latest on-hand status.

Stock purchase-crder cards are also placed ahead of customer order details, because it was decided not to backorder items for which nc stock is on crder.

Former back-order cards precede other order-item cards to get first chance at on-hand goods.
3. The cards are assumed to be in ascending sequence by Stcck No.

Inventory master cards are to be in the Frimary feed of the MFCM--preceded by a single card to read in today's date. All other cards will be placed in the secondary feed.

A previous operation has placed a blank card at the end of each Stock No. group of secondary-file cards. These blank cards will become the new (updated) inventory master cards for stock numbers for which there are transactions. (These blank cards were merged in on the MFCM of the Model 20, using the PLACE specification card of the Punched-Card Utility Collate program or an RPG proqram; or they could have been merged on a collator.)
4. Stacker Selection.
(a) The Date header card is directed to stacker 1; any other stacker wculd do equally well.
(b) All old inventory master cards with stock numbers for which there are transaction cards in the secondary file are directed tc stacker 1 (the ncrmal stacker--chosen to contain obsoleted cards), kecause a new inventory master card will be punched--and placed in stacker 2.

Each unmatched old inventory master is selected to stacker 2, because no new master is punched in such case.

Stacker 2 ultimately contains the complete up-tc-date inventory master file (except for known error-condition cards) --consisting of new cards where transactions cccurred and old masters where no transactions applied.
(c) Stacker 3 receives the customer order-item cards, ready for warehouse picking (if cancelled and BO (kack-orders) are sorted out), or to be sorted on order and account numbers for invoicing.
(d) Stacker 4 has been assigned to unmatched transaction cards (secondary file), and tc all other detected error-condition cards.
(e) Stacker 5 has been assigned to stock crders, receipts, adjustments, and merchandise returns. These may also be left together with the other transaction cards by directing them to stacker 3 instead; they could easily be segregated later by sorting on cols. 1 and 14.
Note: When stacker 5 is desig-
nated, but the I/O device referred
no is the 2560 MFCM Model A2, the
tcard is directed to stacker 4 .

Note: When stacker 5 is desiqto is the 2560 MFCM Model A2, the card is directed to stacker 4.


Figure 63. Pre-Billing with Inventory Control, Card Layouts


Figure 64. Fre-Billing with Inventory Control, Diaqram of Card Flcw

Study of figures 63 and 64 will clarify the details cf the cperaticn. The refcrit has teen laid out (see Figure 65) to fit within the \(120-\) pcsition frint span of all IBM 2203 and 1403 Frinters attachable to

Model 20. Explanation of specifications sheets fcllcws; Fiqure 70 (Assiqnment of Indicators) will also help in following the discussion.


Figure 65. Fre-Eilling with Inventory Control, Laycut of Inventory Report

- Fioure 66. Pre-Eilling with Inventcry Control, File racripticn Specifications

\section*{File_Description_Specifications (Figure 66)}

The file cf inventory master cards is named CLDMASTR, and associated with the frimary hofper of the MFCM. It is defined as a combined file ( \(C\) in col. 15) sc that stacker selection may te ferfcrmed via cutput specifications, and to allow punching cf a code for "cbsolete" at output time intc thcse cld masters that are replaced as a result \(c f\) new transactions.

The detail transaction cards are assigned to the file named trSaCtn, and associated with the secondary hopper of the

MFCM. Stacker selection is dependent on calculaticn operaticns; therefore--and because cutput is reguired to some customer-order item cards--TRSACTN is a combined file.

The input files are in ascending sequence (A in col. 18). A sequence is required, and must be uniform for the input files, when matching of records in two or more files is called for. If col. 17 is klank, or contains \(E\), for all input files, the \(I R\) indicator does not turn on until all input files are exhausted.


Figure 67 (Part \(I\) cf II). Pre-Billing with Inventory Control, Input Specifications

The printer is associated with an cutput file named REPORT.

Incut SFEcifications_(Figure 67ニ-Parts_I and IIL

Because the file CIDMASTF is specified ahead of the TRSACTN file, it is therefore
the primary file; i.e., matching cards from the OIDMASTR file are processed ahead of their matching TRSACTN-file cards.


Figure 67 (Part II of II). Pre-Eilling with Inventcry Control, Infut Specifications

Inventory Master Cards--CIDMASTR File (Page 02)

The cld Inventory Master cards are identified by 0 in col. 1, and assiqned indicator 01 . Since they are the cnly card type in the file--apart from the initial single Late card--an alphabetic code is specified in Sequence (ccls. 15-16). (If any other--undefined--card types (kesides the Date or Master card) appear in the file, the syst \(\in \mathbb{m}\) halts.)

Lines 02-18 contain the normal specifications for reading thcse fields frcm the old Inventory Master cards that may Le neєded for frccessing cf the apflication (see Figure 63 for greater detail on the card fields). Fields defined as numeric are used in calculations, edit operaticns, or numeric compare. Points cf special interest are:
1. Stock No. is defined as numeric to allow formatting in the output by edit word, and to simplify detection of an obsolete master card (see 4, kelow).
2. The files are matched and sequencechecked on Stock No. (M1 in cols. 6162 for Stock No.).
3. The L1 indicator is turned on for the first card of each stcck-number qroup (I. 1 in Control Level for Stock No.).

I1 is not used in this program for total printing or punching--it is used solely to recognize the first card of a qroup far error-control purposes. Lindicatcrs have no inherent connection with matching of files, and L 1 is not needed merely tecause M1 is assiqned.
4. Whenever an old Master Card is replaced by a new one, to reflect transactions,
the cid card is overfunchea with an 11-punch in ccl. 7 at cutput time (page 07, line 06) to mark it as ctsolete. If such a card is accidentally reentered next time, indicatcr 97 turns on--the 11-punch causes the Stcck No. to read in as negative (a matchingfield sequence error dces not, hcwever, arise because all zone punches are eliminated from the matching-fields cFeraticns cf a numeric ficld).
5. Indicator \(\subseteq 9\) turns on if the Quantity cn-Hand is negative in the old Inventory Master card. Such a card should never appear, \(k \in c a u s \in s u k s \in q u e n t\) sfecificaticns (fage 04) catse cutput tc \(k \in\) kypassed if on-Hand turns negative.
6. Indicator 20 turns on if the Criterion Quantity field is zero. The zerc code indicates that crly Unit Price A applies, and that the Price-B field is to remain blank both in the report and in a new Inventory Master card.
7. Col. 47 appears twice ameng the infut fields--the first time as fart of a ncrmal numeric field; the seccnd time with another name and as a singlecolumn alphameric field:

If col. 47 is \(X\)-funched (11-funch), quantity Scld Last Year does not apply because the item is new this year. The word NEK is then tc appear in the refcrt, and the field is only to contain an \(X\)-funch in a new Inventory Master card. Fut a numeric ficld that is klank cr zerc with an \(X\)-cverfunch in the units fcsition will set on a Field Indicator for Zero or Elank--nct fer Minus. Therefore, the cclumn that contains the X -punch for "new" is separately defined as alphameric. It can then \(k \in t \in s t \in d\) fcr a Minus zone by a teSTz calculation specification.
8. Stacker assiqnment is not kncwn until calculaticns are performed. It must therefore be specified at output time.

Date Card--CIDMASTR File (Fage 03)
The single Date card at the front of the file is identified by an \(X\)-punch in ccl. 1, and assigned indicatcr 09. The date is stored in a field qiven the name date. It is \(d \in f i n \in d\) as numeric to allow editing.

No matching is specified for this card. It is therefore processed first.

The Date card is to enter the normal stacker for the mplif frimary hapfer and, therefore, \(n \in e d\) not have stacker selection specified. However, when no output opera-
tion is to ko performod on a combined-file card type, and the desired stacker number is known at input time, a stacker-selection specification--even for the normal
stacker --should be qiven in the input specifications: this maximizes I/C overlap. (For a single card in an entire file, this is cf course insignificant.)

The file Nameneed not te repeated where no others intervened.

Note: The Late card is specified after the cld Master cards, althcuqh it cccurs first, so that the program need not attempt a match against its record-identification code each time a card is read from the OLDMASTR file (see Nature of the Card-Type Sequence checki. -

Transaction Cards (Except Elank Trailers)-TRSACTN File (Page 03)

The four types are identified, and assiqned separate indicators. The customer-order or merchandise-return item card is checked for digit--rather than character--9, because back crders have an X -overpunch in col. 1.

Stacker selection is dependent on calculaticns, and is therefcre assiqned in the output specifications. In the case of card type 9 (indicator 15), output to the card is also required: this precludes stacker selection in the infut specifications.

Points to note:
1. Indicator 21 is turned on for orderitem cards that were previously backordered: \(11 / 9\) in the lcw-crder, or scle, fosition of a numeric field indicates a negative value. (Back-order cards are so desiqnated at output time --fage 07, line 17.)

The field BOCARD is not used in the proqram; it is assigned only so that a Field Indicator may be set. Alternatively, a separate card-type Resulting Indicatcr could have been assigned via an OR line.
2. The same name is assiqned to Stock No. here as for the CIDMASTF file, to conserve core storaqe space. No harm is dcne because there is no situation in this program where the distinction needs to be preserved.
3. When an order-item cannot te filled, and is not to te back-ordered, col. 7 of the card is cverpunched with an 11punch (page 07, line 18) to desiqnate "cancelled." If such a card is inadvertently reentered, indicator 98 turns on because the 11-overpunch causes Stock Nc. to \(k \in\) read as neqative.
4. Indicator 22 distinguishes ketween crder-item and merchandise-return cards--bcth card-type kesulting Indicator 15.
5. The fields UNCCST applies cnly to Receipt cards. No harif is dcne reading it alsc from card types with Resulting Indicators 12, 13 , and 15 , because utilizaticn in the calculation specifications is confined to card type 11 (page 05, line 06). If it were necessary to restrict the input of this field tc Receift cards, the indicatcr number (19) wculd be entered in Field-Record Relation (ccls. 63-64).

Elank Trailer Card--TRSACTN File (Page 03).
The trailer cards--destined to reccme new Inventory Master cards--are identified by absence cf a punch in col. 1, and are assigned indicator 19.

The tlank trailer card at the end of each stock-number group in the TRSACTN file is not matched (no entry in Matching Fields) aqainst the CLDMASTR file; therefore, it is frocessed immediately after the card it follows in the same file, kefore the Inventory Master card for the next Stock No.

Calculation Specificaticns_(Figure 68 =-parts I_ II and III)

In order to minimize the \(n \in \in d\) for conditicning indicators (Indicators, cols. 9-17), branching (GOTO) cver entire secticns has been emfloyed tc kypass a series of inapplicable calculaticn specifications.

Where practical, specifications lines are discussed seguentially. In scme areas, however, it is preferable, for clarity, to relate \(n c n-c o n s \in c u t i v e ~ l i n e s . ~\)

Note: In several instances, result ficlds are defined as smaller than the theoretically possible maximum. We assumed that kncwledge of the particular business indicated that these field sizes are adequate for the actual figures that cculd occur.

Where such cases involve multiplication or division, the RPG program will, during object-proqram generation, cause printinq of the message "RESUIT fieId May NOT BE IARGE ENCUGH", prefixed by the letters C C("Cautionary" message pertaining to "Calculaticn" specifications) and followed by the consecutive numbers of the relevant specifications cards. Generation will, however, prcceed properly.

Date Card (Card-Type Resulting Indicator 09)--Page 04, Lines 01 and 02

No calculation operaticns are performed on this card. Indicator 93 is turned on (line 01) solely for use in a subsequent check on proper card-type sequence (line 05). The entries in line 02 cause kranching to the end of the calculation specifications (paqe C6, line 20), so that \(N 09\) need not be specified in Indicators in suksequent lines.

Error Control--Paqe 04, Lines 03-18

Calculation specifications are employed to test for certain errcr conditions. Where an error is recognized that affects only the individual card, calculations are kypassed fcr that card, and the card will be selected (by outfut specifications) to stacker 4; where the effect pervades the entire stoc̣k-number group, all calculations for the group are kypassed from the point of error recoqnition, and those cards will be selected to stacker 4. For certain error situaticns, the system is also halted:

Indicator 90 is set on for all of the major error conditions tested for, and is used to specify the kypassing of calculations and the selection (see output specificaticns) cf the group tc stacker 4.

Specifications_line 03 clears indicator 90 at the beqinning of each control qroup (i.e., stock-number group), so that the error actions do not carry throuqh to the next group.



Figure 68 (Parts \(I\) and II cf II). Pre-Billing with Inventory control, Calculation Specifications

```

Fiqure 6\& (Part III of III). Ere-Eillinq with Inventory Control, Calculaticn
SFECificaticns

```

Missing tlank trailer card. Indicators 90 and H 2 (which will halt the system) are turned on--see lines 04 and 05--when the first card of a (stock-number) contrcl group (r1) was nct preceded by:
(a) A blank trailer card: 91 is set on in the frevious cycle (in line 17) if indicator 19 was then cn; or
(b) A master card (legitimate case cf two successive old Inventory Master caras withcut intervening matching transacticn cards): 92 is set on. in the previous cycle (in line 16) if indicator 01 was then on; or
(c) The initial Date card: 93 turned cn
(in line 01) if indicatcr 09 was on in the last cycle.
(Note: 93 was set in a previous cycle, because the program tranches to END-and dees not proceed frcm line 02 to 03--when indicator 09 is on.)

If none of the conditions (a), (b) or (c) applies when the first card of a control group is prccessed, the blank (i.e., the new inventcry master) card is missinq.

Indicators 99, 92, 93, and 94 are reset appropriately in lines 06 and 07 so that error conditions are not spuriously signalled in a subsequent cycle. (The reset of indicatcr 24 each program cycle is related tc its use in line 14 of paqe 05 and lines 17 and 18 of page 07.)

Excess blank trailer card. Indicator 91 is turned on in line 17 if indicator 19 ( \(k l a n k\) card) is cn. Next proqram cycle, indicators 90 and \(H 2\) are turned \(c n\) if indicator 91 is still on when the instructions in line 14 are reached by \(t h \in\) program. \(H C w-\) ever, if indicatcr 11 (first card of contrcl group) is on when the instructicns in line 07 are reached, indicator 91 is turned cff.

Thus, an error is signalled 190 and \(H 2\) are turned on) if there is nc contrcl kreak (L1) following a blank card 191 turned on by 19): trailer card present lut not at end cf grcup.

Duplicate master or sequence step-down. In line 08, the stock number in the old Inventory Master card is ccmpared algebraically with that cf the previous cld \(r\) aster card. If the number is the same (duplicate master) or lower, \(H 1\) is turned on to halt the system after the card has keen frocessed. In line 09, the Stcck No. is transferred to the field OLDNO to be available as the former number when the next master card is processed.

In line 10, indicator 90 is turned cn if H1 was turned on in line 08, so that all processing for the remainder of the grcup
wiil be bypassed, and the cards selected to stacker 4.

Note: Because the matching fields assigned in the input specifications were defined as numeric (line 02 of page 02, and line 08 of paqe 03), the sequence check performed as a result of the \(M 1\) specification iqnores siqn. For that reason, the H 1 indicator is also turned on for a neqative comparison result--otherwise a duplicate is not detected if one card is positive and one negative in the stock-number field. However, indicators 97 and 98 also signal a negative stock number, but without a halt.

Obsolete old Inventory_Master_card. As explained with Figure 67 (Input Specifications), indicator 97 turns on if the Stock No. in the old master card is negative, signalling reentry into the operation of a previously cbsoleted card.

In line 13, indicator 90 is turned on if that situation exists.

Neqative on-hand in cld Inventory Master card. As explained in Fiqure 67, indicator 99 turns on if the on-Hand field is neqative at input time of the old Master card.

In line 11, indicator 90 is set on for that condition.

Cancelled order-item card. As explained with Figure 67; indicator 98 turns on when a transaction card with a neqative stocknumber field is read. This signals reentry of a previously cancelled order-item card.

Indicator 98 is used to specify bypassing cf calculations for that card only (see line 15), and its selection to stacker 4; but the remainder of the grcup is processed normally because it is not otherwise affected.

Unmatched transacticn_cards. The specifications in line 12 cause indicator 90 to be turned on for unmatched cards (NMR), other than Inventory Master cards (NOq), and other than blank trailer cards (N19) which are always unmatched.

Bypassing calculaticns fcr the errcr qroup. In line 18, the proqram branches to END (line 20 on page 06) when indicator 90 is on. This makes detail output the next operation, omitting all calculations below line 17 on page 04.

Line 19 illustrates use of a comments card (* in col. 7). It will be printed during generaticn as punched, but ctherwise it does not enter the generation process. (It is checked for proper position, based on cols. 1-6.)

Bypassinq Detail-Card Operations cn Master Cards--Page 04, Line 20 and Page 05, Lines 01-03

Iine_20 cf paqe_04 provides proqram skipfing past all the specifications lines that do not apply to the new Inventory Master card (i. \(\epsilon\)., the blank trailer card). This minimizes the need for \(N 19\) specificaticns in Indicators in subsequent lines.

In line \(C 1\) of page 05 the \(A v \in r a q \in\) Unit cost from the cld Inventory Master card is saved for later determination of cost trend when compared with new merchandise costs.

In line_02, all calculations are terminated for cld Inventory Master cards that will be reflaced ly new cnes (i.e., there are matching transacticn cards).

In line 03 , the frcgram skips--fcr cld Master cards that are to ke retained (i.e.. there are no transactions)--to the same point at which calculaticns are resumed for new Inventcry Master cards. This permits uniform frefaration cf refcrt data fcr both situations.

Merchandist-Receipt, Stock-Adjustment, and Stcck-Order Cards--Lines 04-11 of Page C5

In line cu, the cn-Order quantity is revised tc reflect merchandise Receipts, new purchase Stock Orders, and cancellation cf stock Orders. Cards 5 and 7 are sc coded in ccl. 11 that additicn provides the proper algebraic operaticn (see Fiqure 63). The system is halted if the oferaticn results in a negative On-Order guantity. (Indicatcr 90 is not turned on, kecause such an error was not deemed of sufficient significance to reguire lyfassing of the remainder of the group.)

Iine 05 provides for extending the ccst of a stock adjustment, based cn last-kncwn unit cost, so that the value of the inventory may be adjusted (in line 07). a new work field (CSTEXT) is set up for the product.

Line 06 provides for the saut oferaticn as line 05, but using the specific unit cost at which new merchandise was received.

In line 07, the extended cost of an adjustment or merchandise Receipt is algetraically suttracted frcm the tctal Inventory value of the stock item. The signs in cards 5 and 6 are appropriately coded (see Figure 63).

In line 08, the \(0 n-H a n d\) guantity is updated to reflect Receifts and adjustments. Indicator 90 is turned on if \(C\)-Hand has tecome negative; further calculaticns are then kypassed for that stcck-number group (ky
entry in line 09), and the cards from this point on are selected to stacker 4 (output specifications).

In Iine 10, a new Average Unit cost is established during processing of Receipt cards, because each of these cards contains unit cost. (In lines 06 and 07 we adjusted the Inventory Value to reflect the cost of the new Receipt proportionately.)

The quotient is half-adjusted.
Division by zerc is not permitted, nor meaningful. Indicator 26 (turned on in line 08 if cn-Hand was greater than zero) is therefore a conditicning indicator.

Line 11 causes termination of calculations for cards 5, 6, and 7 .

Order-Item and Merchandise-Return Cards-Lines 12-15 on Page 05 and Lines \(01-10\) on Page 06

No conditioning indicators are needed to restrict these specifications to this card type: pricr entries have branched past these lines for all other card types.

In line 12, the quantity in the customerorder card is subtracted from Quantity onHand. Merchandise-Return cards are automatically added because they are \(x\)-overfunched in col. 11.

A merchandise Return card cannot cause On-Hand to turn neqative. If On-Hand was already neqative, entries in lines 08 and 09 caused kranching to END. Therefore, indicator 23 turns cn only for a customer order-item card containing a quantity larger than the positive or zero on-Hand quantity.

Lines 13-15 are extcuted only to handle the insufficient-stock situation (i.e., indicator 23 is on). In accordance with our Basic Assumptions:
a. No order-item will be partially filled;
b. No item card will be back-ordered if it was previously tack-crdered;
c. No item will be back-ordered unless merchandise is on order.

In Iine 13, the guantity is added back to on-Hand, to restore the prior status.

In Iine 14 , indicator 24 is turned on if Quantity on-order is greater than zero (Comp operation), frcvided the card was not previously back-ordered (N21--see page 03 , line 07). Indicators 23 and 24 determine, in the output specifications, whether the card is to be identified as Back-Ordered or Cancelled (page 07, lines 17 and 18).

Indicator 24 is turned off each cycle (see pace 04, line 06) before this point is
reached, kecause line 14 is not executed each time. Incorrect card identification in ccl. 1 would otherwise te punched when non-kackcrder cards follow a back-crder card.

Line 15 causes kranching tc the end cf the calculation specifications for order-item cards that could not be filled. The sfecificaticns in lines 02-10 of page 06 will not be extcuted for these cases.

Cn page 06, lines 02 and 03 , respectiv \(\in 1 y\), set on indicator 27 if the customer-crder or merchandise-return quantity is equal to cr greater than the Criterion Quantity that qualifies for Price B.

We are only interested in the Resulting Indicator--not the actual result quantity. However, an arithmetic oferaticn requires a result field. In order not to waste core storage space, a field only tempcrarily needed elsewhere (fage 05)--but now available--has been utilized. A numeric Compare cperation is always algetraic; therefore, a more complex routine would have had to be substituted for the ADD operation in line 03 (where QTY is negative) if COMP were to be used instead.

Line 04 flaces Price \(A\) intc a new field, UNPRIC, which will be used for the unitprice factor in the selling-price extensicn.

In line C5. Frice \(E\) is sukstituted for Price A in the UNPRIC field--but cnly frovided the quantity in the crder-item or merchandise-return card satisfied the critericn (lines 02 and 03) and provided criterion Quantity was not \(C\) (N20--see race 02, line 06): zerc in ccl. 22 indicates that Price a applies in all cases.

In line 06, the quantity in the item card is multiplied by the unit frice previously selected (lines 02-05). The new field, EXTPRI, will be negative fcr a merchandisereturn card, because quantity is \(n \in g a t i v e\).

In line 07 , cost of the iterl sale or return is calculated, using the Average Unit Cost as updated during processing of any stock Receipt cards (page 05, line 10). Again, the same work field (CSTEXI) is utilized, because the product is nct needed keycnd line 08.

In line 08, gross profit is calculated for each item card. For merchandise returns, the sign is autcmatically reversed:
-EXTPRI - (-) CSTEXT = -GRSPRO (unless selling price is less than Average Unit Ccst).

Tn line 09 g quantity Sold This Year To Date is updat \(\epsilon\) for this item card. Returns reduce the value, because guantity in these cards is negative. Eecause it is possible for returns early in a year to exceed
sales, provision is made for a neqative total (page 11, line 17--edit word).

Line 10 terminates calculations for card 9. New Inventcry Totals - Lines 11-19, Page 06

This secticn contains the specifications for completing the data needed (1) to punch the new Inventory Master cards for stock numbers with transactions, and (2) to print the Inventory Status Report for all stock numbers.

No conditioning indicators are required because the program has been instructed, in earlier lines, to branch past this section --to END (line 20)--for all card types except blank trailer cards or unmatched (i.e., no transaction) old Master cards.

Line 16 is not needed when there are no transactions; but there is no harm in executing it. Although there is no change in Average Unit Cost when there are no merchandise Receipt cards in the group, line 15 (in conjunction with line 01, paqe 05) provides a uniform method of determining cost trend that sets the indicators appropriately regardless of whether there has been a Receipt.

Line 11 is the destination point to which the program branched from page 04, line 20 (blank trailer card) or paqe 05, line 03 (unmatched old Inventory Master card).

Line 12 provides for determining whether the item is new this year (x-punch in col. 47 of old Master card--see line 11 , paqe 02). Indicator 30 will \(k \in\) used in output specifications to control punching into cols. 43-47, and printing in print positions 54-59.

In line 13, the available quantity (On-Hand + On-order) is calculated for the repcrt.

In line 14, indicator 31 is turned on if the available guantity is less than the minimum specified in the old Master card, so that this condition can be signalled by a symbol in the report (print position 120).

In line 16, the updated Inventory value is calculated after all transactions have been processed.

Lines 17-19 contain the specifications for summing quantity on-Hand, quantity OnOrder, and Inventory Value for report grand totals.

The first two serve only as audit trails and contrcl totals--to balance out former totals with control totals for Receipts, adjustments, Stock Orders, merchandise Returns, Back-Orders, and Order-Item cards.

The Inventory Value total is also an important figure for management.

Line 20 represents merely the destination point to which the proqram tranched frcm a number of previous lines when calculations were complete. It is follcwed ky detailtime outfut.

Output-Fcrmat SpEcificaticns_(Fiqure 69=-Parts I-VII

All output is at detail time ( D cr H in col. 15)--except for grand totals, kased on LR indicator which terminates the job after total-output time.

Cld Inventory Master Cards--OLDMASTR File (Page 07, Lines 01-06)

Lines 01-03 specify different stacker selection for card types in an \(O R\) relaticnshif:

Cards with major errcrs (indicatcr 90 cn--see page 04) are selected to stacker 4; the remainder (i.e., the bulk) are selected to stacker 2 if urmatched (NMR), or stacker 1 if matched (MR). (Stacker 1--the normal stacker--need not ke specified.)

Thus, when a new Master card will be created recause there were transactions, the matched old Master is directed to pocket 1; if no new Master is created, it is directed to stacker 2, which will also receive the newly punched Masters for groups with transactions.

Indicator 01 is needed:
4. To prevent old Mastex cards of the following stock-number grcups being passed through output operaticns--without keing read--in the prcgram cycles during which matched seccndary cards are being processed (MR cn); and
2. To prevent an cld Master card being passed through output operations-without keing read--during the detailtime cutput preceding the reading cf the first card (at 1 P time. MR is then off; thus, NMR would apfly)--see RFG Frogram Logic. Figure 6.
3. To prevent performance of this cutfut for the Date card (during whose processing NMR apflies). The Date card was specified as requiring input cnly, by
the stacker selection desiqnated for it in the input specificaticns.

Line C4 specifies that obsolete old Inventory Master cards (which are replaced by the trailer card of the matched transaction-card group) are to receive an 11-punch in col. 7. This is the safequard aqainst accidental reentry of these cards next time (see indicator 97: page 02, line 02 and page 04, line 13).

Note: Indicators in File-Identification lines of card types in an OR relationship are tested in sequence: if indicator 90 is on, line 01 is applied. Therefore, N90 is not \(n \in e d e d\) in the next two lines. However, in line 04, N 90 is necessary, because each Field-Description line is considered separately for all card types in an \(O R\) relationship.

Transaction Cards: Receipts, Adjustments, Stock Orders, and Errors--TRSACTN File (Page 07, Lines 07-12)

Cards of qroups with major recoonized errors are selected to stacker 4. A previously cancelled order-item card that was inadvertently reentered (indicator 98--see page 03, line 08) is also selected to stacker 4. 15 is specified in line 08
(with indicator 98) so that additional
cards following a cancelled order-item card are not also selected: indicator 98, once on, is not reset until the next transaction card other than a blank is read.

Receipt, Stock-Adjustment, and StockOrder cards are selected to stacker 5. They could instead be direeted to stacker 3 with the order-item cards and subsequently sorted apart on Card No. (col. 1).

Order-Item and Merchandise-Return Cards-TRSACTN File (Paqe 07, Lines 13-19 and Page 08, Lines 01-09)

By the entries in lines_13-16, MerchandiseReturn cards (indicator 22 on--see paqe 03 , line 09) are directed to stacker 5, whereas order-item cards are selected to stacker 3. (The Returns cards could also, of course, be selected to stacker 3, and subsequently sorted apart by the x -overpunch in col. 11.)

The file name need not be repeated in line 13.
IBM
REPORT PROGRAM GENERATOR OUTPUT-FORMAT SPECIFICATIONS
 （BM S̄ystem／ \(\mathbf{3} \mathbf{6} \mathbf{0}\)

\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline & \(0 \cdot 1\) & & OLD MASTRD & D 4 & & & & 91 & 历1 & & & & & & \\
\hline \(\square^{4}\) & 0 & \(\bigcirc\) & & R2 & & & & NMR & \(\otimes_{1} 1\) & & & & & & \\
\hline N & 0 & o & \(\bigcirc\) & & & & & MR & 01 & & & & & & \\
\hline 务 & \(0 \cdot\) & \(\bigcirc\) & & & & & & & N90 & & & & 7 & － & \\
\hline \(\stackrel{3}{3}\) & － 0 & \(\bigcirc\) & & & & & & & & & & & & & \\
\hline 0 & 0. & \(\bigcirc\) & & & & & & & & & & & & & \\
\hline \(\stackrel{\square}{ }\) & 01 & － & TRSAC TN D & D4 & & & & 96 N & NQ 1 & N09 & & & & & \\
\hline \％ & \(0 \cdot\) & \(\bigcirc\) & & 84 & & & & 98 & 15 & & & & & & \\
\hline \(00^{0}\) & \({ }^{\circ} \cdot\) & \(\bigcirc\) & & RS & & & & 11 & & & & & & & \\
\hline 0 & \(1{ }^{1} 0\) & \(\bigcirc\) & & RS & & & & 12 & & & & & & & \\
\hline －8 & 11 & \(\bigcirc\) & & \(R 5\) & & & & 13 & & & & & & & \\
\hline W & 12 & \(\bigcirc\) & & & & & & & & & & & & & \\
\hline & 13 & \(\bigcirc\) & & D3 & & & & N99 & N98 & N22 & & & & & \\
\hline － & 1. & 0 & A & NO & & & & 15 & & & & & & & \\
\hline \({ }^{4}\) & 13 & \(\bigcirc\) & & Rs & & & & N90／ & N96 & 22 & & & & & \\
\hline \％ & 16 & \(\bigcirc\) & & ND & & & & 15 & & & & & & & \\
\hline \％ & 17 & \(\bigcirc\) & & & & & & 24 & & & & & 1. & － & \\
\hline 家 & 18 & \(\bigcirc\) & & & & & & N24 & 23 & & & & 7 & － & \\
\hline 3 & 19 & \(\bigcirc\) & & & & & & N21 & & & PESCR & & 39 & & \\
\hline \(\downarrow\) & ， & \(\bigcirc\) & & & & & & & & & & & & & \\
\hline
\end{tabular}

Figure 69 （Parts \(I\) and II of \(V I\) ）．Pre－Billing with Inventory Control，output－Format Specifications



\footnotetext{
Figure 69 (Parts III and IV of VI).
Pre-Billinq with Inventory Control, output-Format Specifications
}


Figure 69 (Parts \(V\) and \(V I\) of \(V I\) ). Pre-Biiling with Inventory Conirol, Cutput-Format Specifications

Line 17 provides for an 11 -overpunch in col. 1 of order-item cards beinq back-ordered--see paqe 05, lines 12 and 14 , for indicators.

Line 18 specifies an 11-cverpunch in ccl. 7 for crder-items to be cancelled--see page 05. lines 12 and. 14 , for indicators.

Iine 19 on fage 07 and 1 in \(\in\) s \(01-05\) on fage 08 provide for punching of the pertinent data. Description (line 19) is nct funched into formerly back-ordered cards (indicator 21 on--sfe page 03, line 07) because it is punched the first time these cards are processed. The other fields (lines 01-C5) are not funched into cards now being tackordered cr cancelled (indicator 23 on)-they will be punched into the back-ordered cards when they are reprocessed, if the order-item is then filled.

Lines 06-09 provide for document printing : (interpreting) cn the order-item and mer: chandise Return cards, on an MFCM Model A1.

Warehouse location (line 08) is printed only if the item was filled, because the qoods could te at a different location when new merchandise is received and the backcrders are filled.

The other three items are interpreted the first time the card is processed (to facilitate card handiing), and are therefore nct printed again on freviously backcrdered cards.

Stock No., Quantity, and Warehouse Iocaticn are frinted by print head 1 ; Account No. is printed by print head 2.

Stock No. (line 06) is edited with hyphens between diait positions two and three, and between the fifth and sixth (the presumed self-check digit). The third hyphen in the edit word is in the status fortion and identifies a cancelled card. All leading zeros, except the first, are preserved.

Zero Suppress is used to eliminate leading zeros in Account No. (line 09).

Note: These cards hereafter contain all the information needed to:
1. Run invoices;
2. Serve as warehouse picking tickets;
3. Run sales, cost-of-sales, and gross profit reports by stock number and merchandise class.

Punching New Master Cards (Blank Trailer Cards)--TRSACTN File (Page 08, Lines 10-19 and Paqe 09, Lines 01-11)

The pertinent fixed data from the old Master card and the updated variable information are specified for punching as per the card layout (Fiaure 63).

If Criterion Quantity was 0 (indicator 20 on--see page 02, line 06), the field for Price B (line \({ }^{5}\) ) is left blank. If the item is new this year (indicator 30 is on-see page 06, line 12), the sinqle-position alphameric NEWITM field (consisting of an 11-punch) is punched into col. 47 (line 02); if the item existed last year, the five-digit numeric field LASTYR is punched into cols. 43-47 (line 01). If cost trend is up (indicator 32 is on), a plus (12/6/8) is punched into col. 75 (line 09); if it is down (indicator 33 is on), a minus (11) is punched (line 10, page 09); if there was no change in merchandise cost (indicators 32 and 33 are off), col. 75 is left klank--see page 06, line 15 for setting of indicators 32 and 33.

Line 11 (page 09) provides for punching the new date from the Date card. Thus, new Inventory Master cards contain today's date, while retained (unmatched) old ones keep the old date. Each item Inventory Master card thus contains the date of the latest transaction--actual or attempted (i.e., unfilled order-item cards).

Interpreting New Master Cards--TRSACTN file (Page 09, Lines 12-19)
:Note: The card document-printing special feature is available only for the 2560 MFCM : Model A1.

Various fields were chosen to be interpreted by print head 1 or 2 . Note in lines 15 and 18 (edit words) that one zero will be printed even if the entire field contains zeros. Since Minimum Quantity (line 16) needs no hyphen or slashes, cannot be negative, and cannot be completely zero, we elected to eliminate leading zeros by the Zero Suppress instruction rather than an edit word.

Heading the Inventory Status Report--REPORT File (Page 10; and Page 11, Lines 01-06)

Note: Figure 65 should be referenced while reading the description of the report specifications.

Lines \(01-06\) on paqe 10 provide for the general heading of the report. This heading is printed before the first card is read (indicator 1 P is on) and during overflowoutput time ( \(O F\) on). The form is advanced to the next carriage-tape channel- \({ }^{\text {a }}\) punch before this heading is printed, and upspaced 3 lines after printing. (For printinq at overflow-output time, \(T\) in col. 15 could be used in place of \(D\) or \(H\); however, 1 p is only on at detail time; therefore, detail output time is the simplest way to handle the operation.)

The heading consists cf constants, with cne excefticn: the cutput field PAGE is specified. This is the cnly field name fas contrasted with constants) that can Ercvide cther than blank cr zeros kefore the first card has \(k \in e n\) read (i.e., when \(1 P\) is \(c n\) ). The page No. 1 will te printed in the first heading line of the first fage (it is not possible to start with any other value before a card has been read); it will be incremented ky 1 befcre frinting cn the first line of each succeeding page. Zero Sufpress is specified to elimirate leading zeros and the units fositicn zene (C zene).

Lines 08-13 contain the specificaticns for the first print line of column headings, 3 lines beneath the refort heading. The form is single-spaced after printing.

The cclumn headings, toc, are to appear on each page (first and cuerflow pages). The file name need not be repeated.

Lines_14-20 contain the specificaticns for the second print-line cf cclumn headings. A single space fcllows printing.

Lines 01-06 cn_page 11 take care of the third print line of column headings. After printing, the form is advanced to the next channel-2 punch.

Printing the Item Ines--fEFCRT File (Fage 11, Iines 07-18 and Page 12, Lines 01-10).

Lines 07 and 08 specify that the data is to ke printed at detail-outfut time (D in col. 15) whilє processing either:
(a) A formerly blank trailer card (inđ̄icator 19 on) that does nct belcng tc a reccgnized error group (N90--see page 04; and page 05, line 08 ); or
(b) An unmatched (NMR) cld Inventory Master card (indicator 01 on) that does nct kelong to a recognized error group (N90).

Thus, cne line will be frinted fer stock number, showing the original old Inventory Master card data for items without \(n \in w\) transactions (NMR), and the upated informaticn where transaction cards exist.

Foints tc note:
In lines \(11,12,13,15\) and 17 cn page 11 , the edit word is designed so that one \(C\) is printed when the quantity is completely zero, and a minus sian is frinted for neqative values in fields that can be negative. In lines \(C 1,02,04\) and 07 cn Fage 12 , the edit word frcvides far printing cf. 00 when the amount field is ali-zero. The edit word in line 07 cf page 12 alsc provides for a flcating dcllar sign.

The maximum number of leadining zeios (i.e., all but one) is preserved for the Stock No., in line 18 on page 11, and hyphens separate merchandise class from the remainder cf the number, and the principal number from the self-check diqit.

\begin{abstract}
The dates- 1 ines 09 and 091 on page 12-are edited to be printed with slashes ketween Month, Day, and year. There is no point in placing a 0 in the edit word: the date can at most have one leading zero (months 01-09), and its suppression cannot be prevented by an edit-word entry.
\end{abstract}

Line 091 on page 12 illustrates insertion of a specifications line that had been forgotten initially, by assiqninq it a line number sequentially between two pre-printed numbers.

Lines 15 and 16 on Eage 11 cause the Quantity Sold Last Year to be printed (in print positions 54-59) if indicator 30 (see paqe 6, line 12) is off, but the word New to be printed instead (in print positions 57-59) if indicator 30 is on (i.e.. new item this year).

Lines 05 and 06 on Fage 12 provide for printing a symbol if the cost trend is up, a - if it is down, and leaving the print position blank if there has keen no change in cost since the frevicus report. (See page 06, line 15 , for setting of indicators 32 and 33.)

Lines 09 and 091 on page 12 determine whether today's date (DATE) from the Date card or the date (TRNSDA) from the old Inventory master card is to ke printed. If there were transactions (i.e., the report data is not printed while a Master card is being processed--N01), DATE is selected; if there were no transactions (i. \(\epsilon\), the report is based on data in the old Inventory Master card--indicator 01), TRNSDA is selected.

Line 10 on fage 12 provides for printing an asterisk in print position 120 when Quantity Available (i.e., On-Hand + On-Order) is less than the Minimum Stock Quantity (see page 06, lines 13 and 14 , for setting of indicator 31).

Printing the Grand Totals--REPCRT File (Paqe 12, Lines 11-17)

The line is printed at total-output time (T in col. 15), after the last data card has been processed (IR indicator on). It must be at total-output time, because the job is thereafter terminated if the LR indicator is on. The form is upspaced 2 iines before printing, froviding 3 blank lines between the last detail line and the grand totals.
INCICATCR

Figure 70 (part \(I\) of \(I I\). Fre-Eilling with Inventory Control, Assignment of Indicators in Figures 67-68
INLICAIOR

Figure 70 (part II of II). Pre-Eilling with Inventcry Ccntrol, Assignment of Indicators in Figures 67-68

The form is advanced to channel 1
afterwards.
Ccnstants describing the fields are
printed freceding the values.
A fixed dcllar sign is used in the edit
word for Inventory value.

\section*{INVOICING}

This repcrt utilizes the crder-item cards processed in the previous frogram example (Pre-Eilling with Inventcry Control), in conjuncticn with scld-to and ship-to name-and-address cards. The same mail-crder company is assumed, with mcdificaticns to illustrate more features.

The example is deliberately kept fairly simple, its main purfose keing tc prcvide an illustration of:
1. Printing sold-tc and ship-to name and address side by side, each on three lines, and each from a sinqle card;
2. Predetermined total line;
3. Summary punchinq.

The summary cards can be used for:
(a) Accounts Receivable,
(t) Sales report by customer,
(c) Sales report by salesman;
4. Card-type sequence check by Sequence entry (cols. 15-16, input specifications);
5. Table look-up.

\section*{Assumpticns}
1. The item cards from the freceding example serve as detail cards (customer crder-item cards--card 9, excludina merchandise-return cards with 11overfunch in ccl. 19). They are assumed to have keen scrted ky warehouse Lccaticn and Acccunt Nc. after the Fre-Billing operaticn.
2. The heading and detail cards have keen freviously match-merged, so that there are no missinq masters or legitimate missinq details. (This match-merqing could have been done by an RFG program, or with the Punched-card Utility CCIAT Frcqram, cr cn a collatcr.)

The card with today's date and the starting invcice number (less 1) is flaced ahead of this grcup of cards.

The deck is flaced in tre primary hopper cf the MFCM.
3. Name and address are confined to three lines from a single card.

The presence cf a ship-to card is cptional. When it is present, it precedes the sold-to card; when there is no ship-tc card, the sold-tc name and address are to ke printed in both positicns.

Placing the oftional ship-tc card ahead improves thrcughput: printing of name and address can proceed durinq processing of the sold-to card. If the sold-to card were placed first, printing of name and address could not ke ccmmenced, when there is no ship-to card, until the first detail card is being processed--only then can the program kncw that no further Name-andAddress card (namely, a ship-to card) must be awaited.
4. The klank cards, which are to become summary cards, are a separate file, in the seccndary hcpper of the MFCM.


Ficure 71. Invoicing, Card Layouts
5. Arbitrarily, the MFCM is used for the two files: cther Model 20 I/O devices can \(k \in u s e d\) if the File Descripticn Specificaticns are changed.
6. Stacker Selection has keen arbitrarily determined thus:

Late and Invoice-No. heading card-stacker 1;
Name- and Address cards--stacker 1; Detail cards--stacker 2;
Summary cards--stacker 3.
7. A disccunt percentage is applied to the invoice total kased on a customer-type code in the sold-to card. Fcr this, table look-up is employed.
8. a. Certain identifying data is refeated on cuerflcw fages.
b. Invcice totals are tc be printed at a predetermined foint on the page.

Figure 71 presents the card layouts and Figure 72 portrays the laycut of the report. Constant headings are not printed by the proqram, kecause use of a prefrinted invoice form is usual.

In the explanations that fcllcw fcr the applicaticn example, most cf the obvicus points will be cmitted, as the reader is by this time familiar with them.

File_Description_Specifications (Fiqure 73)
The input file, named INFCARDS, is asscciated'with the frimary hcffer of the MFCM. It consists cf cne card containing the day's date and the starting invoice number (less 1) and, for each custcmer account number refresented, contains--in this order:

One Ship-to Name-and-Address card (opticnal) ;
One Scld-to Name-and-Address card;
At least cne Order-Item detail card.
A file of blank cards (named sumCaris), which will beccme the Invcice Summary cards, is to be placed in the secondary hopper of the MFCM.

The frinter has been assigned the file named INVOICE.

Input Specificaticns_(Figure_74-=Parts_I and IIL

There is only one input file, named INPCARDS constituted of four card types.

Date/Invoice-No. Card--Page 02, Iines 01-03

Sequence (cols. 15-16) is alphabetic, because the card appears cnly cnce, and does not fall into a sequence within each account-number group.

Stacker selection need not be specified, because 1 is the normal stacker for the primary hopper of the MFCM.

Nc card-type Resultinq Indicator is needed: the card is never referenced, and all calculations are conditioneđ \(\mathrm{f} y\) indicators of the appropriate cards.

Ship-To Card--Page 02, Lines \(04-08\)
The card, if present, is to precede all others cf the group; therefore, it is Sequence number 01 (cols. 15-16). If present, only one is permitted; therefore, 1 is specified in col. 17. Its presence is optional; therefore, an 0 in col. 18 .

Control Level 1 is assiqned to customer account number--both (1) tc perform end-ofinvoice routines, and (2) to quard against cards out of sequence, or missing Sold-To card (see calculation specifications).

Stacker 1 is the normal stacker, and need not \(k \in\) designated.

Sold-To Card--Page 02, Lines 09-16
Exactly one card (1 in ccl. 17) cf this type must be present (no 0 in col. 18), and it follows the Ship-Io card (if this is present) ; therefore, ccls. 15-16 contain a number higher than for the ship-To card, but lower than for the detail cards (paqe 03, line 01).

Different field names are used for name and address in this card: the name-andaddress data from the Ship-To card (if any) is to ke printed alcngside that from the Sold-To card, and must therefore be preserved at least until completion of output from the Sold-Tc card.

The same field name is used for ACNTNO in all cards, because the data should be the same from all cards within the aroup and therefore need not be saved from card to card: if it is not the same, a control break will cccur (I 1 is assiqned to Account No.) -

Indicator 20 is utilized to recoqnize the first detail card of each invoice--see page 06, lines 12 and 13.

Stacker 1 need not be specified.


Figure 72. Invcicing, Invcice Iaycut

- Fiqure 7ミ. Invoicing, File Descripticn Specificaticns


Figure 74 (Part \(I\) cf II). Invcicing, Input Specifications


Fiqure 74 (Part II of \(I I\) ). Invoicing, Input Specificaticns


Fiaure 75. Invoicing, Calculaticn Specifications


Fiqure 76. Invcicing, File Extensicn Specifications

Order-Item Detail Cards--Page 03

Our assumptions called for selecting these cards to stacker 2: therefore, a 2 is entered in col. 42 of line 0 .

The field BOCARD in line 02 is specified only to provide an indicator (21) for recognition of back-order cards (11-overpunch in col. 1, making the field negative).

If the item card was to be cancelled, because of unavailability, an \(\ddagger\)-overpunch was punched in col. 7 in the previous application example. This makes the Stock No. (line 03) neqative. Indicator 22 is utilized subsequentiy to control operations for cancelled items.

Unit Price, among other fields, was left blank in the previous operation whenever the item could not be filled. Indicator 24 is subsequently utilized to control operations for unfilled items.

\section*{Calculation Specifications_(Fiqure 75-Page 04}

Lines 01-03 cause the Sold-To name-andaddress data to be moved to the corresfonding Ship-To fields whenever there was no Ship-To card (i.e., the first card of the control group is a Sold-To card). At output time, this will cause the same information to be printed in the Sold-To and ShipTo areas on the invoice.

Line 031 causes the Invoice No. to be incramented during processing of the first card of each Account-No. control group. (It was loaded with a value one less than the desired starting number.)

Line 04 specifies cumulation of the gross amount from each item card for an invoice total. If the item was not filled, the GRSAMT field is blank.

Line 05 causes a search through the argument table TABCOD for a code that exactly matches the Discount code in the permanent customer Sold-To Name-and-Address card. When a match is found, indicator 23 turns on, and the discount percentage in the equivalent position of the function table TABPRC is stored and becomes available as a calculation factor and as output-field data.

The tables are defined in File Extension Specifications--see page 05.

In line 06 , indicator \(\mathrm{H}^{\text {in }}\) is turned on--to stop the system after this card--if no Discount-Code match was achieved.

Lines 07-12 provide for the following calculations during total time following the last detail card of each invoice:
1. The invoice qross total is multiplied by the table-supplied percent of discount to establish the discount amount (line 07)--note that half-adjustment is used, and 4 decimal positions are dropped (there are 2 decimals in INVGRS and 4 in TABPRC, since percentages less than 100 expressed as ratios fall to the right of the decimal point).
2. The discount amount is subtracted from the gross invoice amount to produce the net invoice amount (line 08).
3. The three invoice amount totals (qross, discount, net) are accumulated in three other fields, to provide grand totals (lines 09-11).

The operations in lines \(\underline{07-17}\) are executed only when the Discount Code matched an entry in the arqument table (indicator 23 on).

The specifications in line 12 set on indicator \(H 2-\)-and halt the system after this card--if the first card of a control group is not a Name-and-Address card (i.e., neither a Ship-To nor a Sold-To card).

Note: Since the test is made at total time (L1 in cols. 7-8), the first group will not be checked: total time is bypassed on the first card with Control Level specifications. (The test could have been programmed for detail time instead; but our approach offers the opportunity to remind the reader of the initial total-time bypass.)

File Extension Specifications (Fiqure 76--Paqe 051

Two tables are used in this application-one as an argument table (TABCOD) and the other as a function table (TABPRC). For convenience, the two tables are punched alternately in the same card, but this has nothing to do with the manner in which they are employed (argument or function). The table cards (in this instance, a single card) must be loaded at proqram-generation time.

There are only 14 codes, and all fit in one card; therefore, both the number of table entries per card and per table are the same. The code is a single character (thus, 1 in col. 42), and the percentage is 4 digits long (format xx.xx \%). Since the term "percent" means "per hundred", the decimal point must be moved two positions further to the left when multiplying by a
percentage: thus, the field contains 4 decimal positions (not 2).

Output-Format_Specifications (Fiqure 77 Parts I=IIIL
(Refer also to Fiqures 71 and 72)
Note that all detail output is specified ahead of all total output.

Detail Printing on the Invoice--INVOICE File (Page 06; and Page 07, Lines 01-11).

This output is performed at detail time (D or \(H\) in col. 15 ). INVOICE was associated with the printer (see paqe 01, line 03).

Lines 01-0 4 on_paqe 06 control the printing of the name on the first print line of the page. The Sold-To name (NAMED = Name solD) --read from card 2 (assigned card-type Resulting Indicator 02)--is printed in positions \(11-29\); the Ship-to name (NAMEP \(=\) Name shig) --read from card 01 (indicator
01)--is printed in positions 58-76. Both are printed in the same line on the invoice form.

The printing at the beqinning of each Account-No. qroup takes place as the SoldTo card is being processed (indicator 02 on) ; at that time, both the ship-to and sold-to information is available, and can be printed concurrently (if Li--instead of 02--were specified, only data from the first card of the group would be available).

The names are also repeated at the top of overflow pages, at overflow-output time (indicator OF). NL! is specified, so that the old names are not printed at overflow time at the top of one new paqe--followed by the new names on the next page from card type 02--when the overflow point and the end of a group coincide.

In the calculation specifications (page 04, line 01 ), the Sold-To name was moved into the Ship-To name field if there was no
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Ship-T̈o card; therefore, icth names are the same in that case.

Note: If the Ship-To area on the invoice is to be left blank when there is no ShipTo card--rather than repeating the Scld-To card infcrmation--1ines \(01-03 \mathrm{cn}\) page 04 (calculation specifications) would be omitted. However, a \(B\) must then \(k \in\) flaced in ccl. 39 (Elank After) cf lines 04, 07, and 10 of page 06 ; otherwise, whenever there is no ship-Tc card in a grcuf, the data frof the last preceding Ship-Tc card remains in storage, and will be printed.

Iines 05-07 and \(\mathbf{C} 8=10\) prcvide the equivalent functicns for the second and third lines of the addresses. However, the street addresses and city/state are not repeated on overflcw pages.

NC entry is required in cols. 17-22 of line 08, because spacing tc the miscellaneous-data print line is sfecified in line 11. The 0 in col. 18 is entered
only far compatibility with other RPGs (any entry \(0-3\) would satisfy that requirement).

Lines 11-12 (and, as explained below, line 13) control the conditions under which the miscellaneous data is printed above the first detail line on the invoice.

The form is skipped to the next channel2 punch before the miscellaneous-data line is printed, and to the next channel-3 punch (first detail line) thereafter.

Note: Instead of utilizing Skip/Before in specification line 11 to reach the miscellaneous-data print line (the simplest way to program this), Skip/After--which is usually more efficient in terms of throuqhput--can be used in the name-andaddress specificatigns lines. It requires several entries, however, because ali three name-and-address lines are printed at the start of a new custcmer group, but only the name line is printed on overflow pages: The entries in cols. 17-22 (forms control)
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of specifications lines \(\mathbf{C 1}, 02,08\) ，and 11） should then read：
\begin{tabular}{|c|c|c|c|}
\hline I ine & 01－－も6 & 01 & 02 \\
\hline ne & 02－－\％3 & C 1 & ＊ \\
\hline Iine & 08－ーもた & ＊ & 02 \\
\hline Li & 11－－ぞ & も & 03 \\
\hline
\end{tabular}

The miscellaneous－data line is printed after the name and address fcr a new group， and ahead of the first detail line．It is also printed in the same fasition on over－ flow pages（when overflow dces nct ccincide with the end of a group）；lut scme of the fields are nct printed（NOF）on overflcw pages．

Because Custcmer Order No．（ORDRNO）is not available until the first detail item card has been read，the miscellaneous－data line must te print \(\in \mathbb{d}\) after the first detail item card has been read，yet akove the regular detail data．Therefcre，it is printed during processing of a detail card （indicator 03 in specificaticns line 12）． yet \(k \in f o r e\) the print line for the regular
detail data（see page 07，lines 01－11）．
But it is to be printed only before the first detail line（afart from overflow identification specified in line 11）； therefore，the first detail card of a group must ke identified．We chose to accomplish this as fcllows：

The data for the field DSCTCO is supp－ lied by the Sold－To card，where it is never blank．When the first detail card is processed，the DSCTCO field，there－ fore，contains data．（One of the possi－ ble Disccunt codes in this example is 0 －－see Discount Table in Fiqure 71－－but 0 is treated as non－blank in an alpha－ meric field．DSCTCO was defined as alphameric－－see paqe 02，line 15．） Indicator 20 is on only when DSCTCO is blank（see paqe 02，line 15）；it is therefore off when the first detail card is processed．

Specifying N20 with 03 in line 12 permits the output to ke performed for the first detail card，because indicator 20 is off．As the data from the DSCTCO
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field is transferred to the outputstoraqe area, the Blank-After ( \(B\) in col. 39) instruction causes the field tc be cleared, and indicator 20 to turn on. The output controlled by the specificaticns in line 12 will thus never te performed again until ancther Scld-Tc card has preceded a detail card--because indicator 20 remains cn until data is read into the DSCTCO field aqain. (The entries in line 11 provide for the cutput at overflow time.) The field DSCTCO was chcsen because its data is not needed again in the remainder of the oferations for a grouf.

Note: An alternate apprcach would be:
Change all I1 specificaticns tc L2.
Then, specify Control Level If for ordino (fage 03, line 10).
In place of N 20 on page 06 , line 12 , specify 11.
The \(B\) in line 13 , page 06 is then not needed; nor is indicator 20 in line 15, paqe 02 then required.
This technique might be employed if the contents of all pertinent fields had to be preserved for summary punching.

Specifications lines 13-19 specify the data to be frinted in the miscellanecus-data print line.

Although the field DSCTCO is not suppressed for overflow lines (no nof entry), nothing will be printed frcm it, because it is blank at that time (see above).

Tines 01-11, page C7 contain the specificaticns for frinting of the item detail lines.

The amfersand symbols in the edit word for WHSLCC provide blank spaces on the invoice k 故ween the three digits.

If the order item was nct filled (i.e., it was back-ordered or cancelled), the Unit Price (UNTPRI) field was left blank (in the previous operation), and indicator 24 is on (see page 03, line 05). Output cf Unit Price (UNTPRI) and Gross Amount (GRSAMT) is suppressed (N24) when these fields do not apply (i.e., they are blank, with UNTPRI used as the criterion to set indicatcr 24). Although the fields are blank at input, blank numeric fields are converted to zeros, and . 00 would be frinted if the output is nct suppressed.

The QTY in line 06 pertains to Quantity Ordered; in line 07, it refresents Quantity Shipped (see Figure 72), althouqh the data is taken frcm the same field. The quantity in line 07 is therefore allcwed to print only if the order item was filled (N24--UNTFRI field not blank)--it was part of the assumptions in the freceding
applicaticn example that no partial fills would be made: either stock was sufficient to satisfy the quantity ordered, or the order item was not filled at all (it was then back-ordered or cancelled).
B.O. is printed in the Quantity-Shipped area on the invoice (see specifications line 08) if the order item was back-ordered and not cancelled: indicator 21 is on if the card is identified in col. 1 as a backorder card (see page 03, line 02); indicator 22 is on if the order item was cancelle indicators ( 2421 N 22 ) are needed to establish an active back order, because the item might have been previously back-ordered, and filled or cancelled in the most recent pre-billing pass (see preceding application example).

CANC is printed in the Quantity-Shipped area on the invoice (see specifications line 09) if the item was cancelled (indicator \(22-\)-see page 03, line 03).

Summary Punching--SUMCARDS File (Paqe 07, Lines 12-20 and Page 08, Lines 01-05)

This output is performed at total time (T in col. 15), at the end of an Account-No. control group (L 1 in output Indicators, line 12), when all totals accumulated from the cards of the group are available.

The file name SUNCARDS was associated with an output file in the secondary hopper of the MFCM (see page C., line 02). The cards are directed to stacker 3.

Lines 13-20 on page 07 contain punch-rather than interpret--instructions, because col. 41 is blank or 0 .

Lines 01-05_on paqe 08 contain interpretinq instructions for selected fields--they are interfreting, rather than punchinq, specifications because col. 41 contains a printhead number (i.e., is not blank or 0).
: Note 1: The interpreting feature is avail:able cnly on the MFCM Model A.

Note 2: Punching of the summary card was specified tetween detail and total printing to optimize throughput--qenerally, alternating forms printing and card punching tends to increase throuqhput.

Total Frinting on the Invoice--INVOICE File (Page 08, Lines 06-16)

The form is first advanced to a predetermined total line (04 in ccls. 19-20, specifications line 06). Three lines of totals are then printed at total time ( \(T\) in col. 15) when the 19 indicator is on (i.e., after each Account-No. group). The form
is doukle-spaced ketween the total lines. In specificaticns line 11, no entry is needed in col. 18, because forms advance before the grand-tctal line is specified in line \(13--\mathrm{a}\) zero is entered cniy for compatibility with other RPGs (for that purfose, any digit 0-3 is satisfactory).
output for the second and third total lines (see specifications lines 08 and 11) is also subject to indicatcr 23 being on. This suppresses the discount and net amount lines when no match on Discount code was achieved between the code in the Scld-To card and those in the argument table. While calculation of these amounts was suppressed in such case--see page 04, lines 07 and 08--. 00 (not blank) would \(k \in\) printed for the twc amount fields (because of the format of the edit words) if output were not suppressed, and a percentage figure from an earlier LOKUP operation would te printed from \(T A B P R C\).

Whenever the total in specification line 07 is transferred to the output-storage area, the field is cleared to zero (B in
col. 39) to be ready for accumulation of the total for the next group. Note that the Blank-After instructicn could not be entered cn page 07 (SUMCARDS); otherwise, the fiela woula de zero before output for printing.

In line 09, note the lccation of the decimal point in the edit word: in the file-extension specifications, TABPRC is defined as consisting cf 4 decimal places, so that decimal aliqnment is correct when calculating the percentage amount. When printing the figure, however, it is to appear as a percentage again--the printing of a decimal point (like any other constant) has no connection with the location of the decimal point for arithmetic operations, as specified in the field definition.

Lines 13-16 control the printing of the qrand totals at the end of the report (IR indicator cn ). The form is advanced to a new invoice page, and all three final totals are printed on the first line.

\section*{STORAGE FEQUIREMFNTS}

The storage requirements, for koth froqram generaticn and processing of the object program, depend upen the number and types cf specificaticns used by the proqrammer in the source program. Approximaticns for the Model 20 card \(\operatorname{EPG}\) program fcllow.

\section*{Program Generation}

The RPG generator and the protected stcrage area require an apprcximate average cf 1900 kytes. In addition, the requirements for each card punched from the specificaticns forms are:
```

1. File descripticn card:
2. File extensicn card:
3. Input specifications card:
Record identification
+ 3 kytes for each card code
Field descripticn
+ 4 bytes if the sf\incifi-
cation FIELD-RECORD
REIATICN and/cr
FIELD INDICATORS is
used
+ 2 bytes if Sterling
Field has an entry
```
18 kytes
                            7 bytes
4. Calculation specificaticns
    card:
                            5 kytes
        +8 kytes if cne cr two
                of the fields factor 1,
                FACTOR 2, and RESULT
                FIEID contain an entry
        cr +12 kytes if all three cf
                these fields are used
        +3 bytes each time the
            entry in the INLICA-
            TORS field (ccls.
                9-17) differs frcm the
                corresfonding entry
                in the preceding line
        + 3 bytes if resulting in-
                dicatcrs are used
        +10 bytes for each literal whose
            overall length (including sign
            cr apcstrophes) is lonotr than
            six characters (See Note , at
            the end cf Affendix A)
5. Cutput specifications card: File identificaition 7 kytes
            +3 kytes if output indi-
            cators are used
```

Field descripticn
8 bytes
+4 kytes if the speci-
fication CUTPUT
INDICATORS and/or
BLANK AFtER is used
+4 bytes for each use of
a constant or edit word
* 1 byte for each position
of a constant cr edit-
word field, excluding
the enclosing apostro-
phes (See Note 1 at
the end of Appendix A)
+ 2 bytes if Sterling Field
has an entry
6. Defined fields:
(See Note 1 at the end
of Appendix A)
For each field name defined
in the input or calculation
specifications
8 bytes
For each literal defined in the
calculaticn specifications
that does not exceed
six characters
8ytes

```

\section*{processing cf object proqram}

Nearly all available core storage can be used ky the object program. The storaqe requirements for the object program are based upon four factors:
1. Basic rcutines
2. Input/output routines
3. Number of fields, literals, and indicatcrs used
4. Processing routines

Basic Routines
The basic rcutines contain the general logic of the object program. Their approximate storage requirements are as follows:

Basic requirement, including
the protected storaqe area 1090 bytes
+40 bytes for using
Matching Fields
specifications
+120 bytes for multiple
input files.
Thus, the maximum requirement for basic
rcutines of one infut file is 1130
bytes; for three input files, 1250
bytes.

\section*{Input/Output Routines}

The storage reguirements for the \(I / 0\) rcutines defend upcn the particular I/C units used in the program.
```

1. IBM 2560 Multi-Function
Card Machine tasic
requirement
if bcth hcfpers are used,
add
for input using one;
hopp\inI, add
for input using two(or
hoppers, add
for funched output, add
for card printing, add
+ 64 kytes for each
print h\inad used
2. IBM 2520 Card Read-Punch,
Model A1
for input cnly 230 kytes
for input and output
for cutput only
3. IRM 2501 Card Reader
4. IBM 2520 Card Punch,
Model A2 or A3
5. IBM 1442 Card Punch
6. IBM 1403 or 2203 Printer
for Lual-Feed Carriage.
add
240 kytes
30 bytes
140 kytes
240 kytes
150 kytes
15C kytes
39C kytes
190 kytes
150 kytes
190 kytes
160 kytes
100 Lytes
30 Lytes
```

Number of Fields, Literals, and Indicators Used

Alphameric fields and literals require one kyte for each fositicn, Tre number cf bytes for numeric fields and literals can be computed with the follcwing formula:
\[
\begin{aligned}
& \text { If } N \text { is odd: } n=\frac{N+1}{2} \\
& \text { If } N \text { is even: } n=\frac{N+2}{2}
\end{aligned}
\]
\(\mathrm{N}=\) number of positions in the field or literal
\(n=\) number of bytes reguired for the numeric field or literal

Constants and edit words are always considered alphameric literals when determining storaqe reguirements; but the actual length of an edit word exceeds the specified lenath by cne or twc kytes.

Core-storage space is required cnly once for each field, literal, constant, and edit
word--reqardless of how often it appears in the program.

Each ertry in a table is treated like a literal: if it is alphameric, the number of bytes of core storaqe required is equal to the number of positions (N) in the entry; if it is defined as numeric, the number ( \(n\) ) of bytes reguired is determined by the above formula. For the entire table, the storage requirement is then:
\[
S=L(K+1)+6
\]
where
\(S\) = number of bytes needed to store entire takle
L = lenath, in bytes, of one table entry ( = N, if alphameric; = n, if numeric)
\(k\) = number of entries in the table
The 1 in (K + 1) represents the "hold" area for the value selected frcm the table (see IOKUP operaticn, under Calculation Specificaticns in the body of the manual).

The number of bytes required for each contrcl level equals the total number of positions in the control field pertaining to this level. (See Note 2 at the end of Appendix A)

The number of bytes required for matchinq fields levels (M1, M2, M3) is computed by the following formula:
\[
(N+1)(M+1)
\]

Where \(N\) stands for the total number of positions in the pertinent fields and M stands for the number of input files. (See Note 2 at the end of Appendix A).

The basic requirement for the special indicators (L0-L9, 1P, MR, H1, H2, OF, OV, LR) is 21 bytes total, regardless of whether they are used in the proqram. Any cther indicators used in the program take up one byte each, once.

Note: At least 200 bytes are always reserved for indicators and fields.

Processing Routines
processina routines contain the instructions created from the source specifications. Therefore, the storage requirements for these routines depend upon the degree of complexity of the program and the number of statements used. There are no hard-andfast rules for the computation of these requirements.

The listinụ below shows the approximate requirements of the more important entries. The storage requirements for processing routines are obtained by adding up the requirements of all entries used.
1. Input Specifications
(a) Record Identification Entries;
Basic requirement for each main record

22 bytes
14 bytes
Basic requirement for
each 0 R record
+2 bytes for a nonsequential main record (alphabetic entries in column 15-16)
+8 bytes for test of record identification code "C"
or +14 bytes for test of record identification code "D"
or +12 bytes for test of record identification code "Z"
(b) Field Description Entries Alphameric fields 6 bytes Numeric fields 12 bytes
+8 bytes for fieldrecord relation if it differs from that in the previous line
+18 bytes for first field indicator
+12 bytes for second field indicator
+12 bytes for third field indicator
(c) Control Levels and

Matching Fields:
For each file with matching fields

14 bytes
For each control
level used
14 bytes
For each record that contains split control fields

4 bytes
for each record that contains split control fields with fieldrecord relation 12 bytes
For each record that
contains matching fields * 4 bytes For each record that contains unsplit control fields * 4 bytes For each control field or matching field entry * 6 bytes * ( See Note 3 at the end of Appendix A)
2. Calculation Specifications For ADD/SUB:
If
(a) the same name is used for one factor field and the resuit field, and
(b) the length of the other factor is equal to or shorter than the length of the result field, and
(c) the number of decimal places is equal for the fields

6 bytes
For three operands, other
than (a) and (b), above
36 bytes
+6 to 32 bytes if the number of decimal places differs between the fields.
```

For z-ADD:
If the number of decimal places
in the fields is

| equal | 6 bytes |
| :--- | ---: |
| unequal |  |

For Z-SUB:
If the number of decimal places
in the fields is
equal 18 bytes
unequal 30 to 50 bytes

```

For MULT:
without decimal
aliqnment
\(\left(D_{1}+D_{2}=D r\right) \quad 30\) bytes
with decimal
alignment
\(\left(D_{1}+D_{2} \neq D r\right) \quad 36\) to 46 bytes (See Note 4 at the end of Appendix A)

For DIV:
without decimal
aliqnment
\(\left(D_{1}-D_{2}-H=D r\right) \quad 36\) bytes
with decimal
aliqnment
( \(\left.\mathrm{D}_{1}-\mathrm{D}_{2}-\mathrm{H} \neq \mathrm{Dr}\right)\)
46 to 52 bytes
(See Note 4 at the end of Appendix A).

For MVR:
without decimal
alignment
( \(\mathrm{Dm}=\mathrm{Dr}\) )
12 bytes
with decimal
aliqnment
(Dm \(\ddagger\) Dr) \(\quad 18\) to 28 bytes
(See Note 4 at the end of Appen-
dix A).

(b) Field Description Entries:

Easic Requirement \(\quad 6\) tytes
+8 bytes for zero suppress
+8 bytes for \(\in d i t i n g\)
+8 bytes for each output indicator
+ 6 bytes for Blank After (numeric field)
+10 bytes for Blank After (alphameric field)
+ another 4 bytes for Blank After if a Zero-or-Elank indicatcr is involved
+6 bytes for each line with field name PAGE, and an additional 6 bytes if cutput indicators are sfecified in such line.

TIMING FCR THE RPG PROGRAM

\section*{Generation_of Object_Program}

The time required for generating the ckject prooram is estimated by the number of lines written on the specifications sheets. The first 50 specifications lines require about:

12 seconds with the
2520 Card Read-Punch, Model A 1 or 2520 Card Punch, Model A2
20 seconds with the
2520 Card Punch, Model A3
70 seconds with the
1442 Card Punch, Model 5

Note: The times given above refer to a core-storage capacity of 4096 bytes.

\section*{Processing of the Cbject_Frogram}

The time required to process the object proaram depends upon the complexity of the specifications and the particular I/O units involved. A precise timing calculation of a specific RPG object program requires detailed knowledge of the RPG qenerator. No simple rules for timing can be used.
\(\qquad\)

\section*{Note 1}

When determining the core-storaqe requirements for literals, constants, edit words, and field names, each is counted only once--regardless of how often it appears in the program.

\section*{Note_2}

Fields used for control levels and/or as matching fields are stored separately for these purposes-apart from their storage for calculations, output, etc. The just-stated storage requirements refer only to the control-level and matchinq-fields operations. For these purposes, each position is counted, in numeric as well as in alphameric fields: numeric fields are not packed.

Note_ 3
Does not apply if the record was preceded by another record containing the same fields (unsplit control fields and/ or matching fields) in the same colums.

Note_4
D1 = number of decimal places in Factor
D2 = number of decimal places in Factor 2
Dr = number of decimal places in Result Field
Dm = number of decimal places in Remainder
H = 1, if Half-adjust specified;
0 , if Half-Adjust not specified

The Report Proqram Generator requires a minimum cf machine units tc generate an object deck or to process an object program. These are called reguired units. Many features and units cf the IBM System \(/ 360\) Model 20 can be utilized in the Mcdel 20 RPG, \(\in v \in n\) though they are nct required for object deck generaticn cr for cbject program processing. These are called sup= ported units and features. The required and supported units and features for the Model 20 card RPG are itemized telcw.

\section*{MACHINE UNITS RECUIRED}

\section*{Generation of object_Program}

The minimum machine requirements for generating an RPG cbject frcgram are as follows:
- 4096 kytes of core stcrage,
- One card-reading device (if the 2501 Card Feader is attached to the system, it must ke used).

\section*{Processing of Object Program}

The minimum machine requirements for execution of the RPG object program are as follows:
- 4096 kytes of core stcrage
- Input/Cutput devices as specified for the ctject program.

\section*{MACHINE UNITS AND FEATURES SUPPCRTED}

Generaticn_of_object_Program
The follcwing machine units and features are suppcrted for frogram generaticn, in additicn to the reguired units:
- Additicnal 4096, 8192, or 12288 bytes of core storage
- One printer with at least a 48-character set, fcr program listings
- A second card-reading device (if the 2501 is attached to the system, it must be used as one of the card-reading devices).
- A card-punching device, if the object proqram is to ke puncted.

\section*{Processing of object Program}

The fcllowing machine units and features can be utilized during the processing of : object proqrams (the particular units that :can be attached to the system depend on the : submodel of the IBM System/360 Model 20 :that is used).
- IBM 2020 Processing Unit with 4096
(minimum requirement). 8192, 12288, or \(96 \Xi 84\) core-storaqe bytes.
- One printer with up to 144 print positions.
- Dual-Feed carriage for the IBM 2203 Printer.
- Card-Printing special feature for the IBM 2560 Multi-Function Card Machine, Model A1.
- One, two, or three input files. a. Cne input file:

2560 MFCM, hopper 1, or
2560 MFCM, hopper 2, or
2520 Card Read-Funch, or
2501 Card Reader
b. Two input files:

2560 MFCM , hoppers 1 and 2 , or
2560 MFCM, hopper 1 and 2501 Card Reader, or
2560 MFCM, hopper 2 and 2501 Card Reader, or
2520 Card Read-Punch and 2501 Card Reader
c. Three input files:

2560 MFCM, hoppers 1 and 2 , and 2501 Card Reader
- One, twc, or three card output files: a. One card output file:

2560 MFCM, hopper 1 or 2 , or
2520 Card Read-Funch, or
2520 Card Punch, or
1442 Card Punch
b. Two card output files:

2560 MFCM, hoppers 1 and 2, or
2560 MFCM hopper 1 and 1442 Card Punch, or
2560 MFCM hopper 2 and 1442 Card Punch, or
2520 Card Read-Punch and 1442 Card Punch, or
2520 Card Punch and 1442 Card Punch
c. Three card output files:

2560 MFCM hoppers 1 and 2, and 1442 Card Punch.

After the frcgrammer has written the sfecifications, and before the scurce deck is keypunched from them, he shculd thorouqhly "desk check" the program. Desk checking consists of a visual check of the specificaticns sheets fcr cbvious mistakes, and may also include a "manual run" of data records through the program. Desk checking can eliminate many errors in a \(n \in w\) program.

The fcllowing are suagestions of items to check which, experience indicates, tend to \(b \in\) sources cf error. It is also an excellent idea tc review two other appendices as reminders of foints that must not be overlcoked when writing a prcgram:
```

Appendix G - Summary of RPG Specifica-
tions, and
Appendix H - RPG Program Listing (diag-
nostic messages)

```

\section*{FIIE DESCRIPTICN SPECIFICATICNS}
1. File names must be left-justified.
2. File type must be \(I, ~ C\), cr \(C\).
3. LEVICE must contain a valid code.
4. SEQUFNCE (A or D) must ke assigned if MATCHING FIFLDS in the input sfecificaticns contains an entry, and it must be the same for all input and combined files.

\section*{INPUT SPFCIFICATIONS}
1. The first line must be a record identification line.
2. Record identifications (cols. 7-42) and field descriftions (ccls. 43-74) must not te specified in the same line.
3. File names must refer tc input cr combined files.
4. File and ficld names must \(k \in\) left-justificd.
5. Every main record-identificaticn line must have a SEQUENCE \(\in n t r y\).
6. Any alfhabetic SEQUENCE entry in ccls. 15-1 6 must \(p r \in c e d e\) any numeric entry.
7. The first Numeric SEQUENCE must \(k \in 01\) in ccls. 15-16.
8. Numeric SEQUFNCE entries must have 1 or \(N\) in NUMBER.
9. FIELD LCCATION--From and To--must be within the limits 1 to 80 .
10. A field defined as numeric must not be specified as greater than 15 positions.
11. Field length, format (alphameric or numeric), and number of decimal places (if numeric) must be identical every place that the same field might be redefined, anywhere in the program.
12. The number of decimal places specified for a numeric field must not exceed the field length. (Exception: packed input.)
13. Field Indicators must not be specified in PLUS or MINUS for alphameric fields.
14. There must be an entry (M1, M2, or M3) in Matching fifics for at least one card type in each input and combined file when there is more than one input or combined file.
15. The hiqhest level for Matching Fields is M3.
16. A Matchinq-Fields level (M1, M2, or M3) cannot be split.
17. The total number of positions for one Matching-Fields level or cne Control Level must be uniform in all records with which it is used.
18. a. Control Levels must. be specified in ascending sequence.
b. The aggregate length of a split Control Level must be uniform.
19. Remember that Field Indicators assiqned to ZFFC-or-BIANK are on at the beqinning of program extcution, and until data is read into the field or the indicator is turned off by a calculation specification. They also turn on when the field is cleared by a Blankafter instruction in output sfecifications.
20. Do not specify stacker selection on input for a comineã-file card type for which punching or document-printina is tc ke ferformed.
21. If PAGE is sfecified as an input field, it must ke defined as numeric, and 4 fositicns lcng. It cannot te read in packed format.
22. Note that card punch-ccmbinaticn 12-6-8 \(=+\) for literals--not 12 ( \(=\) E).

\section*{CAICULATION SPECIFICATIONS}
1. All detail-time calculation specifications must precede those for total time (Lx in cols. 7-8).
2. Cperaticn codes must \(k \in\) left-justified, and worded exactly as described in the manual.
3. Field names and literals must ke left-justified.
4. Alphameric literals must be enclosed in apostrophes, and numeric literals must not te.
5. Field lenqth, format (alphameric cr numeric) and number of decimal places (if numeric) must te identical every place that the same field aight be redefined, anywhere in the program.
6. A ficld defined as numeric must nct be specified as greater than 15 fositions.
7. The number of decimal places specified for a numeric field must nct \(\in x C \in \in\) the field length.
8. An alphameric field must never exceed 256 Fositicns. An alphameric ficld used in a TCKUP operaticn is limited to a length of 80 characters; in a CCMP cperation, it must nct te longer than 40 characters.
9. An operation (except certain Mcve cperaticns) must not involve koth alphameric and numeric fields. (However, the functicn table in Lokup ray differ in format from the argument table.)
10. All arithmetic oferaticns reguire numeric fields, and the data must consist of valid diqits (0-9 cnly, plus a sign in the low-crder fositicn).
11. TESTZ requires an alphameric field.
12. An entry in RESULTING INDICATORS is mandatory in CCMP, ICKUE, SETCN, SETOF, and TESTZ oferaticns.
13. Factor 1 and Factor 2 must have the same field lenath in ICKUP operaticns.
14. There is no autcmatic decimal alianment in LCKUP or Move operations.
15. The field names in Factor 2 and in Result Field (if useß) in a ickup operation must start with TAB.
16. A table name in an RLABI line must be exactly four characters long, the first three keing TAB.
17. A RESULT FIELD name may not beqin with TAB unless the operation code is LCKUP or RLABL.
18. RESUITING INDICATORS must be blank for all Mcve operations, and for GOTO, TAG, EXIT, and RLABI operations.
19. Half-Adjust must not be used with a DIV operation if an MVR operation follows.
20. The pertinent DIV-operation specificaticns must be in the line immediately preceding an MVR operation.
21. An MVR-operation line must have identical entries in INDICATORS (cols. 7-17) as the preceding DIV-operation line.
22. Remember that total-time calculations are bypassed on the first card and--if contrcl levels are specified--until after the first card of a type with Control Level specified.

\section*{file extension specifications}
1. Table names must begin with tab, and must be four to six characters lonq. If the table name is to be referenced in a E .A. L . sutroutine, it must \(\mathrm{f} \in\) exactly fcur characters lcnq, including TAB as the first three.
2. PACKED (cols. 43 and 55) must be left blank.
3. If table ICKUP involves a RESULTING INCICATCR in HIGH or ICW, SEQUENCE (A or D) should be specified.

OUTPUT-FCRMAT SPECIFICATICNS
1. All detail time output ( \(D\) or \(H\) in col. 15) must be specified ahead of all total-time output (T in col. 15).
2. The first line must te a fileidentification line.
3. Each main file-identification line must have an entry in TYPE (col. 15).
4. File-identification and fielddescription must not be specified in the same line.
5. File names must refer to output or combined files.
6. File and field names must be left-justified.
7. Each field-description line must have an entry in END POSITICN IN OUTPUT RECORD.
8. ZERO SUPPRESS must be klank if CONSTANT-Or-EDIT WORD ccntains an entry, and vice versa.
9. ZERO SUPPRESS can only be specified for a numeric field.
10. Constants and edit words must ke leftjustified, and enclosed in apostrophes.
11. An edit word can only \(t \in\) specified for a numeric field.
12. A constant (cols. 45-70) and a field name (ccls. 32-37) are mutually exclusive.
13. An \(\in d i t\) word can cause a field to consume more space in the output record than the defined field lenqth. Therefore, when specifying END POSITICN IN OUTPUT RECORD, make sure not unintenticnally to overlay portions of successive fields.
14. a. Each time PAGE is used in output, it is first incremented by 1 ; therefore, do not use it in several output file-identification groups unless the number is supposed to advance each time.
b. PAGE is always 4 fositions long, numeric, and the units position is zoned. Normally, therefore, Zero Suppress or an edit word should be used.
c. Entries in OUTPUT INDICATORS of a line with field name PaGE do nct condition the output; instead, when the indicator conditions are satisfied, they cause the contents of the PaGE field to te reset to 0 , before the usual 1 is added prior tc output.
15. Output to a file occurs each program cycle (at detail or total time-depending on the entry in col. 15), unless indicators are entered in OUTPUT INDICATORS, and the specified indicator conditions are not satisfied (i.e., an indicator preceded by \(N\) is on, or one not preceded by \(N\) is cff). Therefore, three cautions are in crder:
a. output иill occur at detail-output time before the first card has been read (see Fiqure 6, RPG Proqrail Logic) unless conditioned by the neqative status (Nxx) of an indicator that is then on (e.g., 1 P ), or by the positive status ( \(D x x\) ) of an indicator that is then off (e.q., a card-type Resulting Indicator). A common error is the conditioning of an output file by only NMR--and, of course, the MR indicator is off in the beginning. (Indicator Hierarchy--Figure 11--shows which indicators are on in the beginning.)

Printing before the first card has been read is normal for constants used as report headings, and for paqe number (PAGE) if it is to start with 1; but output from data fields would be tlank or zero. Usually, the desired printing at that time is conditioned by indicator 1 P .

Punching of combined-file cards before the first card has been read will completely disrupt the program.
b. Indicators assigned to ZERO-orBLANK in FIELD INDICATORS (input specifications) or in RESULTING INDICATORS (calculation
specifications--arithmetic and TESTZ operations) are on at the beginning of proqram execution, and after execution of field-
description specifications which include Blank-After ( \(B\) in col. 39). Care is therefcre required not to affect output inappropriately because of initial or premature \(O N\) status of an indicator.
c. In a file-matching operation, a card will be processed (for output only) from each file during the same program cycle when the files match, if the only output Indicator specified is MR.

This means, for instance, that-when a matched secondary-file card is being processed--a primary-file card belonging to the next group is also processed for output; but it is never read.
Therefore, the output for all card files being matched should always also be conditioned in OUTPUT INDICATORS by their card type (or by the neqative--N--of the other card types), besides the MR indicator condition.
(See Program Examples, Pre-Billing_with Inventory Control. 1
16. When there are \(A N D\) cr \(O R\) lines, each file-identification line in the group must have output Indicators specified.
17. A Blank-After instructicn (B in ccl. 39) causes the field tc be cleared (to klank if alphameric, tc zeros if numeric) as scon as the data has keen transferred to the output-storage area.

If the same field is used for output in several field-description lines, be careful to place the \(B\) in the last line executed. Normally, lines are executed--within detail-, total-, and overflow-output time--in the order in which they appear. However, when funching and card document-printing (interfreting) are bcth specified under the same file-identification line. transfer to the cutrut-storage area for punching precedes transfer for
interpreting--regardless of which specificaticn apfears first.
98. Stacker selection must not ke specified for the same card tyfe (cf a combined file) in both the input and output specifications.

If an output operation is to be performed, stacker selecticn--if any--must be specified in the cutput specificaticns.
19. Remember that overflow-output time is distinct from detail- or total-output time. If OF (or OV) appears in OUTPUT INDICATORS of a file-identification line, and \(O F\) (or \(O V\) ) is on after totaltime output, the output specified under that file-identification line is performed at overflow-output time.

Therefore, be careful--if an OR line calls for the same output under another condition (e.g.. L1)--that the output dces nct occur twice in the same cycle. (Usually, the OF line is also made contingent upon the negative of the cther condition--say, NI 1).
20. Bear in mind that total-time output is bypassed in the first program cycle and--if Control Levels are specified-until after the first card of a type for which Control Level is specified.
21. On run-in, a specified Control Level indicator does not turn on until the first card with non-zero (alphameric field) data, or non-zerc and non-blank (numeric field) data, in the control field has been read.
22. Forms movement is suppressed when cols. 17-22 in the file-identification line are blank (except in \(O R\) lines when \(a\) preceding line specifies forms control).

Although this appendix may te cf aeneral interest, the prcgrammer need ke familiar with it cnly if:
1. Input cr output data is in packed format; or
2. An operation is dependent on sequence, and the cards are in a non-standard sequence; or
3. Uncommon characters or zones are invclved in the data and oferaticns.

The information provided here is in condensed and ncn-technical fcrm. Greater detail, together with more technical data, can te fcund in the SRI fuklicaticn IBN Systen \(\angle 360\) Mcdel 20 Functicnal_Characteris= tics , Form A2 \(6-5847\).

CODE STRUCTURE
The Easic_Character Unit
Characters are normally stcred and manipulated in the System/360 Mcdel 20 central processor in basic units called kytes. A byte consists of eight bits (binary digits).

While a decimal digit can assume ten different values (0-9), a kinary digit can cniy take cn two aiternate states: 0 and 1. Accordingly, eight bits provide for a maximum cf 256 (i.e., \(2^{8}\) ) unique entities, which is the number of different characters that System/360 can recagnize and handle.

This set of 256 unique characters representable by a single byte is termed the Extended Einary-Coded-Decimal Interchange Code (FBCDIC).

\section*{Hexadecimal Notaticn}

A byte may be thcught of \(a s\) reing sutdivided intc two half-bytes: an upper and a lower half-byte. Each half-Lyte consists of fcur kits. Fcur bits permit 24 permutaticns, sc that a half-byte can represent 16 different characters.

This cffers several benefits--amena them:
1. A half-byte is adequate for the storage cf a digit (0-9)--set Iata_Fcrmats, below; and
2. Any EBCDIC code can be referenced (e.g., in machine-lanquaqe proqramming) by no more than two characters.

The symkols chosen to express the 16 permutaticns of bits in a half-byte in System, 360 are the diqits \(0-9\) plus the letters A-F. This is known as a hexadecimal code--forming "sixteen" from the Greek for "six" and the Latin for "ten". (The system itself converts between hexadecimal and bit representation.)

Since each upper half-ryte value may be associated with every lower half-byte value, a 16 x 16 matrix results, yielding 256 unique bytes.

Compariscn cf Hexaḍcimal and Decimal Notations

In the decimal notation, carry-over to the next position occurs at each multiple of ten; in hexadecimal notation, it occurs at each multiple of sixteen. The difference is illustrated below:

Decimal
Hexadecimal
\begin{tabular}{|c|c|}
\hline 0 & 0 \\
\hline 1 & 1 \\
\hline 2 & 2 \\
\hline 3 & 3 \\
\hline 4 & 4 \\
\hline 5 & 5 \\
\hline 6 & 6 \\
\hline 7 & 7 \\
\hline 8 & 8 \\
\hline 9 & 9 \\
\hline 10 & A \\
\hline 11 & B \\
\hline 12 & C \\
\hline 13 & D \\
\hline 14 & E \\
\hline 15 & F \\
\hline 16 & 10 \\
\hline 17 & 11 \\
\hline - & - \\
\hline - & - \\
\hline 31 & 1 F \\
\hline 32 & 20 \\
\hline - & - \\
\hline & - \\
\hline \(2 \dot{5} 5\) & \(\dot{\mathrm{FF}}\) \\
\hline
\end{tabular}

This shows how twc hexadecimal characters can refresent the decimal ranqe from 0 to 255 .
encaic - the fevi nten-mage olts


Figure D1. Hexadecimal Codes, Bit Structure, Card Codes, and Assigned Standard Graphics

\section*{The EBCDIC_Table}

Figure D1 presents the 256 unique EBCDIC characters. It is organized as a matrix, with the column labels pertaining to the upper half-bytes, and the row labels applying to the lower half-bytes.

Along the top and down the right side appear the sets of four bits that represent each half-byte internally in the system. The equivalent single-character hexadecimal codes are shown along the bottom and down the left side.

The rectanqle at the intersection of each column and row indicates
(a) Above the diagonal line within the rectanqle: The card punch-combination that corresponds to the particular EBCDIC character. \((T)=12-\) punch, \(E=\) 11-punch, \(Z=0\)-punch.)

The transformation between card punches and internal binary representation is performed automatically by the central processor of the system.
(b) Below the diagonal line: The graphic that is normally associated with that EBCDIC character.

To date, only the more common qraphics have been assigned as standard for specific EBCDIC characters.

\section*{COLLATING SEQUENCES}

Refer to the EBCDIC table (Figure D1) in connection with the discussion below.

\section*{Standard Collating Sequence}

The system assumes the standard ascending collating sequence to run from hexadecimal
code 00 to \(F F\) fand the converse for descending sequence). The sequence extends through all rcws of a takle column befcre proceeding to the top of the next column, thus:
```

column 0, row 0; column 0, row 1; 02,
C3, ...; cclumn 0, row F;
cclumn 1. rcw 0; column 1, row 1; 12,
..., 1F, 20, ..., FL, FE, FF.

```

Hence, for example, in ascending sequence:
1. The feriod symicl (.) precedes (i.e., is lcwer in sequence than) the exclamation mark (!)
2. The exclamaticn mark (!) is lower in sequence than the 11 -punch ( - ).
3. Funch combination EZ987 precedes digit 0 .
4. All special-character graphics, in standard assignments, frecede the alphatet.
5. The alphabet precedes (i.e., is lower in sequence than) the decimal digits.
(If descending sequence is specified, the converse applies.)

Thus, the standard ascending ccllating sequence for the most ccmmonly used characters is:
tlank, \&, -, /, A-2, 0-9.
(The converse applies to descending sequence.)

\section*{Altered_collating_Sequence}

RPG fermits the user to substitute any desired collating sequence for the IEM System/360 standard collating sequence (see abcve). Among likely reascns for such a substituticn could be the use of ASCII (American Standard Code for Information Interchange) -

Operations to Which Applicable
When a user-specified sequence has been substituted, it apflies during okjectprogram extcuticn to the ccllating seguence in:
1. Alphameric CCMF (Ccmfare) cperaticns; and
2. Matching Fields cperaticns fatching and seguence ctecking).

Note: When numeric Matching Fields are specified, characters in hexadecimal column F should not be converted to characters in hexadecimal columns O-E.

When an altered collating sequence has been frovided to the program, it applies uniformly tc all of the abcve operations-it cannot be confined to an individual specification.

Collating sequence cannot be altered for:
1. CCMF operations on fields defined as numeric;
2. Table ICKUP operations; or
3. Control Level data.

The standard collating sequence is
always apflicable tc these operaticns.
Steps in Altering Collating Sequence
1. Punch the letter \(A\) into col. 17 of RPG processor-deck card JC 10001 . (RPG processor-deck cards contain \(J\) in col. 73, and are numbered in cols. 74-79.)

> Alternatively, duplicate processor card Joloon, and funch into col. 17 of one of the two copies. Re-insert the altered card in the processor deck, saving the other one for jobs with standard collating sequence.
2. Punch a translation table into a series cf four cards, as described below.
3. Insert the four translation-table cards and the modified processor-deck card (J010009) into the complete RPG input deck each time an object program that utilizes the altered collating sequence is to ke generated by RPG.
(The correct insertion of those cards is descrited in the SRL publication IBM System 360 Mcdel 20, Report Program Generator for Punch-Card Equip= ment, operating procedures, Form C26-3800.)

Format of Translaticn-Table Cards
Colums Entries
1-5 Card_sequence number
Any numeric characters may be used, so long as the sequence is ascending for the four cards (described below). (The same format as for RFG specifications cards--i.e., paqe number and card number--is suggested.)

\section*{Card identification}
\(\mathrm{S}=\) mandatory entry
Translation table
See explanation below.

\section*{Unused}

May be used for any desired identification. RPG ignores entries in these columns.

\section*{Translation Table}

The collating sequence is punched into a set of four cards. If any deviation from the standard collating sequence is desired, all four cards must be prepared, even though the change might be confined to only one quadrant of the EBCDIC table.

Each of the four cards provides for assigning positions in the collating sequence to the 64 punch combinations in one of the four quadrants (blocks of 64 punch combinations) in the EBCDIC table (Figure D1).

The first card assigns sequence positions to the punch combinations in the first quadrant--table columns labeled with hexadecimal codes \(0,1,2,3\). For example:
```

    Table Column 0, Row 0 corresponds to
    card column 7.
    Table Column 0, Rou 1 corresponds to
card column 8.
Table Column 1, Row O corresponds to
card column 23.
Table Column 3, Row F corresponds to
card column 70.

```

The second card assigns sequence positions to the punch combinations in the second quadrant--table columns labelea 4 , 5, 6, 7.

The third card for the third quadrant-table columns labeled 8, 9, A, B.

The fourth card for the fourth quadrant --table columns labeled C, D, E, F.

For characters that are to retain their standard position in the collating sequence, punch the character as it appears in the EBCDIC table, into the card and column that corresponds to that position in the table.

The procedure for assigning a particular character (say, alpha) to a non-standard position in the sequence is:
1. Determine the card and column occupied by that character (alpha) in the standard collating sequence.
2. Determine the character (say, beta) that occupies the position in the stan-
dard sequence to which character alpha is to be transposed.
3. Punch character beta into the standard column for character alpha.

It is permissible to assign a character to a new position in the collating sequence, and also retain the character normally in that position in its standard position in the sequence, by also punching it in its standard column. The two characters are then treated as equal in Matching Fields and alphameric COMP operations.

Representative examples are presented further below.

The following rules apply to the assignment of a non-standard collating sequence:
1. All four cards must be used.
2. Only those of the columns 7-70 in each card need be punched whose corresponding punch combinations in the standard collating sequence--as shown in the EBCDIC table--occur in the input data.
3. If a character-column is left blank, but the punch combination corresponding to that column in the standard collating sequence does occur in the input data, that punch combination is converted to the sequence position of "blank" (hexadecimal 40).

\section*{Examples of Translation}
1. A character is to retain its standard collating-sequence position.

To retain E83 (\$) in its standard collating sequence position:

Punch 11-8-3 (\$) into column 34 of the second card--the column that corresponds to the standard-sequence position of the \(\$\) symbol.
(Note that translation cards are required at all only if there is any deviation from the standard collating sequence somewhere in the EBCDIC character set.)
2. A character is to be transferred to a non-standard collating-sequence position.

To transfer E83 (\$) to the sequence position immediately after diqit 9:

Punch 12-11-0-9-8-2--the standard punch combination following digit 9--into column 34 of the second card--the column that corresponds to the standard-sequence position of the symbol.

If nothing is punched in column 65 of the fourth card--the standard pcsition for 12-11-0-9-8-2--the Funch combination 12-11-0-9-8-2, if it occurs, is converted to the seguence position of "Elank".
3. Several characters are to ke transferred to the same ncn-standard collatinq-sequence pcsition.

Tc transfer E82 (!) and E84 (*) to the sequence pcsition immediately fre\(c \in d i n g\) the alphabet, and thus cause both to be treated as equal in seguence:

Punch 12-0--the standard punch combination preceding the letter A--into columns 33 and 35 of the second card--the columns that corresfend to the standard-sequence fositicns of the (!) and (*) symbols, respectively. If ncthing is punched in column 7 of the fourth card--the standard-sequence fcsiticn of 12-0-the punch combinaticn 12-0, if it occurs, is converted to the sequence pesition of "blank".
4. The sequence fcsitions of two characters are to \(k \in\) interchanged.

To interchange the relative sequence fositions of the letter \(B\) and the digit 2:
a. Funch 2--the character for the seguence position to be assumed by letter E --into cclumn 9 of the fcurth card--the cclumn that ccrresfonds to the standard-sequence position of the letter B.
b. Funch p-othe character for the sequence pcsition to be assumed by the digit 2--intc cclumn 57 cf the fourth card--the column that ccrresfonds to the stanolard-sequence fcsition of the digit 2 .
5. A character in its standard positicn is to \(\mathrm{b} \in\) combined with ancther character. The example chosen will illustrate how signed fositive values (12-overpunched) can te combined with ursigned fcsitive values, without sacrificing the identity of negative values (11-overpunched). (The example assumes that the field is \(d \in f i n \in d\) as alphameric, and therefore not used in arithmetic or edit cperations.)

Tc combine the letter A (12-1 with the digit 1 , in the positicn occupied by the digit 1 in the standard ccllating sequence:
a. Funch 1--the character for the sequence position to be assumed by
the letter \(A-\)-into column 8 of the fourth card--the column that corresfonds to the standard-sequence position of the letter A.
b. Also punch 1 into column 56 of the fourth card--its standard-sequence position.

\section*{DATA FORMATS}

\section*{Alphameric Fields}

Data for fields defined as aiphameric is stored in the IBM 2020 central processing unit with one character per byte (see code Structure, above).
The byte bas the bit structure shown in the EBCDIC table (Figure D1). For example:
1. The letter a occupies one byte composed of the bits 11000001 --eguivalent to hexadecimal code C1 and card punch-. ccmbination 12-1.

The \(C\) may be considered the zone porticn of the character.
2. The asterisk (*) occupies one byte comfcsed of the bits 0101 1100--equivalent to hexadecimal code 5 C and card punchcombination 11-4-8.
3. The numeral 4 occupies one byte compcsed of the bits 1111 0100--equivalent to hexadecimal code \(F 4\) and card punch code 4.

The \(F\) can be considered the zone portion of the character. An F zone is tantamount to no zone for a diqit (0-9) in an alphameric field--the absence of a zone punch over a diait at input causes an \(F\) zone tc \(k \in\) assigned; at output, an \(F\) dces not cause a zone to be punched over a digit ( \(0-9\) ).

\section*{Numeric Fields}

Because four bits are adequate to represent any decimal diqit (0-9), cnly a half-byte is needed in storage for each position of a field defined as numeric, except:
(a) A half-byte is reserved for the siqn-all numeric fields are signed, althouqh the siqn may be hexadecimal \(F\) (tantamount to no sign); and
(b) Each field must consist of full bytes-a half-byte must, therefore, be wasted in fields with an even number of diqit positicns.

The method of storing two digits in one byte is termed packed-decimal format, and is illustrated below.

\section*{Packed-Decimal Format}

All fields defined as numeric are stcred by RPG in packed-decimal format. Normally, the conversicn tc packed format is performed by fPG after the data has keen read in; kut, if "Packed" is specified in the input specifications for the field, the packing routine is kypassed, the data then keing assumed already to be in packed format. Core storage in packed format can be portrayed as follous:

\section*{If the number of digit positions in the field is odd --}


If the number of digit positions in the field is even --


The maximum size for a numeric field is 8 bytes (i.e., 15 digits and sign).

Diait positions (i.e., all kut the loworder half-ryte) must not contain bits 1010 through 1111 (i.e., hexadecimal A-F) if the field is to be used in arithmetic, CCMP (compare), cr edit (including ZeroSuppress) operations. These operations are based on decimal arithmetic; therefore, the digit values must lie within the decimal range (0-9).

Data Input and/or Cutput in Packed Format
Reasons and the frcfer specifications for reading numeric data into or out of the System in packed form were given under Input Specifications (Packed--col. 43) and under Cutput-Format Specifications (Packed Field--col. 44), together with formulas for equating field lengths in packed and unpacked formats.

Figure D2 gives scme examples of numbers, the format in which they are stored in the processor, and the corresponding card punch-combinations if packed format is specified for input from or output to cards. Reference tc Fiqure Dq (EBCDIC table) will clarify the examples.
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline NUMBER & \multicolumn{8}{|c|}{STORED IN CORE AS
(Expressed in Hexadecimal Notation)} & \multicolumn{8}{|c|}{CORRESPONDING PUNCHES IN CARD COLUMNS IF PACKED FORMAT IS SPECIFIED} \\
\hline Max. \(=15\) digits & \begin{tabular}{l}
\(\frac{1}{9}\) \\
 \\
Byte
\end{tabular} &  & \begin{tabular}{l}
\(\frac{1}{9}\) \\
눙
曾 \\
Byte
\end{tabular} & \begin{tabular}{l}
\(\stackrel{+}{4}\) \\
 \\
Byte
\end{tabular} & \begin{tabular}{l}
\(\frac{1}{9}\) \\
 \\
Byte
\end{tabular} &  &  &  & & . .... ... & . .... & & & & . . . & \\
\hline 1234 & & & & & & 01 & 23 & 45 & & & & & & 12/9/1 & 0/9/3 & 12/8/7 \\
\hline +1234 & & & & & & 01 & 23 & 4 C & & & & & & 12/9/1 & 0/9/3 & 12/8/4 \\
\hline -1234 & & & & & & 01 & 23 & 40 & & & & & & 12/9/1 & 0/9/3 & 12/8/5 \\
\hline 97531 & & & & & & 97 & 53 & IF & & & & & & 12/11/7 & 12/11/9/3 & 11/9/8/7 \\
\hline +97531 & & & & & & 97 & 53 & IC & & & & & & 12/11/7 & 12/11/9/3 & 11/9/8/4 \\
\hline -97531 & & & & & & 97 & 53 & 1D & & & & & & 12/11/7 & 12/11/9/3 & 11/9/8/5 \\
\hline 29486670 & & & & 02 & 94 & 86 & 67 & OF & & & & 12/9/2 & 12/11/4 & 12/0/6 & 11/0/9/7 & 12/9/8/7 \\
\hline +29486670 & & & & 02 & 94 & 86 & 67 & \(0 \times\) & & & & 12/9/2 & 12/11/4 & 12/0/6 & 11/0/9/7 & 12/9/8/4 \\
\hline 572768911504329 & 57 & 27 & 68 & 91 & 15 & 04 & 32 & 9 & 12/11/9/7 & 0/9/7 & 11/0/9/8 & 12/11/1 & 11/9/5 & 12/9/4 & \(9 / 2\) & 12/11/8/7 \\
\hline -572758911504329 & 57 & 27 & 68 & 91 & 15 & 04 & 32 & 90 & 12/11/9/7 & 0/9/7 & 11/0/9/8 & 12/11/1 & 11/9/5 & 12/9/4 & \(9 / 2\) & 12/11/8/5 \\
\hline +57276891150432 & 05 & 72 & 76 & 89 & 11 & 50 & 43 & 2 C & 12/9/5 & 12/11/0/9/2 & 12/11/0/9/6 & 12/0/9 & 11/9/1 & 12 & 12/0/9/3 & 0/9/8/4 \\
\hline -57276891150432 & 05 & 72 & 76 & 89 & 11 & 50 & 43 & 2D & 12/9/5 & 12/11/0/9/2 & 12/11/0/9/6 & 12/0/9 & 11/9/1 & 12 & 12/0/9/3 & 0/9/8/5 \\
\hline
\end{tabular}

Fioure D2.Examfles of Packed-Decimal Data in Core and Cards

TIPS PCR NINIMIZING CORE-STCRAGE

\section*{REQUIREMENTS}

These are generalized suggestions: not every on \(\in\) necessarily holds true under all combinaticns of conditicns, nor are they always practicable because cf cther factors involved. (Refer also tc Storage Reguirements. Afpendix A.)
1. (a) If all pertinent input fields in \(s \in v \in r a l\) card types are in the same columns, and the format (e.g.., alphameric, cr numeric and number cf decimal places) ccrrespcnds tetween the types, define all such cards as cne type.
(b) If the majcrity of the input fields are identical, use OR lines and Field-Record Relation entries rather than ccmpletely separate file identificaticns.
2. (a) Use the same field name for different input fields in different card types when field size and format (alphameric, cr numeric and number of decimal flaces) are identical, if the data need not be freserved frcm cne card type tc the cther.
(b) Use the same field name repeatedly in calculaticns as result field for various different items whenever the result need nc longer \(k \in\) retained; i.e., emplcy cne work field in several calculaticns. (SEe CSTEXT in Figure 68--Farts II and III.)
3. (a) Use the minimum number of RecordIdentificaticn Ccdes to identify a card type.
(b) Use C for record-identification code in freference tc D cr \(Z\).
4. When there are several card types fer input (or combined) file, twc control levels (say, L1 and I2) usually take less core than one sflit level.
5. Emflcying Matching-Fields specificaticns sclely for purfcses of sequencechecking a sinqle file cn cne or two fields requires more core than sequence checking by comparing (CCMF) in the calculation specificaticns. Fcr alphameric fields, this is still true for thre \(\epsilon\) fields. (Fiqure 68--Fart I illustrates COMP fCI sequence-checking. Note that the compare data from one card is saved for the next card.)

Sequence-checking by COMP operation also permits detecticn of duplicates (shown in Figure 68--Part I), which is not part of the Matching-Fields sequence-check functicn.

Note: Sequence-checking a single file by CCMP operation, rather than by MatchinqFields entries, also tends to improve thioughput: a Matchinq-Fields specification delays the reading of the next card.
6. Try to keep the source columns for each Ccntrcl-Level or Matching-Fields input field uniform in all card types.
7. Use Field Indicators in input specificaticns in preference to COMP operation in calculations.
8. (a) Where feasikle, group together calculation specifications conditioned by the same indicators (cols. 7-17). (In this context, "same" also implies identical status criterion for an indicator: either on or Not on in all lines.)
and
(b) When successive specifications lines are conditioned by the same indicators, specify the indicators in the same order (cols. 9-11, 12-14, 15-17).

When the same indicatcr is assiqned as Resulting Indicator (cols. 54-59) in a specifications line, and as conditioning indicator (cols. 7-17) in that and the next line, there is no core saving if the two lines contain identical conditioning indicators.
9. (a) Try to define the number of decimal places to be unifcrm for all numeric fields or literals used in one arithmetic or compare operation.
(b) For ADD/SUB operations, also try to have fields or literals of equal length.
(c) For comparing (CCME) alphameric fields, try to have fields or literals of equal length.
10. When a number of fields are to be edited for output, define as many of them as possible with the same lenath, and edit them uniformly. This requires storage of only a single edit word.
11. (a) In \(A D D\) and \(S U B\) operations, siqnificant core space is saved when the

Result Field and Factor 1 and/or Factor 2 are the same, frovided the cther Factor is of equal or shcrter length and all three have the same number of decimal flaces.
(b) In Z-ADD and \(Z-S U B\), siqnificant ccre space is saved if the twc fields have the same numker cf decimal places.
(c) In muLT, DIV, and MVR, core sface is saved if no decimal alignment is required.
12. To clear a numeric field tc zerc, use SUB, with field name in Factor \(1=\) Factor 2 = Result Field.
13. To turn indicators on or off (as Resulting Indicators) in calculaticn specifications, based cn whether numeric-field contents are plus, minus, or \(z \in r o\), add a literal zerc rather than comparing with a zero.

Fcr the core savings to be realized:
(a) The Result Field must be the same as one of the twd Factors; and
(b) The literal zerc must te specified with the same number of decimal places as in the cther factor (e.g.. 0.00 or .00).
14. Specify one SETON (or SETOF) with two cr three indicatcrs in preference to separate SETON (or SETOF) for each indicator.
15. Use GOTO to:
(a) Eypass a grcup cf inapplicable calculation specificaticns--rather than conditienifg each by indieators, particularly when several conditioning indicators would ke required therefor. (See illustration in Piqure 68--parts \(I, I I\), and III.)
(b) Utilize the same series of calculation instructicns, applicable under different circumstances at different foints in the calculaticn specifications,--rather than refeating identical, or nearidentical, specifications. (See Square Root illustraticn belcwFiqure El2.)
16. Punch constant data (such as date, for example) into the infut card in edited format--rather than using an edit word in output specificaticns.
17. When testing for specific numeric codes in a field, define the field as alphameric and compare (CCMP) to alphameric literals.

TIPS CN SPECIAL PRCGRAMMING REQUIREMENTS
This section consists of suggestions for satisfying some common, yet non-routine, programming requirements. Most of the hints are presented in the form of illustrative RPG specifications, each preceded by a statement of the problem and followed by a rrief explanation; but some hints lend themselves best to narrative format. (Two examples are included that involve branching to B.A.I. subroutines.) Those tips already included in illustrations in the body of the manual are not repeated here.

An attempt has been made to group the pointers by the type of specifications with which the problem is most closely associated.

\section*{Input-oriented Pointers}

Group Indication on "Run-In"
Problem: At the beginning of the deck, a Control-Level L-indicator does not turn on until detail-calculation time for the first card of a type for which control Level is specified and which is not zero (if alphameric field), or not blank or zero (if numeric field) in the control field.

Figure E 1 illustrates a method for assuring group indication at the beginning of each group, even when the control field in the first such card is blank or zero.

Assumpticn: Control Level 1 was assiqned in the input specifications (cols. 59-60) to the pertinent card type and field.

Explanation: The Il indicator is turned on, by a SETON operaticn, in the detailtime calculations during the first program cycle. This assures that \(I 1\) is on for group indication during detail-time output for the first card. The program itself turns off \(I!\) after each detail-time output. Thereafter, normal Control Level operation turns on \(L 1\) at the end of each control group.

The SETCN instruction also turns on another indicator (say, 90). By conditioning execution of the SETON specification by N90 (cols. 9-11), I 1 is never aqain turned on by the SETON instructicn--only at the beginning cf program execution, when indicator 90 is off.

If desired, additional I-indicators (say, L2) could also be SETON for the first card. Remember, however, that SETON of L2 does not automatically set on L1--both must then be specified.

Checking That Output-Card Fields are Elank Before output

Problem: The user sometimes desires assurance that the card fields into which output will be punched are blank; i.e. were not inadvertently funched in a frior cperation.

\section*{Solution:}
1. Define the file as a ccmbined file.
2. Define the file in the input as well as the cutput specificaticns.
3. Lefine the area to \(\mathrm{b} \in\) cutput-punched as a single continucus alphameric input field (if practical--ctherwise, as several fields).
4. Assign an indicator ( 1 1-99) to Field Indicators, Elank (ccls. 69-70). In the detail-calculaticn sfecificaticns, SETCN H1 or H2 if the indicator assiqned to Blank is nct on. The sys-
teil will halt when the card has been processed; punching can be suppressed by Output Indicator NH1 (or NH2).

\section*{Note:}
1. The approach assumes a read-punch \(I / 0\) device.
2. If the area is broken into several fields, do not assiqn the same indicator to more than one field--otherwise it can \(k \in\) turned on again ky a laterspecified field even if turned off by an earlier one.
3. Punching is assumed to be at detail time, because Field Indicator status is not available until detail time.

Control Levels Initiated by Card Type
Problem A: A Control Level (say, I1) is specified in the normal manner in the input specifications. In addition, a higher level (say 12 ) is to be initiated preceding the processing of a card of a certain type.


Figure E1. Group-Indicaticn, Even when Control Field is Zero in First Card of Deck


Figure E 2. Control Levels Initiated ky Card Type--Regular Control Level Also Specified

Assumpticn: A separate card-type Resultinq Indicator (say, 80) has \(k \in \in\) assiqned to the card type which is tc initiate the higher-level contrcl break.

Fiqure E2 (Parts I and II) shows two of several fossible proaramirg methcds. Part I assumes that the Iq contrcl field also exists in the special \(L 2-1 \in v \in l\) card. Fart II assumes that the special I2-level card contains no cther control field, and it is necessary to prevent the occurrence cf a spuricus \(I 1\) break after it--when the 11 field of the next regular card is corfared with that in the last preceding regular card.

Explanation=-Part I: The first total-time instruction turns cn 12 . I 1 must also be SETON, because lower levels do not automatically turn on when a hiqher one is turned on by SETCN. All L-indicators are turned off by the proaram itself after the next card has been read, and before its control fields are compared.

The specifications must be at total time (L0 in ccls. 7-8, because another Lindicator is not necessarily cn), and must be the first ones at that time so that others are properly conditioned by the status of \(L 1\) and t 2 .

Note: Unless there is a apecial reason for wishing tc utilize L2, the same results can be accomplished ky simply conditioning the operations concerned by indicator 80 itself--remember that totals, toc, can be conditicned ky any indicatcr, and are not dependent on a Ccntrol-Level indicatcr.

Explanation=-Part II: As Part I; tut, in addition, indicator 81 is turned on whenever L2 is turned on. 81 is used tc turn cff 19 next cycle, when it may have been spuriously turned cn by the regular next card fcllcwing the special card; at the same time 8 ! is turned off, so that 11 turned cn ky subsequent (líqitimate) contrcl breaks is not artificially turned off.

Problem_E: A Ccntrcl Level (say, \(\mathrm{L}_{\mathrm{i}}\) ) is to be initiated following the processing cf a card of a particular type (say, identified by card-type Resulting Indicator 8C).

Figure \(\mathrm{F} 2-\)-Part III shcws one of several soluticns.

Explanation=-Part III: [uring detail-time processing of a card of the relevant type (indicatcr 80), ancther indicatcr (say, 90) is SETON (see second line). Indicator 90 is then on at the beginning of processing of the \(n \in x t\) card (total time) and until SETOF at detail time of the next cycle (see first specifications line). As the first total-time calculation specificaticn (see third line), L 1 is SETCN if 90 is cn--thus: L1 is turned on at the beginning of prccessing for the card fcllowing a type-80 card; it remains on until turned off by the frogram itself after the card has been ccmpletely frccessed.

Note: If the purfose is merely to calculat \(\in\) or output totals fcllowing a card of a particular type-not tc utilize data from, or punch intc, the next card in some selective manner--none of the sfecial calculation specifications shown in part III are necessary.

The indicator (80) of the card that is to be followed by the special cferaticrs is cn throuqhout its frocessing. Tctals can be calculated or output at detail time as
well as at total time. The simplest solution then is to specify all such calculations and/or output as the last detail-time calculations and output, respectively--conditioned \(5 y\) indicator 80. Detail-time operaticns on the data in the type- 80 card have then been completed before the operations that are to follow a card-type 80. (See also Fiqure E5 for another approach.)

Problem_C: No Control Level is specified in cols. 59-60 of the input
specifications; but Control Ievel 11 is to turn cn preceding the frocessing of a card of a certain type.

Soluticn (cne of several): Assign Resulting Indicator I in cols. \(19-20\) in the card-type identification specifications for the pertinent card type.

Control On A Signed Field--No Break Between Unsigned and Plus-Signed Cards

Problem: Cccasionally, a Control Level must be assigned to a numeric field that contains pcsitive and neqative values. If the sign is to be ignored, no proklem exists: defining the field as numeric strips the zones frcm control. If the sian must be considered, and positive fields are never or always signed (12-cverpunch), no problem exists either: defining the field as alphameric retains all zones for contrcl. (It is assumed that neqative values contain an 11-overpunch in the low-order position.)

It is, however, possible that positive values in some cards are signed (12-overpunch), and cthers are not. This situation may arise, for instance, if some cards were created as unedited output in a previous model 20 operation, while others were keypunched.

Figure E3 shows how it is possible to control on such a field, distinguishing between positive and negative values--yet not breaking control between identical positive values, scme of which are 12-overpunched in the sign position while others are not.


Figure E3. Control on a Signed Field, No-Zone and 12 -Zone Combined

Explanation: Cards with a negative value in the field (11-punch in col. 10) are assigned a different card-type Resulting Indicator (11) from those that are not negative (no 11-punch in col. 10
--indicator 12). No distinction is made between the non-neqative cards with and without a 12 -overpunch in the low-order position: thus, indicator \(\$ 2\) represents all positive-value cards.

The field (cols. 5-10) is defined as numeric, and a Control-Level indicator (L1) is assigned in the normal manner (cols. 59-60 of the input specifications). This provides normal control on the absolute numeric value in the field, ignoring sign: if the absolute value differs in two successive cards, Li turns on before total-calculation time.

The calculation specifications shown are irrelevant when Ll has already been turned on by a change in absolute value; but they do not interfere, because they do not cause Li to turn off. However, if L is not on--i.e., the absolute value did not change from the previous card--they cause \(L 1\) to turn on if the sign of the value changed:

The last line causes indicator 2 to turn on if the value is negative. On the next program cycle, L! is turned on if either (1) the value is negative (indicator 11) and that in the previous card was not (21 not on)--see the first line--or (2) the value is not negative (indicator \({ }^{2}\) ) but that in the previous card was negative (21 on)--see the second line. The third line merely turns off indicator 21 so that it does
not remain on followiñ a cara with a positive value.

In order to condition cther total-time operations properly kased cn the status of [1, these specifications must be the first cnes at tctal time. Since, \(k y\) definition of the proklem, these specifications are significant only when L 1 is not already on, Lo is required in cols. 7-8 to define them as pertaining to total time.

Ncte that Field Indicatcrs or Ccmpare on the field contents--instead of or lines and card-type Resulting Indicators--could not be used, kecause that infcrmation from the new card is not available at total time (see Figure 6, RPG Program Logic).

Note: See also Altered collating Seguence, Appendix \(D\), for combining C-zone and F-zone characters for Matching Fields cperaticns cn alphameric field.

Indexing--Analyzing and Forming Fílds Position-ty-Positicn

Problem: A card type contains a variakle number of fields of variakle length, ard these ficlds are to ke printed separately.

A common application invclves name-and-address cards in which the user has not assigned a field of fixed length to each porticn (name, street address, city-state), and the number of fields (data print lines) is allowed tc vary (usually from two tc four).

Figure E 4 (Part I) shcws RPG calculation specificaticns that cffer cne solution (in conjunction with appropriate input and cutput sfecifications). Fart II of Figure E4 suqgests a method of eliminating unnecessary frint cycles when the card contains less than four fields.

\section*{Assumxticns:}
9. Each name-and-address card contains one to four name-and-address fields.
2. Fach field allows for 1 -18 pcsiticns of data.
3. The last data character in each utilized field is follcwed by a special symbcl ( \(\$\) was arbitrarily chosen).
4. The last field used is fcllowed ky two \(\ddagger\) symbcls.
5. The grcur of fields is defined in the infut specifications as a sinqle 77-pcsition alfhameric field, named

SCURCE \((4 \times 18=72 \div 5\) possiblc \(\$\) symbols = 77).

Solution: Fiqure E4--Part I--should be studied line by line, and the operation simulated on a piece of paper. Basically, a source field is shifted left one position at a time, repeatedly (lines 18 and 05), until it is exhausted (indicator 80 on). Each time, the leftmost position is examined tc see whether the \(\$\) symbol, terminating a field, has been reached (line 09). A test is also made for two \(\$\) symbols in succession, signalling the end of data (lines 06, 07, 09, and \(\overline{0} 0\) ). The characters (line 08) up to a dcllar symbol are assembled, one at a time, in the field RESULT (lines 13,15 , and 16).

The shifting is accomplished by movinq between a work field (work 1) and the SOURCE field (lines 11 and 12), and between WORK2 and RESUIT (lines 15 and 16 ). The work fields differ in lenqth by one position from the ccrresponding SOURCE and RESULT fields which, in conjunction with appropriate use of MOVE and MOVEI operations, accomplishes the desired end.

Stepping the data tc the left in the RESUIT field is continued even when the data field contained less than 18 positions, so that the output will be left-aligned (lines 17-19, and 14). For this reason, a counter (CHRCTR = character counter) is initialized at 18 for each field, and decremented for each shift (lines 03, 04, 17, and 30). If the data is to be right-justified in the output field, the specifications lines preceded with asterisks should be omitted.

Four output fields (PRINT1, 2, 3, and 4 --see lines 21, 23,25 , and 27) are set up to receive the data which has been assembled in the field named RESULT from the respective portions of the consolidated input field (SOURCE). A counter (FLDCTR = field counter) keeps track cf which data field in the consolidated field SOURCE is being processed; it is reset to zero at the beqinning cf the entire operation, so that it is always cleared when processing of the next name-and-address card starts. (See line 29, and lines 01 and \(02--w \in\) have assumed that the user specified GOTO START at the appropriate foint in the calculation specificaticns for a name-and-address card, and branches around this section on other card types.) The COMP operations in lines \(20,22,24\), and 26 determine, based on the contents of FLDCTR, to which of the four output fields the data in the field RESULT belongs.


Figure E 4 (Part \(I\) of \(I \mathrm{I}\). Indexing: Analyzing and Forming Fields position by position, Calculaticn Specifications


Figure \(E 4\) (Part II of II). Indexing: Analyzing and Forming Fields Position by Position, output-Format Specifications

Because no more than four fields are permitted, H1 (line 26) is turned on (to halt the system), if the field-counter value exceeds 3. (3--not 4 --is the criterion, because we start with 0 , and do not increment until the first field has been processed--see line 29.) When the two successive \(\$\) symbols are encountered at the end of an earlier field (i.e., less than four fields appear in the card), the entry in line 10 prevents further processing.

The field RESULT must be blanked (line 28) after the processing of each field of a card: because only eight blanks can be moved as a literal, an 18 -position blank alphameric field (BLNK) is set up for the purpose (line 32). (See explanation below: Clearing an Alphameric Field.)

Unnecessary print cycles can be prevented, as shown in part II, when there are less than four fields, because the indicator-setting operations in lines 20 , 22, 24 , and 26 were so designed that the indicator (85, 86, 87, or 88) on at output time represents the number of fields in the card, the other three indicators being of \(f\). Forms advance after the last name-and-address line should then be specified as skip/Before in the first output line that follows, because of variable execution of preceding lines. (If unnecessary print cycles are suppressed, as shown in Part II, Blank-After need not be
specified and the conditioning indicators in cols. 10-11 of lines 21, 23, 25, and 27 are not required.)

Note: The technique can also be adapted to translating certain characters in a field to others.

\section*{Calculations-oriented pointers}

Clearing an Alphameric Field
Problem: It may be necessary to clear (i.e., blank) an alphameric field by a method other than a Blank-After instruction in the output specifications.

Solution I--field no larger than eicht positions: Specify an alphameric literal of "blank" in Factor 2, and MOVE this literal to the pertinent field (specified as Result Field).

Solution-II--field larger than eight positions: Fith the RLABL
pseudo-operation, define a new alphameric field of the desired length; the field will be blank. MOVE this field to the relevaut field to be blanked (specified as Result Field in the MOVE operation).

Fiqure E4--Part I illustrates the method--see lines 32 and 28. (Note that RLABL field names must not exceed four characters.)


Fiqure E5. Total-Time Calculaticns Eased on Type of Last preceding Card

Card-Type Resulting Indicator During Total-Time Calculaticns

Durinq detail-time calculaticns, the status of card-type Resulting Indicatcrs reflects the card type being processed. During total time, the indicator for the next card--whcse data is not yet available to RPG--is \(c n\), and that representing the just processed card is off (unless koth cards are of the same type); thus, total-time calculations can very easily be tased cn the type of card that follows ([0 can te
 indicators L1-T9 are desired as a condition).

Problem: Calculaticns at total time are to ke conditicned ky the type of the last preceding card.

Fiqure E5 shows a simple solution. We have assumed that the criterion card type was assigned indicator 10 in the input specifications.

Explanation: An indicator (say, 20) is SETCN at any point during detail-time calculations, when the particular card type (indicator 10) is being frocessed. That indicator is then used at total time in conjunction with any L -indicator ( \(\mathrm{Lx}=\) f0-L9, as desired). It must be SETOF aqain, either by the end cf total time, or
 the basis of indicator 10 --otherwise it would remain on even when card type 10 did not precede total time. If SETCF during total time, I 0 must ke in cols. 7-8, because other I indicators may not be on for every program cycle.


Figure EG. AND and \(C R\) Iines in Calculation Specifications

\section*{\(A N D\) and \(C R\) Lines in Calculation} Specifications

Figure \(E 6-\) Part \(I\) presents a technique for conditioning a calculaticn by more than
three indicators in an AND relaticnshif.
Part II of Figure E6 shows three
alternatives for establishing \(C R\)
relationships.
Explanations: The illustrations are largely self-explanatory. It is impcrtant to rememter that (with certain excepticns, like \(L\)-indicators) indicatcrs that are SETON remain on unless turned off by SETOF or as Resulting or Field Indicatcr.

Part I: When three indicator conditicns are satisfied, a fourth is SETCN. This is then used in conjunction with further indicators to condition execution of other
specifications. Each additional "and" line, using this approach, permits adding two more indicators to the AND relationshif.

Part II(a): The same spcifications are executed when the indicatcr conditions in either line are satisfied.

Part II(b): The same indicator (90) is SETCN when the indicator conditions in either line are satisfied. Execution of the calculation operations is then based on the status of that indicator (90).

Part II (c): The program branches to the same routine when the indicator conditions in either line are satisfied.


Fiqure E7. \(\operatorname{Eistinquishing~12-,~11-,~0-,~No-Zone,~and~} t\) in Input Fields

Distinguishing Zone Punches in Input Fields
Problem: Alphabetic codes are sometimes structured sc that the so-called unit-reccrd zone punches (12 = A-I, 11 = \(J-R, 0=S-Z\) ) represent greups. TESTZ frovides for convenient determination of 12- and 11 -punches in the high-order or sole position cf alphameric fields; tut it does not distinguish between 0 and the remaining (nct 12 - or 11-) zone funches (i.e., it lumps all bexadecimal codes cther than 50, C, 60, cr D as "nc zone").

Fiqure E 7 shows hcw to test a single-fcsition alphameric input field (named CG日F) for 1z-zone, f1-zene; 0-zene, no zone funch (diqits 0-9), or klank. We
have made the assumption that the code consists only of \(A-Z, 0-9\), and blank. The COMP-operation technique can, of course, be applied to identifying characters within any EECDIC range (fcr example, all of hexadecimal zone \(E\) ).

Explanation: Indicator 12 will be on for \(A-I\) (or any character with hexadecimal 50 or zone \(C\) ) ; indicator 11 is on for \(J-R\) (or any character with hexadecimal 60 or zone D) ; indicator 10 is on for letters \(S-Z\); and indicator 99 is on when the column is blank. No zone (i.e., diqits 0-9) is represented by 90 N 10 N99.


Figure E8. Absclute Compare, Sign Reversal, and Sign Removal

Absolute Numeric Ccmpare--Including Illustraticn of Sign Reversal and Sign Removal

Prcblem: A Compare (CCME) operation fcr numeric fields is always algebraic; i.e., the sign in the low-crder fositicn of the field is taken into consideration. For example: -8 is smaller than (t) 1.

Figure \(\ddagger 8\)--Part \(I\) presents a methcd for comparing the absclute value (iqnoring the sign) in a field to a constant, without changing the sign in the original field itself. Two of several alternate techniques are shown in parts II and III--this time on the assumpticn that the siqn in the field need not \(k \in f r e s e r v \in d\).

ASSumpticns: FIELD1, FIELL2, and FIELC3 refresent numeric data fields; CCMFLD is a new field created so as not to disturt the sign in a data field.

Fxplanaticns: Part \(I:\) As the data field (FIELD1) is transferred tc a work field (COMFLD), it is tested for siqn. If negative, the sign is reversed, so that comparison is always with a positive value.

The seccnd line, incidentally, illustrates the simplest method for reversing the siqn in a field.

PaIt II: The zone cif the digit 5
(hexadecimal zane F--see FECDIC
takle)--єquivalєnt tc "nc sign"--reflaces
any other zone in the low-order position of FIELD3. Any cther character in the EBCDIC-table column labelled \(F\) would do as well as a 5.

This illustrates a simple technique for removing a siqn. (See also Fiqure E19 for removal of cnly a plus siqn.)

Part III: The first line is assumed to represent any normal arithmetic operation. Advantage is taken cf an operation that has to be performed anyway to ascertain the sign in the pertinent field. If negative, the siqn is reversed by the \(Z-S U B\) operation.

The examples in Parts II and III sacrifice the original sign in the field.

In all three examples, the literal could have keen specified simply as 1250 instead of a 1250.00 . However, the format employed minimizes the core requirenents for the operation \(k y\) obviating decimal alignment (see Storage Requirements. Appendix A and Tips cn Minimizing Core-Storage Requirements, in this appendix).

\section*{Arithmetic Cverflow}

Problem: During object-program execution, no indication is given when an arithmetic result exceeds the capacity of the Result Field: the excess high-order fositions are lost.


Figure E9. Testing for Arithmetic Overflow

Fiqure \(E 9\) illustrates a method for recognizing such cases, when the Result-Field length is less than 15 positions.

Explanaticn: A work field (AOWORK = arithmetic overficw work field) is set up, long enough to accommodate the largest result that could cccur in any arithmetic operation that is to ke checked for overflow and larqer than the fields ultimately destined to receive the results of the pertinent operations. The same work field can \(k \in\) used each time, frovided the number of decimal flaces required is uniferil. Two cperations employing the same work field are shown in Figure E9. (NH1 is a conditioning indicator in the second example; otherwise, a correct seccnd result wculd turn off H 1 even if the first result cverflowed.)

The result of the arithmetic operation is moved, right-aligned, tc the ultimate Result Field (PRODCT or FINAL), and then subtracted back into the wcrk field. If the result of this operation is not zero, overflow has occurred.

The wcrk field must be large encugh to contain a significant digit in the overflow portion the excess length, to the left, keyond the ultimate result fields), \(\in \in \in n\) when part of the overflow fortion could
contain zerc--for example: initial result of operation \(=10045678\). If the ultimate result field contains (say) six positions, overflow will not \(t \in d \in t e c t e d\) unless the work field (containing the initial result) allows for at least eight positions-because the result happens to be 0 in the seventh position.

Function Table Containing Several Functions per Field
problem: In a table look-up operation, it is sometimes desired to lccate more than one functicn per afqument.

Solution: Place the several functions for one arqument next to each other so as to form cne continuous field. In the file extension specifications and the LCKUP operation, treat the multifle function fields as a single field of a size that exactly accommodates the several functions. After the LCKUP operation, separate the individual functions by MOVE and MOVEL operations.

Note: If the functions are numeric, all subfunctions for one function field should have the same siqn--which should only be punched in the table-input cards in the low-crder fcsition of the rightmost subfield.
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MOVEL- FUNC \#1

Figure elo. Multiple Functions frcm a Single LOKUP Operation

Figure El0--Part I illustrates the specifications to handle three functicns for cne argument, and Part II graphically fortrays the Move cFeraticns.

Assumpticns: 15-pcsition functicn field, defined appropriately fand, in this example, as alphameric) in the fileextensicn specifications. It consists of three functions--from left to right: FUNC\#1 (4 positions), FUNC\#2 (6 positicns), and FUNC\#3 (5 fositicns).

Convertirg Units to Dozens
Problem: Input guantities are expressed in units; but output is to be expressed in dozens, and units less than a dozen.

Figure Ell shows two simple conversion routines.

Assumptions: UNITS field has been defined elsewhere, às numeric with 0 Decimal
Positions.

Figure E11. Ccnverting Units to Dczens


Fiọure E12. Square Root

Explanation=-Option I: As long as 12 can be suttracted frcm UNITS without the ccntents of the field unIIS turning neqative, 1 is added tc Dozens. The rcutine is refeated as long as the contents of UNITS is greater than zero after 12 has been subtracted. The last specificaticns line provides fcr restcring the UNIIS value to what it was before subtracticn cf 12 caused it to turn neqative.

Note: Indicator 92 (seccnd and fourth lines) may \(k \in\) removed: this saves scme core-storaqe space, but causes the froqram to execute one extra circuit thrcugh the loop whenever UNITS happens to be an integral multiple of 12 .

Explanation=-Option \(\frac{1 I}{12}\) : Tre number cf units is divided by 12 and the result is stored in a new field named rozens. Since there are no deciral fcsiticns in dividend, divisor, cr quotient, the remainder also is an integer. The remainder is moved to UNITS by the MVR operaticn, which first sets UNITS tc zero; thus, excess fcsiticns reyond the two-digit size cf the remainder are zero, and no lonqer contain the criginal UNITS value. (Alternatively, a \(n \in w\) field can be assigned for the units less than a dozen, if it is desired to preserve the oriqinal total units.)

\section*{Square Root}

Figure El2 presents one of several simple RPG routines for calculating a square root. The Newton-Raphson successive-approximation formula is applied:
\[
\sqrt{S}=R_{i+1}=.5\left(\frac{S}{R_{i}}+R_{i}\right), \text { where }
\]
```

Ri = successive approximations of square
root, and
$S=$ the square (radicand) of which the square root is to be extracted.

```

Assumptions: Radicand (SQUARE) \(\leq 14\) positions, with o decimal places. As the example is designed, a 7 -position square root is calculated; 8 positions are allowed for intermediate values (field SQROOT), but the high-order position will always be zero in the final result.

The user may change the sizes of the SQUARE and SQROOT fields, and may introduce decimal flaces into the radicand--provided he maintains the proper mathematical and kPG relaticnshifs fcr sizes and decimal places in all the pertinent fields.

Explanation of Fiqure E12: Relating the calculation specifications to the formula should clarify the operation, with these additicnal comments--
1. An extra position (decimal flace) is assiqned to the quotient (fourth line-WRKFID) for greater accuracy; it is then half-adjusted and droffed after the last calculation in the loop (the sixth line).
2. The routine is repeated until twc successive half-adjusted results are identical (see seventh and eigth lines, and indicator 90). Tc permit the comfarison of succesive results, the cld result is stored at CILFCO (see third line).
3. An arbitrary initial value (3000000-first line) has been \(u \leqslant \in d\) for the first apprcximation. Optimally, to minimize the number iterations, the initial value shculd be of the same crder cf magnitude as the ultimate square root. If the magnitude of the radicands is fairly homogeneous, the user should substitute another, mcre appropriate, first-approximation value.

If square roots are to ke extracted for values in a substantial number of cards, the fcllowing is a good technique for minimizing the number of iterations, if cther aspects of the jok do not freclude it:

Cn a sorter, sort the data-card deck into sequence cn the radicand field--at least on the first \(f \in W\) high-order positicns. Initialize SQROCT with an arbitrary vaiue (see first line) only far the first card; for subsequent cards, always enter the routine at SQRRTN. This uses the square roct from the preceding card as tre first approximation. Since the radicand values are in sequence, the previcus square root will te relatively close to the one far the new radicand value, and convergence will be rapid.

Qutput-oriented pointers

Repetitive output

Problem: it is sometimes desired to repeat the same output (forms printing or card punching) a fixed or variable number of times. One common application is the printing of shipping labels.

Figure E13 presents a miethod for printing the same name and address a number of times from a single input card.

\section*{Assumpticns:}
1. The Name-and-Address cards include a field (NUMBER) which contains the number of times the data is to be printed.
2. The data from each card is to be printed at least once, and not more than nine times. (If more than nine times must be allowed for, simply increase the size of the fields NuMBER and CONTRL.)
3. Input consists of a single file comfcsed solely of Name-and-Address cards.
4. No calculation specifications are required, except those that control the output iterations.

Note: If the user's application does not conform to the restrictions in items 3 and 4, above, he must make suitable modifications in the assignment and use of indicators. Caution will be required: the user must bear in mind that (1) in this example, the last output per input card occurs after the next card has \(k \in \in\) n read, and the new card-type Resulting Indicator is on and (2) whenever (in each loop) the proqram advances from total-time output to detailtime calculations, it also passes throuqh overflow output time--thus, if other operations in the job utilize the of indicator, they will occur in each pass through the loop.



- Figure E 13. Repetitive output

Explanations for Figure E1ミ (Figure 6 , RPG Prcqram_Icqic will be a helfful reference): No card-type Resulting Indicator is needed in the infut specificaticns, because there is only one card type. Output need nct be conditioned by an indicator, because (1) it is at total time ( \(T\) in ccl. 15) ; therefore, no spurious output cccurs at detail time befcre the first card has keen read (1p time), and (2) the data is tc be printed \(\in\) very program cycle, except at the beginning before data frcm the first card read is available for output--and, at that time (the first cycle): total time is bypassed ky the froqram.

The first line of the calculaticn specifications provides for a new field (CCNTRL) to which the contents of NUMBER are transferred. This is done only the first time the frogram passes through detail-time calculations on each card (when indicator 90 is off). It is necessary kecause, each time befcre detail calculations are repeated for the same card, the program again transfers the input data tc the frocess area: thus, the same data frcm col. 1 is repeatedly flaced into the location for the field NUMBER. Tc control the number cf iterations, a separate field is therefore needed.

In each pass through detail calculations, 1 is subtracted (second line) from the contrclling number. As long as the result is qreater than \(z \in r c\) (indicator 90
on) the proqram branches (from the thira line) to total-time calculation. When the contents of contri are no longer greater than zerc, the program follcws its normal sequence: detail time is followed by the reading of a new card, which is in turn followed by total-time calculation and output.

It will be noted that indicator 90 turns off when the data has been printed once less than desired. However, after detail time has been completed, and the next card read, total-time calculations and output follow. The total-time output at that time is based on the data from the previous card, because the \(n \in w\) input data is not transferred to the process area until just prior to detail time: thus, this output cycle supplies the data for the last time for each card. No spurious output is created after the first card has been read --whose data is not yet available at the first tctal-time output of that program cycle--because total time is bypassed at the beginning of proqram extcution; however, when branching from detail time to total time, total-time operations are executed.

Note: During program generation, a cautionary message--"GCTO and TAG are not in the same calculation time"--will be printed. Since the branching from detail time to total time is intentional, the message should be ignored.


Figure E\{4. Page Totals

\section*{Page Totals}

Froblem: Scmetimes it is desired to list values and--when the forms-overflow point (channel 12) is reached--to print a total of the listed values at the kottcm of the fage befcre forms advance to the next page, although a contrcl break may not have cccurred.

Figure el4 presents twc solutions: only the calculation \(s p \in c i f i c a t i c n s\) differ between the two. option \(I\) cumulates the individual values directly intc the three
total fields (page total, contrcl qroup total, and final total), whereas option II employs total transfer from one total to the next hiqher. Option II uses more instructions and core-storaqe space, but minimizes the amount of calculation time.

\section*{Assumptions for this example:}
1. The contents of an input field named value are to be listed at detail time.
2. Totals of VAIUE are desired at the bottom cf each paqe, at the end of each

Contiol-Ievel-i gioúf, aña at the eña cf the report.
3. Carriage tape channel 4 serves for the fage-total lccation.
4. When there is a control break, a page total is to te forced, fcllowed ty the Contrcl-Ievel total.

Explanations for Fiqure E14--calculaticn specifications: Ofticn I shows straightforward addition of the individual values to the trree totals; opticn II acccmplishes the same \(b y\) total transfer to proqressively higher-level totals. Noteworthy in cption
1. The second line provides for transfer--at total time--of the fage total (PGETOT) to the control-Ievel total (CTRGRP), Frovided the overflow foint had been reached (OF on) during the freceding detail-time printing.
2. The third line accomplishes the same as the second whenever a contrcl break cccurs at a point on the page cther than the overflow foint. This is necessary so that the control-grcup total includes the values frcm a Eage that is cnly partially filled (OF not cn) when a contrcl break occurs.

Output-fcrmat specificaticns: The first two lines sfecify printing at detail time for each card, except that cutput is sup-
pressed (Nip) before the first card has been read.

The third, fourth, and fifth lines provide for the printing of page totals, clearing the page total (B in col. 39) each time in anticipation of accumulation for the next page. When the overflow point coincides with a control break, the output must ke performed at total-output time-not at overflow-output time; otherwise, the page total would be printed under the contrcl-group total (see next two specifications lines) , and not at all if LR is on--because overflow-time occurs later than total-cutput time. NL! is specified with OF in output Indicators so that the output does not occur at overflow time, but at total-output time (I 1 in CR line). Also, if a contrcl break has occurred, the form should not be advanced to a new page until the contrcl-group total has also been printed cn the old fage: therefore, the different forms-control specifications in the main and OR lines.

The sixth and seventh lines provide for the contrcl-group total beneath the page total, and for clearing of the controlgroup field so that the next group's total can be accumulated. The form is advanced to the top of a new page after printing of a group total.

The last two lines contain normal specifications for printing the grand total.


Figure E15. Delayed Forms Cverflow

\section*{Delayed Fcrms Overflow}

Problem: Forms overflow ncrmally cccurs after tctal-output time in the same frcgram cycle in which the overflow point was reached. However, with small contrcl groups, it may be desired always tc comflete the listing of cards of one grcup on the same page.

Figure E15 presents twc techniques for delayino forms overflow until a ccntrol
break has cccurred at or beyond a carriaqetape channel-12 punch. option \(I\) is based Qn a single channel-12 punch. option II is based on succesive punches in channel 12 from the earliest desired overflow point through the last possible point--assuming that a group total might have been printed three lines above the first channel-12 punch.

\section*{Assumpticns:}
1. One cr more fields are listed at \(đ \in t a i I\) time.
2. A group total is tio ke printed at total time at the end cf each contrcl grcup-Control Level Li has been assigned to some control field in the infut specifications.
3. Forms overflcw is desired only after a contrci-group total i.e., a group is not tc be split tetween two pages)-and cnly provided a funch in channel 12 has \(k \in \in n\) sensed.
4. The (first) channel-12 punch is hiqh enough to allow space on the same fage for frinting the largest possible control group \((+4\) lines, because of the specific Space/Before and Space/After instructions in this example).
5. For cption II, channel 12 is punched for every line from the first cuerflow line (as explained in 4, above) through the last possible print line on the page.
6. Channel-1 punch represents the tcf of a page.

Explanaticns for Orticn I: The first line in the calculaticn specifications presents the normal manner of summing an amount field for contrcl-qrcup total; in addition, an indicator (90) is turned on whenever the total field (SUMANY) is zero (90 is used in the cutput specificaticns). The second line causes an indicator (99) to ke set on at detail-calculation time, if the overflow indicator turned on after the preceding detail-time or total-time output--99 serves to "remember" that the overflow point has keen passed. The third line causes 99 to te turned cff during detail-time calculations for the first card cf a contrcl qroup because, if the cverflow point had been reached kefore or during the preceding total-outfut time, the fcrm was advanced to a new page (see cutput).

The first two lines of the cutput-format specifications take care of normal detail frinting; lines 03-05 contrcl the output of the L ) qroup total (preceded by an extra space), and forms overflow, as follows:
1. Iine 03 causes frinting at tctal time if crannel 12 had not been passed during detail-time cutput--in the same (indicatcr OF) cr a previous (indicator 99) frogram cycle. The form is advanced 3 spaces--but not tc a new page--after the total is printed.
2. Line 04 causes printing at total time-followed by forms advance to the next page--if the overflow point had been passed during a previous proqram cycle (indicator 99).
3. Line 05 provides for printing at overflow-output time--followed by forms advance to the next paqe (forms control frcm the previous specifications line applies)--if the overflow point was passed during detail-time or total-time output of the same program cycle (indicator OF).

This takes care of the situaticn where of turned on after listing of the last card of the group.

It is also possible that of turned on cnly as a result of printing the group total on the basis of the specificaticns in line 03--the output is then performed twice: first at totaloutput time (per line 03), and aqain at cverflcw-cutput time (per line 05). In such case, the second output to the file must be performed, in order to get the forms advance to channel 1. However, as the field SUMANY is transferred to the output-storage area, it is reset tc zercs ( \(B\) in col. 39): this turns on indicator 90 (see first line of calculation specifications), and output from the field is suppressed (N90). (Note that this method assumes that the L1-level data total cannot be zero. If Zero Suppress, or an edit word that does not preserve . 00 for an all-zero field, were used, output for the field need not be suppressed since nothing would then be printed when the field contents are zero--see option II.)

Explanations for option II: The calculation specifications consist only of the normal entries for summing an amount field. The first two lines (lines 08 and 09) of the output-format specifications take care of normal detail printing. Lines 10 and 11 control the output of the \(L 1\) group total (preceded by an extra space), and forms overflow, as follows:
1. Line 10 causes printing at total time if a channel-12 punch has not been previously sensed. The form is advanced 3 spaces--but not to a new page--after the total is printed.
2. Line 11 provides fcr frinting at overflow output time--followed by forms advance to the next page--if a channel12 punch was passed during output in the same program cycle. Since channel 12 is repeatedly punched, the initial overflow point could have been passed
in a prior cycle when there was no contrcl kreak.

Ncte that--if the first channel-12 funch is sensed at the line on which the I 1 NOF tctal ( \(s p \in c\). line 10) is printed at total-output time--the cutfut will be refeated at cverflow-crtput time, because \(O F\) is \(t h \in n\) on for the first time. The output to the file must be ferformed in such case in crder to \(g \in t\) forms advance tc the next page. The field SUMANY is reset to zero after the first output ( \(B\) in col. 39); nothing will be frinted the second time, because Zero Supfress (Z in ccl. 38) eliminates the entire field contents (zercs).

Overflow Forms Advance Before Totals

Problem: Normally, totals are printed on the same page as the last detail data, ever if the overflow point (channel-12 punch) was passed during detail-time output of that program cycle. This is so because overflow time, or automatic forms advance to channel 1, occurs after total-time output.

Figure E 16 shows how to advance the form to the next page befcre the printing of totals, if the overflow point was passed during detail-time output in the same proqram cycle.


Figure E16. Forms Overflcw Befcre Tctals

Expianditonsj output specifications in lines 01-03 are normal for detail printing when there is only one card type.

If overflow was siqnalled at detailoutput time, indicatcr 95 is SETON at total-calculation time--prcvided there is also an I 1 contrcl break. (95 is SETCF each detail-calculation time sc as nct to affect cutput in subsequent cycles.)
output-specifications line 04 frovides for total-time output when there is a control break ( 1.1 on), but the cverflcw pcint had not teen passed during detail-time outfut ( 95 is off). The fcrm is advanced 3 spaces after the total is printed.

Line CE provides for total-time output when botk a contrcl kreak and an overflcw signal have cccurred--the cnly conditicn under which indicator 95 is cn. This cutfut is freceded by forms skifping 01 in cols. 19-20): thus, a total that was preceded ky an overflow sianal at detailcutput time is frinted on the next page.

Line 06 provides for output--preceded by forms skiffing tc the next fage, but without any forms movement after output--to cover these situations:
1. Cverflow is signalled at detail-cutput time, lut no contrcl break fcllows; or
2. Cuerflow is signalled as the I 1 total is printed at tctal-cutput time on the cld faqe (see line 04).

Specifying forms skipfing at cverflcwoutput time under these two conditions is necessary because automatic overflcw fcrms skipfing--which takes flace when of dces not appear in any file-identificaticn line --must be prevented. Ctherwise--after the output specified ky line 05 has taken place on a new page (see skip/Before in line 05) --the form is again autcmatically skipped at overflow time, kecause the cverflow indicator is then still on.

When cutput is performed at overflow time as a result of the execution of the specificaticns in line 06 , cutput frcm the data fields must be suppressed--because either (1) no control break has cccurred, or (2) the total was already printed (ky specs. in line 04 or C5). To accomplish this, output frcm the field(s) is conditioned by NOF (see line 07). During each total-time calculaticn, OF is SETOF (see third calc. spec. line). This permits the cutput from the field to take flace at
total=output time (when or is always off because it was set off), if the output conditions in line 04 or 05 are met. However. output from the field is always suppressed when the specifications in line 06 are executed: the overflow indicator is always turned on by the program itself before overflow-output time, if overflow was siqnalled during the preceding detail- or total-time output--and this supersedes any setting ky a frior calculation instruction. (See \(C_{F}\), OV, under Indicators, in the chapter Frogramming For FFG --General Information.)

\section*{Single-Card Total Elimination}

Problem: It is often desired not to print the lcwest-level total when it would be identical with the guantity or amount listed immediately atove it, because the contrcl grcup consisted of a sinqle card.

Figure E17 presents two methods for accomplishing this. Option I does not, howeve, save the actual total-print operation; whereas option II dees nct qc through the total-print operation at all for a single-card group. While not shown, the techniques can also ke adapted to elimination of higher-level (say, L2) totals that consist of a single lower-level (say, L1) group.

\section*{Assumftions:}
1. An asterisk is to be printed next to the total; when the total is suppressed for a single-card group, the asterisk is to be printed next to the listed value.
2. When the total is eliminated, the same extra spaces as after a total should appear after the single item line.

General explanation: The earliest point at which it is known whether a group consists of only a single card is at total time following the last card's detail time. The calculation and output specifications are based on this fact.

Explanaticn=-Option I: Ncrmal listing at detail time. Space/Before must be used because, when the group consists of a single card, the total identifying asterisk--printed at total time--must be printed next to the listed item: therefore, there must be no fcrms movement until total-time output or the next detail time.



Figure E17. Single-Card Total Elimination

If there is a control break (if onj, output is also performed at total time. The total-identifying asterisk is then printed; but the contents of the total field (SUME) are printed crly if the grcup consisted of more than one card (N82)-ctherwise, the cutput frcm FLDB and SUMB would be identical.

If the group consists cf more than cne card (N82)--i.e., SUMB wil be printed--the form is spaced before the total is printed (otherwise, SUMB data overprints fLDE data); and after; for a single-card orcup (82 on), it is advanced only after printing, so that the asterisk fcr total identificaticn affears next to the FLDB data.

The calculation specifications are routine, except
1. Indicator 82 is turned cn at total time (line 09) when there is a contrcl treak (L. 1 in ccls. 7-8)--prcvided there was also a.contrcl break on the previous card (81 on). (L1 on at detail time turns on 81--line 02.)

Indicators 89 and 82 are set cff (line 01) before these criteria are tested.
2. Because SUMB is not frinted for singlecard groups (see N82 in line 06, output), Blank-After cannct be used in the output specificaticns to clear the field. Therefore, it is cleared tc zero in the calculaticns specifications (linє 03) at the beginning of each contrcl group, before the FIDB data from the first card of the group is added in.

Explanation=-Option_II: Because it is kncwn by total. time whether the last card represented a single-card grcup, it is possible to avoid the output cperation for the total sulf altogether for single-card groups if the listed output from card fields is also performed at total time (the data from the last card is then still available). The seccnd output (line 15) is not performed at all unless the group contained more than cne card (N82).

Fcr multiple-card groups (N82), FLDB is printed (line 12) from each card, and SUMB is printed (see lines 15 and 16) beneath the last FLDE value. For single-card
groups, fide is suppressed (N82, line 12), and SUMB (82, line 13) is substituted at the same point in the cycle; the second output (lines 15-17) is nct performed.

FLIB and SUMB contain the saime value for single-card groups; but this approach permits use of Blank-After ( \(B\) in col. 39) to reset SUMB , since SUMB is always frinted-either via line 13 or line 16 .

The asterisk is printed next to SUME for either multiple- or single-card groups (line 14 or 17).

The spacing instructicns in the or line (line 10) and in the second output fileidentification line (line 15) provide for a unifcrm extra space before the first card of a new group, regardless of whether it follows a multiple- or single-card group.

Because Blank-After can be used in Option II, line 03 in the calculation specifications is not needed.

Note: At total time, the card type Resulting Indicator for the new card is already on. Thus, if the operation in option II differs for various card types--and the user therefore assigns card-type indicators in Output Indicators and in calculation Indicators--he must be careful to preserve appropriate card identification (by setting indicators at detail time in the calculation specifications to reflect the pertinent card type at total time).

Eliminating Excess Control Breaks (MajorMinor Ccntrcl)

Problem: If a deck of cards consists of detail cards with two control fields (assigned level I1 and I.2)--but each L2level group is preceded by a single card of ancther type (say, to print a heading) which contains only the L 2 control field-then a spurious 1 . \(q\) control break may occur between the L2-level heading card and the first detail card that follcws. This wastes printer time, causes spacinq as specified for L 1 output and--if all leading zeros are nct suppressed--causes printing of some zeros and (possibly) symbols (depending on the edit word--see edit word in output specifications for L 1 total in Fiqure E18).


Figure E98. Eliminating Excess Contrcl Breaks

Figure El8 shows how to eliminate the false control treak.

\section*{Assumpticns:}
1. Master cards are assigned card-type Resulting Indicator 01 ; details, indicator 02.
2. I2 contrcl is assiqned tc koth card types; Lq only to details.
Explanaticn: The output-format specifications are normal cnes for the situation described.

The second calculation specification sets on an indicator (50) at total time if an L2 break has cccurred--but only provided the new card is a heading master (to quard against a missing master and cards out of order). Next program cycle (at total time), when the first detail card following the master may have caused an \(L 1\) control break, L1 is turned off. 50 is also turned off, so that subseguent minor control breaks remain valid. Since L 1 has been turned off before total-time output, the L1 output (GRFTCT) is not performed following a master header card.


Figure E19. Preventing 12 -overpunch

\section*{Preventing 12-Overpunch}

Problem: When punching into a card from a non-negative numeric field that was read in with a 12-overpunch in the low-order position, or to which Field Indicators were assigned in the Input Specifications, or which served as Result Field in an arithmetic operation, a 12 -punch will be punched over the digit in the low-order position if no specifications are provided to prevent
this. (See Zone Elimination, under Rules for Forming Edit Words, for a full list of situations that cause a field to become zoned) .

Zero Suppress (Z in col. 38) of the output-format specifications eliminates the 12-overpunch; but it also eliminates any 11-overpunch (minus) and leading zeros, which is usually not acceptable in a card. An edit word, too, removes the 12overpunch; but it also eliminates at least one leading zero, and requires an additional card column for the 1 i-punch for a minus sign.

Figure E19 presents a technique for removing the 12 -overpunch without eliminat-
ing a possible 11-overpunch or any leading zeros.

Explanation: The sign of the pertinent field (AMOUNT) is ascertained; if it is not negative, an \(\mathrm{F}-\mathrm{zone}\) (tantamount to a "nozone") is moved to its low-order position (instead of an 8 , any other character in EBCDIC column F could also be used). This
 program if the result was positive or zero. The example shows use of the cheapest operation (Z-ADD)--in terms of core usage-to test the sign (of course, this extra operation can be obviated by assigning an indicator to Minus, or to plus and Zero, the last time the field serves as Result Field in an arithmetic operation that is required anyway as part of the application).

Punch output is assumed to be without Zero Suppress or edit word.

Note: Figures 43 and \(E 8\) illustrate removal of 12- or 11-overpunch.



Figure E 20 . Editing Pointers

Editing Fointers

Problem 1: An edit word is to \(b \in\) assigned for frintcut, (1) to prevent zoning of the low-crder positicn, and/or (2) to insert characters (symbcls) \(k \in t w \in \in\) digits, \(c r\) to frecede the amount with fixed \(\$\) symbol--but all leading zeros, and constants among them, are to be frinted.

Solution A: Increase the size of the field by one position. Place a zero in the extreme left positicn of the edit-word body so that, when the minimum of one leading zero is suppressed, a field of the correct size--retaining all leading zeros for the oriqinal field size--is printed.

Of course, the size of the field in the cutput-stcrage area is then cne fositicn larger than the original field wculd have keen, even though the high-order position is always tlank. Care must be taken, therefore, tc allow for the greater lenath in End Pcsition in output Record, so as not to overlay two fields. Alternatively, if the extra (blank) fositicn cannot \(t \in\) sfared in the cutput record: Sfecify cutput for the artificially enlarged field ahead cf specifications for the field that is tc appear tc its immediate left in the cutput record; the rightmost rosition of the later-specified output field is then cverlaid over the excess blank leftmost position of the enlarged field--data is transferred to the output area in the seguence in which cutfut specificaticns cccur (except for punch data always being transferred ahead of card-print data for the same card).

Solution_B: Split the ficld by MOVE and MOVEL cperations, then treat it as several fields. Do not use an edit word. Treat symbcls as constants.

Figure E20--Methods A and B--illustrates the two approaches.

\section*{Assumpticns:}
1. Field SCCSEC defined in infut specificaticns as nine digits long--contents are 095140036.
2. Field amCunt defined in infut specificaticns as six digits long, including two decimal flaces--ccntents are 000000 .

Froblem_2: Printinq a twc-digit field (say, consisting of cents coly) so that it is preceded by a decimal foint when there are significant digits in the ficld, but eliminating the frintcut altogether when the field contains only zeros. E.g.: If field contents are 05--print . 05; if field contents are 00--leave output area blank.

Solution: An edit word cannct \(t \in u s \in d\), because a character (symbol) preceding the first digit is never printed (except for a fixed \(\$\) siqn), and because a leading zero wculd ke reflaced by blank. Therefore:
i. Specify the field for output without an edit wcrd;
2. Specify a period (.) as a constant for the preceding print pcsition;
3. Suppress output of the field and the constant when the field contents are zero.

Fiqure E20--Part C --illustrates this approach.

Assumpticn: The two-digit field CENTS was defined in the input specifications, or elsewhere in the calculation specifications, as a numeric field.

Comments on part \(C:\) The first calculation specifications line (Z-ADD, to test for zero is unnecessary if an indicator can be assigned to Zerc ( or to Plus and Minus) in Field Indicators, or in any other arithmetic operation using CENTS as Result Field which may \(k \in\) required for the application (if the contents of CENTS are not cranged thereafter, before output).

The second calculation specification (MLIZO) is necessary because result fields of arithmetic operations (cr, alternatively, fields used with Field Indicators in input specifications) are siqned (hexadecimal \(C\) or D). The output is not to be edited; therefore, the equivalent of the 12-punch or 11 -punch zone must te removed by calculation specifications. (If a minus or CR symbol is to be printed for a neqative amount, it can be assiqned as a constant in the output specifications, and its output controlled by an indicator assianed to Minus in the calculaticn specifications.)

Date cn Same Print Iine as Constant Heading Data

Problem: The date--read from a lead card-is to ke printed on the same line as the report heading, which is specified as a constant. The date cannot be printed during the first detail-output time ( 1 P time) --when constant refcrt headings are usually printed--because the Date lead card has not yet been read at that time.


Figure \(E 21\). Date \(c n\) Same Print Iine as Constant Heading Data
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Figure E2 1 presents two of several available soluticns.

Explanation of option I: If the heading is to be printed after each contrcl break (say, Control Level Il) and at the top of each overflow page, refort heading and date are simply specified as the first printed output at detail-output time for the first card of each contrcl group and at overflowoutput time. This takes care, tco, cf heading the first page (ctherwise dcne at ip time), because Control-Ievel indicators are also on at detail time of the very first card for which Contrcl Levels are designated (see main text for special situaticn when control fields are zerc or blank in first card).

Explanation of option II: This methcd is independent of Control Levels--we have assumed that the form is not skipped to a fresh page after each contrcl break for that there are no control Levels assigned).

The refort beading and date for the first page are printed as the cnly cutput at detail time during prccessing of the Date lead card; they are repeated at the top cf each cverflow page.

Selecting the Iast Card of Each Control Group

The PIACE specificaticn card in the PCU Collate Frogram cffers the simplest method cf selecting the last card of each control group, using the IBM 2560 MFCM attached to the Model 20; an IBM collatcr provides a simple method of accomplisting the same, cffline, without tying up the Model \(2 C\) System.

If it is desired to select the last card of each contrcl group as an incidental to the RPG frccessing of a complete application with the Model 20, this can be achieved by branching to a Basic Assembler Language subroutine.

Figure E22 illustrates the necessary program instructions.

Assumption: The B.A.L. proqram is assembled separately.

\section*{Restrictions:}
1. The file must te in the MFCM.
2. The file must be defined as a combined file.
3. Nc stacker selection--not even to the normal stacker--may be designated in the input or output specifications for the relevant card type.
4. The last card of each qroup must be directed to a non-normal stacker, with the others allowed to enter the normal stacker for the hopper involved.
5. An output operation (punching and/or interpreting) must be performed for the card that is to be selected. (This could be merely the "punching" of a blank constant in col. 1.)
6. Output (punching) must be at detail time.
7. The pertinent field(s) must be punched into all caras of that type; i.e., it is not possible to punch only the last card cf the grouf.

- Figure E22A. Selectinq Last Card cf Each Control Group--Part I


Figure E22B. Selecting Last Card of Each Control Group--part II

Comments_on Figure E22: In the calculation specifications, only line 04 is directly germane to the stacker-selection technique. However, to relate the example to a realistic problem, we have assumed that a detail field (FLDB) is to be summed (line 03), and the sum (SUMFLD) is to be punched.

It is not possible to recognize the last card of a contrcl group in time to control punching into it cnly; therefore, SUMFID is punched into each card of the fertinent type. The total punched is thus a cumulative one: in the first card of the group it equals FLDB; in the last card, it represents the group total. By stackerselecting the last card of each control group, a card deck is formed in the select stacker (say, stacker 2) with each card containing the total of one control grcup.

Blank-After cannot be used, because punching from SUMFLD occurs each detail time--not only at the end of a group. Line 05 of the calculation specifications provides for resetting SUMFLD at the end of each group.

Note: The same principle may be applied to determine stacker selection for a card based on the type of card that follows it.

Exit to the subroutine is then conditioned by the card-type Resulting Indicator for the new (following) card and that of the preceding card. The precedinq card's type is "remembered" by setting an indicator (SETON) during its processing cycle. (remember to SETCF that indicator aqain at an_aperopriate pointl-


Figure E23A. Stacker Selection of Input-File Cards Based on File-Matching and/or Calculation Results--Schematic of Card-Type Input Hoppers and Destination Stackers

Stacker Selection of Input-File Cards Eased on Matching of Files and/or Calculaticn Results

Problem: In some applications, it is necessary to direct input cards to different stackers based cn their matching status (MR on or not on) in a file-fatching operation and/or based on the results cf calculations--yet no output operation (punching or card document-printing) is required for the job. Tc accomplish this with RPG, the file(s) must ke defined as (a) combined file(s) and the pertinent File Identification specifications, including Stacker Select, must be entered.

Figure 223 presents a method, invclving PAL subrcutines, that accomplishes the desired stacker selection while maximizing throughput.

Assumpticn: The bAL routines are assembled separately before generation of the RPG object program.

\section*{Restrictions:}
1. The relevant file(s) must be in the MFCM.
2. The relevant file or files must be defined as input files, and no punching can be performed in cards of such file(s).
3. No document-printing is to ke performed on cards in any file--nct even in a different file from the one involved in the EAI stacker-selection subroutines.

Note: It is permissible to designate stackers for some card types in a file in the input specifications and for other types ky baL subroutine.


- Figure E23B. Stacker Selection cf Input-File Cards Based on File-Matching and/or Calculation Results--File Description and Input Specifications

Comments on Figure E23: Figure E23A shows the stackers to which the different cards are directed by the specifications in Figure E23C; any other arrangement is equally feasible if apprcpriate modifications are made in the
calculaticn-specificaticns entries. Tc minimize the number of BAI subroutines, no stacker-select instructicns are given for cards that are tc enter the normal stackers (card tyfe 0 ; card types 04, MR; and 04, NMR, 10); it is unnecessary (thcugh fermissifle) to specify the normal stackers.

Summary Punchinq Matchinq-Group Totals into Primary Trailer Cards

Problem: Usually, summary punching of totals for groups of matched primary and secondary (and, perhaps, also tertiary) cards is accomplished by first merqing a blank card behind each secondary (or tertiary) group. (The application example Pre-Billing with Inventory Control, Fiqures 63 to 69, utilizes this standard approach.)

Occasionally, it may be necessary to design a job so that the llank card--into Which data is to be funched at the end of each complete group--is merged behind the last card cf each primary group. However-as explained in the earlier section Match= ing of Files--tlank cards are always frc-
cessed immediately after the previous card in the same file. It is, therefore, not possible to delay the processing of (i.e., punching into) a blank card in the primary file until secondary- (or tertiary-) file cards of the matching group have been processed.

- Fiqure E23C. Stacker Selєction cf Input-File Cards Based on File-matching and/or Calculaticn Resultsr-Calculation and BAL Specifications

Solution: As a blank card is merged behind each frimary group, in preparation fer the job, it is funched with the same Matching Fields data contained in the primary group. In additicn, a constant (say, 1) is punched into all klank cards, in any cclumn that will nct ke needed. The extra column is then used as the lowest (M) matching field. The "tlank" card then is always higher in sequence than the grcup to which it belonas, but lower than the next grcup, and is thus processed after the last card of the matching group.

Summary-punching into the "blank" card is at total time when--although the
"blanks" are unmatched (cn M1)--the MR
indicator is still on frcm the last card of a matched group, but the new card-type indicator is already on.

\section*{Restricticns:}
1. There must be a column in all cards (other than the "blank" card) that is always blank.
(Alternatively, it llay, instead of being blank, contain the same entry in all such cards if the value of that entry is lower--if ascending sequence applies--than the value of the constant punched into the blank cards. "Lower" refers to the applicable collating sequence: EBCDIC or user-altered ccllating sequence; if numeric is specified for the field, only hexadecimal column F applies.)
2. Not more than two Matching-Fields levels (M2 and M3) can te needed for the job, so that M is available to control the movement of the "Elank" cards.

Note: If descending sequence applies, a blank column serves as M1 in the "blank" cards, and a uniform value higher than blank must be punched (or must already exist) in all cther cards.

Fiqure \(E 24\) illustrates the problem.


IBM
international business machines corporation
Form \(\times 24.3347 .3\)
Printed in U. 5. A. REPORT PROGRAM GENERATOR FLE DESCRIPTION SPECIFICATIONS

\section*{IBM System/360}

Dote

- Figure \(E 24 A\). Summary Punching Matching-Group Totals into primary Trailer Cards--Part

Comments on Figure E24: The input specificaticns re-emphasize (1) that the Matching Fields need not ke in the same column in different card types and (2) that stacker selection--even to the normal stacker-shculd preferably be given in the infut specifications for combined-file card types
```

for which no output operation is required.
(The input-cnly file of transaction cards
is directed to the normal stacker for the
secondary hcpper without the need for a
stacker-select specification.)

```

- Figure E 24 B . Summary Punching Matchinq-Group Totals into Primary Trailer Cards--Part II

Calculation specifications have been omitted because they are not affected by the particular Matching-Fields approach under discussion.

Output to the trailer card must be at total time ( \(T\) in col. 15): the trailer cards are always unmatched (because the mi
field was so designed) ; but, at total time, the MR indicator is still on if \(t h\). preceding primary-file card matched the secondaries (which were then processed ahead of the "blank" trailer card). On 1 t. other hand, at total time, the insicatul for the new card is already on, su that punching into the trailer card call ajsu \(1=\) conditioned by its indicator (02).

Trailer cards of matched groups are directed to stacker 2; of unmatched groups, to stacker 3.

\section*{General}

Object Program Register Usage
In some applications in which the
programmer specifies branching from RPG to a B.A.L. subroutine (by the EXIT operation
code), it is important to know, for programming of the subroutine, what function each of the eight general registers performs--(1) so that the contents of certain registers can be preserved before other data is placed in those registers during the subroutine, and (2) to make use of the data in the registers for the subroutine.

Figure e25 itemizes the functions of the general registers.


Figure E25. Object Program Register Usage
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline & \multirow[b]{2}{*}{Indicators} & \multirow[b]{2}{*}{Where Located} & \multirow[t]{2}{*}{Where Normally Used as Conditioning Indicators} & \multicolumn{2}{|l|}{Normally Turned On} & \multicolumn{2}{|l|}{Normally Turned Off} \\
\hline & & & & By & When & By & When \\
\hline \multirow{10}{*}{} & Card-Type Resulting Indicator & Input Specs. Cols. 19-20 & \begin{tabular}{l}
Input: Field-Record \\
Relation (cols. 63-64) \\
| Calc: Indicators \\
(cols. 9-17) \\
Output: Output \\
Indicators (cols.
\(23-31\) )
\end{tabular} & Record Identification & Before totaltime calcs. & Different new record. (Only one such indicator on at one time) & Before total-time cales. \\
\hline & \begin{tabular}{l}
Field Indicators: \\
Plus/Minus
\end{tabular} & \multirow[t]{2}{*}{\(\left\{\begin{array}{l}\text { Input Specs. } \\ \left\{\begin{array}{l}\text { Cols. } 65-68: \\ \text { Num. only }\end{array}\right. \\ \text { Cols. 69-70 }\end{array}\right.\)} & \multirow[t]{2}{*}{\[
\left\{\begin{array}{l}
\text { Calc: Indicators } \\
\text { (cols. 9-17) } \\
\text { Output: Output } \\
\text { Indicators (cols. } \\
23-31)
\end{array}\right.
\]} & Plus/Minus (but not \(\pm 0\) ), respectively, in field. & Before detailtime calcs. & Non-Plus / Minus data read in from field & \\
\hline & Zero/Blank & & & \(0 \%\) (num., incl. \(\pm 0\) ); or t (alph.) in field. & Initially; upon Blank-After; \& before detail calcs. when field \(0 / \hbar\) & Non- \(0 / 8\) data read in from field & Before detailtime calcs. \\
\hline & \[
\begin{aligned}
& \text { Control Level } \\
& (\mathrm{L} 1-\mathrm{L} 9)
\end{aligned}
\] & \begin{tabular}{l}
Input Specs \\
Cols. 59-60
\end{tabular} & \begin{tabular}{l}
Calc: Control Level \\
I(cols. 7-8) \\
(Calc: Indicators \\
(cols. 9-17) \\
Output: Output \\
IIndicators (cols. 23-31)
\end{tabular} & Control break of that or higher level & Before totaltime calcs. & Program itself & After detailtime output \\
\hline & Matching Records (MR) -- based on Matching Fields & Input Specs. - cols. 61-62: M1, M2, M3 Control MR & \[
\begin{aligned}
& \text { ( Calc: Indicators } \\
& \text { (cols. 9-17) } \\
& \text { Output: Output } \\
& \text { Ondicators (cols. } \\
& 23-31)
\end{aligned}
\] & Matching of primary with secondary \(\& /\) or tertiary record & Before detailtime calcs. & Non-match between primary and other records & Before detailtime calcs. \\
\hline & Calculation Resulting Indicators & \multirow[t]{5}{*}{Calc. Specs. Columns 54-59} & \multirow[t]{5}{*}{\[
\begin{aligned}
& \left\{\begin{array}{l}
\text { Calc: Indicators } \\
\text { (cols. 9-17) }
\end{array}\right. \\
& \left\{\begin{array}{l}
\text { Output: Output } \\
\text { Indicators (cols. } \\
23-31)
\end{array}\right.
\end{aligned}
\]} & \multicolumn{2}{|l|}{*Note: Zero-or-Blank indicators for arith. and TESTZ ops. are on initially and following Blank-After} & \multirow[t]{5}{*}{Failure to satisfy the assigned condition when the specifications in the line are executed} & \multirow[t]{5}{*}{Immediately} \\
\hline & \[
\text { 产荌 }\left\{\begin{array}{l}
\text { Plus } \\
\text { Minus } \\
\text { Zero }
\end{array}\right.
\] & & & \begin{tabular}{l}
Plus result \\
Minus result \\
Field contents zero*
\end{tabular} & \multirow[t]{4}{*}{Immediately. when the specified condition is met upon execution of the operation.} & & \\
\hline & \[
\sum_{0}^{0}\left\{\begin{array}{l}
\text { High } \\
\text { Low } \\
\text { Equal }
\end{array}\right.
\] & & & Factor \(1>\) Factor 2
Factor 1 \& Factor 2
Factor \(1=\) Factor 2 & & & \\
\hline & \[
\underset{N}{N}\left\{\begin{array}{l}
\text { Plus } \\
\text { Minus } \\
\text { Blank }
\end{array}\right.
\] & & & \[
\begin{aligned}
& 12=\text { hex. } 50 \text { or } \overline{C x} \\
& 11=\text { hex. } 60 \text { or } \mathrm{Dx} \\
& \text { other: hex } \neq 50,60, \\
& C_{X,} \text { Dx** }
\end{aligned}
\] & & & \\
\hline & \(\stackrel{\rightharpoonup}{\mathrm{O}}\left\{\begin{array}{l}\text { High } \\ \text { Low } \\ \text { Equal }\end{array}\right.\) & & & Factor \(1<\) Factor 2
Factor \(1>\) Factor 2
Factor \(1=\) Factor & & & \\
\hline \multicolumn{2}{|r|}{Indicators} & \multicolumn{2}{|l|}{Where Normally Specified to be Turned On or Off} & \multicolumn{2}{|l|}{Turned On by Program Itself} & Turned Off by Progr & \(n\) Itself \\
\hline \multirow{7}{*}{} & L1-L.9 (Control Level) & \multicolumn{2}{|l|}{Control Level: Cols. 59-60-Input Specs.} & \multicolumn{2}{|l|}{Before total time upon control break} & \multicolumn{2}{|l|}{After each detail output time} \\
\hline & L0 (Universal Total) & \multicolumn{2}{|l|}{Nowhere} & \multicolumn{2}{|l|}{Initially \& after each detai-output time} & \multicolumn{2}{|l|}{Never} \\
\hline & LR (Last Record Total) & \multicolumn{2}{|l|}{Nowhere} & \multicolumn{2}{|l|}{Before total time following last data card (before/*)} & \multicolumn{2}{|l|}{After detail output time (unless LR terminated job)} \\
\hline & IP (First Page) & \multicolumn{2}{|l|}{Nowhere} & \multicolumn{2}{|l|}{At beginning of program execution} & \multicolumn{2}{|l|}{After each detail-time output} \\
\hline & OF/OV (Overflow) & \multicolumn{2}{|l|}{Nowhere} & \multicolumn{2}{|l|}{After outputs following printing at/past channel 12 (but not 1)} & \multicolumn{2}{|l|}{After next detail-time output} \\
\hline & H1/H2 (Halt) & \multicolumn{2}{|l|}{Field and Resulting Indicators} & \multicolumn{2}{|l|}{Never - but, if on at detai-output time, halts system thereafter} & \multicolumn{2}{|l|}{When system is restarted ofter halt} \\
\hline & 01-99 (General) & \multicolumn{2}{|l|}{Field and Resulting Indicators} & \multicolumn{2}{|l|}{Never} & \multicolumn{2}{|l|}{Never} \\
\hline
\end{tabular}

NOTE: 1 Any indicator may be turned on by a SETON specification, or turned off by a SETOF specification.
2 Any indicator except L0 may be assigned as Field or Resulting Indicator - but, for unconventional assignments, Indicator Hierarchy and RPG Program Logic should be consulted. (Indicator LO can only be assigned in calculation Resulting Indicators.)
3 An indicator of one name or number is the same indicator no matter where or how often assigned.

This brief column-by-column descriftion of each of the five RPG specificaticns fcrms is intended to provide a concise reference quide for the normal, commen entries. Abbreviated fhraseclogy is emplcyed (symbol ぁ = klank). Fcr details, and less conventional specifications, the body of the manual should be consulted.

Figures 6 (RPG Proqram Iogic) and 36 (Fields Fertinent to Each Cperation Code) are repeated at the end of this chapter, for the user's convenience. A new chart (Figure \(\in 1:\) Calculation Cferaticns Surmary) is alsc appended.

Note: The numbers that follow the underscored item name refresent the specifications-card column for the it \(\in \mathbb{m}\). The (R) cr ( 0 ) after the card-column numbers indicate that an entry is required or optional respectively.

\section*{ALI SPECIFICATICN FORMS}
```

Fage 1-2 (0)
Iine 3-5 (0)

```

Any FBCDIC characters (see Appendix D) may re enter \(\in\), and any fositicn may \(\mathrm{b} \in \mathrm{left}\) ~1ank. Reccmmended: Ascending numeric sequence, to number cards in the order in which trey are to be entered into the system. The specifications types must be in the follcwing order for prcgram generation:

File Description Specifications (code F in col. 6)
File Extension Specificaticns (ccde E in ccl. 6)
Input Specifications (code I in ccl. 6) Output-Format Specifications (code 0 in ccl. 6)

Calculation Specificaticns (code C in col. 6)

The specifications types are summarized here, however, in the same seguence in which they appear in the body of this manual, which was thought to be the most likely order of writing an RPG prcgram.

The first two line-numter digits are preprinted for convenience, on the first 15 lines of each page; the third is available to identify additional lines to ke inserted.

Form_Type 6 (R)

The code appropriate tc each specifications type is preprinted on the form, and must be punched. (The pertinent codes are shown above.)

\section*{Comments_Card 7 (0)}

An asterisk (*) identifies a comments line for which no generation takes place.

Proqram Identification 75-80 (0)
Any informaticn desired to identify the specifications card.

FILE DESCRIPTION SPECIFICATIONS (REQUIRED)

\section*{File Name 7-14 (R)}

Enter a name once for each file used in the program. Left-justify. One to eight characters: first alphabetic, remainder alphabetic or numeric; no special characters or embedded blanks.

\section*{File Type 15 (R)}
```

I = Input: File name appears in input--but
nct output--specifications.
O = Output: File name appears in output--
but not input--specifications.
C = Combined: File name appears in input
and output specs.--file contains cards
to be read, and cards to be punched
and/or interpreted. (A file with cards
to be read, and cards to be stacker-
selected on any basis besides card
type, must be defined c.)
File Desiqnation 16 (C--this RPG; R--other
RPGs)
P = First (primary) or sole input or
ccmbined file
S = Second or third (secondary/tertiary)
input or combined file
Note: Enter P ahead of S, and
secondary ahead of tertiary.

# = cutput file

End_of_File 17 (0)
E = LR turns on when last data card of all
input or combined files for which E is
specified has been processed.

```
```


# = Turning on of IR determined by E

    \epsilonnter\epsilond for cther fil\epsilons; or, if b for
    all input and combined files,
    = F entry for all input and combined
files.
= LR turns on when last data card of all
input or combined files has been
frocessed.

```

Leave blank for output files.
```

Sequence 18 (R: multiple input or
ccmbined files)
(O: single input or combined
file)

# = Output file; or

# = Single input or combined file which is

    not to be sequence-checked by
    Matching-fields entry.
    A = Ascending ) sequence of single or of
D= {all multiple
D = Descending (input and combined files.
Multiple input and ccmbined- files must
all have same sequence.

```
Columns 19-39 Leave blank.
Device 40-46 (R)
Code--left-justified--of I/O device to be
associated with file name. Do not assign
same device to more than one file, or vice
versa.
CRP20 = IBM 2520 Card Read-Punch
MFCM \(1=\) IBM 2560 MFCM, HCpper 1
MFCM2 \(=\) IBM 2560 MFCM , HCPFer 2
PRINTER = IBM 1403 Printer, or
    IBM 2203 Printer--
    Standard or Lower Fefd
PRINTLF = PRINTER (see immediately above)
PRINTUF = IBM 2203 Printer--Upper Feed
        (Dual-Feed Carriage
    special feature)
PUNCH20 = IBM 2520 Card Punch
PuNCH42 = IBM 1442 Card Funch
READO1 = IBM 2501 Card Reader
Columns_47-65 Leave blank.
Comments 66-74 (0)

Any information that is to be printed next to the specificaticns at okject-progiall generation time without affecting the program.

\section*{INPUT SPECIPTCATIONS (REQUIRED)}
```

Input Specifications contain entries only
for input and combined files. At least one
input or combined file is required. For
multiple input or combined files, record
files in order of priority: Primary.
Secondary, Tertiary (if applicable).

```
File and Card-Type Identification 7-42 (R)
File Name 7-14 (R)

Enter name once per file--left-justified. One to eight characters: first alphabetic, remainder alphabetic or numeric, no special characters or embedded blanks.

Same name must appear as input or combined file in file-description specifications.

\section*{AND Relationship 14-16 \\ (0)}
```

AND = Record Identification Codes (col.
21-49) in this line must be
considered with those from the
preceding line to establish
identification of the card type.

```

OR_Relationship 14-15
(0)
\(O R=\) The card type defined in this line is to be in an OR relationship to that defined in the preceding line. It may or may not be assigned a separate Resulting Indicator (cols. 19-20).

Sequence 15-16 (R)
To check relative sequence of card types within a file:

Record such card types in the order in which they should appear in the file;
Assign 0 to the first such card type within a file;
Assign any two-digit numbers (higher than 0 i) to succeeding card types, in ascending sequence. (Leading zeros must te recorded.)

Note: Sequence does not recognize ControlLevel breaks.

For card types that may appear in any relative position or sequence in the file:

Record any two alphasetic characters.
When both card types with numeric and alphabetic Sequence codes exist within a
file, thcse with alfhabetic codes must appear first.

Do not enter a Sequence code in AND or OR lines.


t = Sequence code is alpharetic; or
t = Card type must be represented in each group

Sequence code is


Resulting Indicator 19-20
(C)

01-99, H1, H2 = Indicator number to represent the card type defined by the Record Identification codes (cols. 21-41). (Do not drop a leading zero.)
H1, H2 cause halt after next card is read.

D = No indicator to be assigned to this card type; or
\(=C R\) line to which same indicator is to apply as in the preceding line with indicator: or
\(=\mathrm{aND}\) line
Indicator turns on, and previous cardtype Resulting Indicator turns off, before total tiae fcllowing reading of card. (Other indicators--besides 01-99, H1, H2-are also fermitted, but require detailed understanding of time relationships and indicator hierarchy.)

\section*{Record_Identification_Codes 21-41}

Three identical subfields: ccls. 21-27, 28-34, 35-41. Sukfields are in AND relationship; additonal AND subfields, and OR relationships, availakle through and and OR lines (see cols. 14-16). Only the first sukfield is described here. If entire area (cols. 21-41) blank, all cards tested against this line are identified as this card type. (See Nature of the cardType Sequence Check for crder in which identification lines are tested.)

Position_(ccls._21-24). Number of card column containing an identifying code. Right-justify; leading zeros unnecessary.

Not (col. 25).
```

$N=T h \in$ code (col.
must be absent
B = The code (col
must be present
$C \angle Z \angle D(C O 1.26)$.
$\begin{aligned} C= & \text { Match entire character in data-card } \\ & \text { column against entire code in specifi- }\end{aligned}$
caticn col. 27.
D = Match digit portion of character in
data-card column against digit portion
of code in specification col. 27.
$Z=$ Match zone portion of character in
data-card column aqainst zone portion
of code in specification col. 27.
Character (col. 27). Identifying code
(any EBCDIC) for which to test. If $D$ or $Z$
in col. 26--with other than A-Z, 12, 11,
$0-9$, $+0,-0$, or -- see $C / Z / D$ in body of
manual.

```

\section*{Stacker Select 42 (C)}

Number of stacker to which card type is to be directed (subject to stackers available in particular \(1 / 0\) unit).

D = Input-file card type to normal or cnly stacker of I/O device; or
= Combined-file card type requirinq cutput operation; or
\(=A N D\) line
1-5 = Input-File card type to specific stacker of I/O device; or
= Combined-file card type requiring no output stacker selection, card punching, or card document-printinq.

Field_Descriptions 43-74
Field-description lines for a card type (or group of OR-relation card types) --one line per input field used in the proqram-follow immediately beneath the File and Card-Type Identification line (s) for the card type(s). The entries for card-type
identification and field descripticn must not \(k \in\) in the same line.

Note: \(R\) means that the entry is required when there is a Field-Descrifticn line.

Packed 43 (0)
```


# = Input data in standard (non- Facked)

        format; cr
    = Input data not defin\ind as numeric.
    P = Input data, frcm field defined as
numeric (0-9 in col. 52), already in
packed format--limitaticns:
Maximum length of field = 8 cclumns
( = 15 digit fositicns, flus sign);
No Control Level (cols. 59-60) or
Matching Fields (cols. 61-62) entry
permitted.

```

Note: In suksequent oferaticns, a packed infut field must be considered of length \(L\) \(=2 n-1\), where \(n=\) number of columns.

\section*{Field_Location 44-51 (R)}
```

From_(cols.- 44-47).
First (leftmost)
To_(cols. 48-51).
Last (rightmost)
Right-justify; leading zercs unnecessary.
Max. permissible field sizes where less
than
ticns (flus sign); Alphameric field used
in CCMP oferaticns--40 fositicns.

```
Decimal Fositions 52
(0)
B = Alphameric field; or
    = Numeric field that need not ke defined
        as numeric (see immediately kelcw).
\(0-9=\) Numter of decimal flaces in field
        herety defined as numeric. Field must
        be \(d \in f i n e d\) as numeric if:
    a. Used in arithmetic calculaticns; or
    k. To be used in numeric (as con-
        trasted with loqical) COMP ofera-
        ticn; or
    c. Tc be formatted for output \(k y \in d i t\)
        ward or zero supfress; cr
d. To act as search argument (LCKUP cperation) for an argument takle defined as numeric; or
e. F (packed) is specified in col. 43.

Definition as numeric:
a. Strips all zones--except in the low-order position--for general use cf the field (i.e., the program packs the field); and
b. Strips all zones for use of the field in Control-Ievel or MatchinqFields operations.
c. Limits the field size to 15 digits (plus sign).

Field_Name 53-58
(R)

Left-justify. one to six characters (fourcharacter limit if used with RLABL op. code):
first alphabetic, remainder alphabetic or numeric.
No special characters or embedded blanks.
ATTSEQ, \(\operatorname{CONTD}(x), \operatorname{TAB}(x)(x)(x)\), and PAGEX(x) prohibited--see body of manual for use of FAGEBD.

Control Level 59-60 (0)
L!-L9 = Control-Level indicator (s) for that and lower levels turn on when field contents in successive cards differ (L is lowest level, 19 hiqhest.)

Multiple Control Levels for one card type must be specified in ascending sequence-lowest level used appears in uppermost line for which a Control Level is designated. The lowes \(\ddagger\) level assigned need not be L1, and there may be gaps in levels used. A Ccntrol Level may be assiqned to some card types and not others.

Same Control Level may be split among several fields, but no other Ccntrol Level may intervene between the portions. The sum of the number columns for all portions of a split Control Level, and for unsplit control fields, must be uniform for all card types where that level is specified.

If any field to which a Control Level is assiqned is defined as numeric, all control of that level is numeric (all zones stripped).

Packed input fields cannot have Control Level assigned.

Matching Fields 61-62 (C)
A primary file can be matched to a secondary file, or to a secondary and a tertiary file; and files can be sequence checked.

M1-M3 = Successive cards of sinqle or multiple input and ccabined files are seguence-checked cn the field (s); also
= Muitiple input or combined files are matched on tre field (s)--this determines status of MR indicator, and sequence in which cards frcm the several files are processed. within the priorities (primary, secondary, tertiary) established by the file order in the input specifications.

M1 must be assigned tc lowest-level or only Matching Field, M2 to next higher, M3 tc highest.

A Matchinq-Fields level cannot be split ketween several fields in coe card type.

Matching Fields may be assigned to some card types and not others; kut
a. At least one card type in each of multiple input or ccmbined files must have Matching Fields assigned; and
5. The same number of Matching-Fields levels must be sfecified for all applicable card types, and the length of a Matching Field of cne level must be unifcrm.

If any field to which a Matching-Fílds level is assigned is defined as numeric, all matching and/or seguence-checking for that level is numeric (all zcnes stripped).

Packed input fields cannot have Matching Fields assigned.

Matchinq Fields have nc inherent relationship to Control Levels, nor need Control Levels ke specified sclely kecause Matching Fields are specified.

\section*{Field-Record Relation 63-64 (0)}

To relate a field descrifticn to a particular cne of several card types in an \(O R\) relationship, enter here the card-type Resulting Indicator assigned tc the pertinent card type. Fields without indicator are associated with all card types in the OR relaticnship, regardless of whether they also appear with indicatcr--except for Control-Ievel and Matching-Fields operations:

If the same Contrcl Level or MatchingFields level affears bcth with and without an indicator in Field-Record

Relation, the indicator-conditioned entry takes precedence when the pertinent indicator is on.

Any Control-Level or Matching-Fields entry without indicator must precede any entry with indicator for the same level. Do not condition portions of one split control level differently. Do not vary the number of Matching Fields levels applicable to different or card types beyond the choice of whether or not Matching Fields apply.

It is advantageous to group fielddescription lines by indicator, preceded by those without indicator.

\section*{Field Indicators 65-70 (C)}

Enter any indicator code (normally: 01-99, H1, H2) to cause that indicator to turn on if the field contents conform to the assignment of the indicator; any indicators assigned to the other two conditions turn off--the settings occur before
detarl-calculation time. (Do not drop a leading zero.) The same indicator assigned to more than one condition turns on if one of these is satisfied.

If H 1 or H 2 is turned on, system halts after next card is read.

Plus (cols. 65-66). Tests for value in numeric field greater than zero (low-order position 12- or no overpunch--but excluding all-zero value signed plus).

Minus (cols. 67-68). Tests for value in numeric ficld less than zerc (low-order position 11-overpunch--but excluding allzero value signed minus).

Zero or Blank (cols. 69-70). Alphameric field: tests for blank. Numeric field: tests for absence of sianificant digits (1-9); i.e., turns on if blank, zero, \(\pm 0\), or zones alone. Indicator also turned on at beginning of program execution and following each Blank-After output
specificaticn--until changed by data read from card of pertinent type.

Sterling_Sign Position 71-74 (0)
Leave blank unless processing Sterlingcurrency amcunts. (Refer to SRL publication IBM System 36 C Mode1 20, Sterling Currency Processing Routines, Form c26-3605.)

\section*{Cáculáaicn sphcifications (CPIICNaL)}

See Figures \(G 1\) and \(G 2\) at end of chapter for sufplementary details.

Note: Oferations cccur in the order specified, within grcuping cf detail time or total time (see ccls. 7-8).

Control IEvel 7-8 (0)
* = Detail-time cperation

IM-L9, LF, IC = Total-time operaticn, and Ferfcrmed cnly if the specified indicator is then cn. L0 ncrmally always on (exceptions: see text). I \(1-\mathrm{L} 9\) cn wten contrcl treak of that cr higher level. LR on after processing last input card (alsc turns cn I-1-I9).

Note: All detail-time calculaticn specifications \(u\) ust precede those fcr tctal time.

\section*{Indicators 9-17 \\ (0)}

Three identical subfields in AND relationship: ccls. 9-11, 12-14, 15-17. One to three indicators may ke entered to condition performance of the cperation. Status cf tre indicatcrs not affected ly specification here.
```

Entire fi\epsilonld blank = Ex\incute operation each
program cycle
Exx (xx = any
indicatcr) = Execute operation only
if that indicator is
cn.
Nxx = Execute operaticn only
if that indicatcr is
off.

```

Note: An indicator in ccls. \(7-8\) is in AND relationshif tc indicators in ccls. 9-17.

Factcr 1 18-27
Facter_2 33-42
Field names or literals used in calculaticn Enter left-justified.

\section*{Field_Name}

Must \(t \in d \in f i n e d a s ~ R e s u l t ~ F i e l d ~ i n ~ c a l-~\) culaticn specificaticns cr--if it is an infut field--in infut specifications.

Iiteral
Numeric. Maximum length: ten characters. May consist only of digits (0-9)
and--optionally:
Cne decimal point (or comma, if European notation specified in RPG Control Card--Card \(H, \mathrm{ccl} .21)\), and/or one leading sign (+ or -).

Number assumed positive if no sign, and integer if no decimal foint.

Note: + is punch combination 12-6-8
Alphameric. Maximum lenght : eight EBCDIC characters, plus enclosing apostrophes.

Factor 1 used with operation codes ADD, SUB, MULT, DIV, COMP, TAG, LOKUP.

Factor 2 used with all operations except MVR, TESTZ, SETON, SETOF, TAG, RLABL. (Field name limited to four characters if used with EXIT operaticn.) Also see Figures G1 and G2 at end of this chapter.

Cperation 28-32
Entry of an RPG operation code, leftjustified, required (except in a ccmments line--asterisk in col. 7).

Decimal alignment automatic in arithmetic operations and numeric COMP. Sign control automatic in arithmetic operations. Results of arithmetic cperations always signed; zerc result always +0. See Fiqures G1 and G2 at end of chapter for operations summary.

Operations with Reduced Field-Size Iimits
COMP (alphameric): 40 positions
ICKUP (alphameric): 80 positions Arithmetic cps. require numeric fields; TESTZ requires alphameric field.

Result Field 43-48
Name (left-justified) representing location where result of operation is to be stored. One to six characters (fourcharacter limit if used with RLABI op. code) ; first alphabetic, remainder alphabetic or numeric. No special characters or embedded blanks. PAGE has special use; INxx restricted in RIABL lines; TAB(x) (x) (x) confined to function table.

See Figures G1 and G2 at end of chapter for operations requiring Result-Field entry.

Defining_Result Field 43-48, 49-54, 52

Every Result Field must ke defined cnce, either in a calculaticn sfecificaticn cr-if it is an input or table field--in the input or file extension specifications, respectively. If defined rore than cnce (unnecessary), all definitions (length, decimals) must \(b \in\) uniform.

A field is defined by assigning field name (cols. 43-48), field length (ccls. 49-51), and--if numeric--decimal fositions (col. 52). Result Field is used with arithmetic, move, TESTZ, and RIAEI operations (i.e., all exCeft CCME, SETCN, SETOF, GCTC, TAG, EXIT); used with LCKUP only if function table.
```

Field_Length 49-51
(0)

* = Nc Result Field with this oferation
(cols. 43-48 blank); or Result
Field not defined here.
1-15 = Numeric fi\inld (if tco short fcr
result, high-order digits lost).
1-40 = Alphameric field used in COMP of.
1-80 = Alphameric field used in takle IOKUP
of.
1-256= Alphameric field, nct used in CCMP
or LOKUP op.
Leading zeros unnecessary.

```
Decimal_Ecsiticns 52 (0)
* = Alfhameric field (cr numeric field
        that need not be defined as such); or
        \(=\) No Result Field with this operation
        (ccls. - 43-51 blank); or
        \(=\) Result Field not \(d \in f i n \in d\) here.
\(0-9=\) Number of decimal flaces in field
        (hereby) defined as numeric (total
        field length in cols. 49-51).
        Field must \(k \in d e f i n \in d\) as numeric if
        (a) Used in arithmetic ops.; or
        (b) Used in numeric (as contrasted
        with logical) CCMP of.; or
        (c) To be formatted for output ky
        edit word or zerc supfress; cr
        (d) To act as search argument (ICKUP
                cp.) for argument table defined
                as numeric; or
        (e) Output to be in facked format.
Half_Adjust 53 (0)
H = Half-adjust result of arithmetic opera-
    tion before dropping excess decimal
    position (s).

Resulting_Indicators 54-59

Any indicators may be specified-normally: 01-99, H1, H2(if H1 or H2 is on at end of detail-calculation time, system halts after next card is read). Changes in indicator status are effective as soon as operation has been performed. Up to three indicators may be assigned in operations that permit any Resulting Indicators (except LOKUP). The same indicator can be specified in several lines.

\section*{Arithmetic Cperations}
(0)

All fields must be numeric. Enter indicator code (if desired) to cause that indicator to turn on if the result conforms to the assignment of the indicator; any indicators assigned to the other two conditions turn off. The same indicator assiqned to more than one condition turns on if one of these is satisfied.

Plus (cols. 54-55). Result greater than zero (excludes+0).
Minus (ccls.56-57). Result less than zero. Zero (ccls. 58-59). Result zero (always +0 ). Also on initially, and following Blank-After (output specs.)

Compare (CCMP) Operation (R--at least one)
An indicator whose assignment reflects the operation result turns cn ; others turn off. One indicator assigned to more than one condition turns on if any of these is satisfied.

High (cols. 54-55). Factor \(1>\) Factor 2 Low (cols. 56-57). Factor 1 < Factor 2 Equal_(cols. 58-59). Factor \(1=\) Factor 2

Comparison algebraic fcr numeric fields, logical (FBCDIC seguence) for alphameric fields.

Test Zone (TESTZ) (R--at least one)
Alphameric field only. High-order position cf field is tested. An indicator whose assiqnment reflects the operation result turns cn; others turn off. One indicator assigned to more than one condition turns on if any of these is satisfied.

High (cols. \(\quad\) 54-55). 12-zone (hex. 50 or Cx)

Low (cols. 56 -57). 11-zone (hex. 60 or fx ) Blank (cols. 58-59). No zone (not hex.

50, 60, \(\mathrm{Cx}, \mathrm{Dx})\). Also on initially, and
following Blank-after (Cutput specs.).

Set Indicators (SETON, SETCP) (R=-at least one)

The indicators specified are turned on or off, respectively.

Takle Lock-Up (LOKUP) (R--cne or two)
One indicator may be assigned to one of the three conditions; or cne indicatcr, or two different indicators, may ke assigned to Equal and High, or to Equal and Lcw. This causes search of the argument table (Factor 2) for an entry that bears the designated relationship to the search arqument (Factor 1).

If indicators are assigned to two ccnditicns, an Equal match takes precedence. If a takle entry meets a specified condition, the corresfonding indicatcr turns cn; a different indicator assigned tc another condition, turns off--if it is the same indicator, it will \(b \in c n\). If the condition(s) cannot be satisfied, the indicator (s) will be off.

Argument Starch Table \(\quad\) Argument High (cols. 54-55). Factor \(2>\) Factor 1 Low (ccls. 56-57). Factor 2 < Factor 1 Equal_(ccls. 58-59). Factor 2 = Factor 1

Note that High and Icw significance is the reverse cf form-cclumn heading.

Other Operaticn Ccdes
No Resulting Indicators permitted.
Comments 60-74 (0)
Permits any comments to be printed at generaticn time next to specificaticns in the same line, without affecting program generaticn.

FILE EXTENSION SPECIFICATICNS (OPTICNAI)
Required if table lock-up (LOKUP) used in Calculation Specifications.

Leave tlank.
First or only Takle in_a_Table-Input Deck 27-45 ( F )

Table_Name 27-32 (R)
Left-justify. Four to six characters (four-character limit if used with RLAEL op. code):
first three \(T A B\), remainder alphatetic or numeric.

No special characters or embeãdea blanks.

If alternating-table input, this is name of table to which first entry in each card belongs.

Number of Table Entries_per Record 33-35(R)
Number of entries in one card of this table. Right-justify; leading zeros unnecessary.

Number of Table Entries per Table 36-39(R)
Exact total number of entries in this table. Riqht-justify; leading zeros unnecessary.
```

Lenqth_of_Table_Entry 40-42 (R)

```

Number of columns per entry for this table (named in cols. 27-32). Rightjustify; leading zeros unnecessary.
```

Maxima: Alphameric--80 columns
Numeric--15 columns

```

Packed 43
Leave blank: Packed-data table input not permitted

Decimal positions \(44 \quad\) (C)
```

b = Alphameric
0-9 = Number of decimal places in numeric-
table field.
=0

```

Sequence 45 (0)
```


# = Table search only for Equal match

A = Table values in
ascending sequence (High or Low search
D = Tatle values in {specified
descending sequence

```

\section*{Second Takle Alternatinq-Table Formats 46-57 (0)}
```

Table Name 46-51(R)

```

Name of table to which seccnd entry in each card belongs. Entries equivalent to those described under col. 27-32.

Iength of Table Entry 52-54
(R)

Equivalent to cols. 40-42, but for second table.

\section*{Packed 5 ㄷ}

Leave tlank.

Decimal_Pcsitions 56 (0)
Equivalent to col. 44

Sequence 57 (0)
Equivalent to ccl. 45

\section*{Comments 58-74 \\ (0)}

Permits any comments tc be printed at generaticn time next to specifications in the same line, without affecting program generaticn.

OUTPUT-FCRMAT SPECIFICATICNS (CPTICNAL)
Output specifications contain entries cnly for output and combined files. All detail(or heading-) time output specified ahead of total-time output. output (within groupinq of detail and tctal time) cccurs in the order specified--except (1) separate overflow-output time and (2) card-print transfer to output-storage area after cardpunch transfer for same File-Identification qroup.
(Freferably, alternate funching and forms-printing when ricre than \(\mathrm{cn} \in \mathrm{cf}\) either during same cycle segment.)

File_Identification and ccntrol 7-31

File_Name 7-14
(R)

Enter cnce for each outfut cperaticn to the file fout card punching and cardprinting to the same card specified under a single file-identification entry).

Exception: When cutput tc same file specified refeatedly, file name need nct be repeated if no other file name intervenes.

Left-justify, Cne to eight characters: first alphabetic, remainder alphabetic or numeric; no special character or embedded blanks. Same name must appear as cutput or combined file in file-description specifications.

Iype 15 (R)
\(\begin{aligned} & \mathrm{I} \\ & \mathrm{T}\text { (or } \mathrm{H})\end{aligned}=\) Detail-time outfut

During overflow output, \(T\) output precedes D.

Stacker SElect 16 (0)
D = Normal stacker; or
= Single-stacker device; or
= Card type (combined file) stackerselected in input specifications

1-5 = Output- or combined-file card to specific stacker of \(I / C\) device (combined file not stacker-selected in input specifications).

\section*{AND_Relaticnship 14-16 (0)}

AND \(=\) Cutput Indicators (cols. 23-31) in this line must be considered with those from the preceding line to estarlish the conditicns under which the cutput is performed.

OR Relationship 14-15 (0)
\(O R=\) The output conditions defined in this line are in an OR relaticnship to those defined in the preceding line. If either set cf conditions (output Indicators, cols. 23-31) is satisfied, the output is performed at the appropriate time.

Forms control from the preceding line is applied unless cols. 17-22 contain an entry. ( 0 is considered an entry.)

Space (Before \(\angle\) After) 17-18 (C)
\(0-3=\) Advance form the specified number of spaces before and/or after printing, respectively.
\# \(\quad=0\) (see excepticn for \(C R\) lines, above)

Skip (Befor \(\in \angle\) After) 19-20, 21-22 (0)
01-12 = Advance the form to the next carriage-control-tape punch in the specified channel before and/or after printing, respectively.
\(00=\hbar 力=\) No skip (see exception for OR lines, above)

NOTES on Forms Control
1. Leave klank in and line
2. Space/After or Skip/After has throuqhput advantaqe over Space/Before or Skip/BEfore.
3. If Space/Before and Skip/Before both specified: Skip is executed, followed by Sface.
4. If Space/After and Skip/After both specified: Only the Space/After operation is executed.
5. For compatibility with other RPGs: One entry in cols. 17-22 required.
6. Printing at or below channel 12, but above next channel 1 , turns on OF indicator at end of cyle segment (detail or total output respectively)--or ov indicator if upper feed of Dual-Feed Carriage. Advance to channel 1 automatic if OF (or OV) not specified in any file-identification output Indicators.

\section*{Output Indicators 23-31 (0)}

Three identical subfields in AND relationship: cols. 23-25, 26-28, 29-31. Only the first subfield is described rere. One to three indicators may be entered to condition performance of the output operation; additonal AND subfields, and OR relationships, available through AND and OR lines (see cols. 14-16). Status of the indicators not affected by specification here.
```

Entire field blank = Execute operation each
proaram cycle.
*xx (xx = any
indicator) = Perform this output
only if that indicator
is on.
Nxx = Perform this output
only if that indicator
is off.
ЂOF (or bOV)
= Perform this output
only at overflow time;
and provided the of
(or ov) indicator is
then on, as well as
any other Output Indi-
cators specified for
this (or an AND) line.

```

CAUTION: If no conditioning indicator is specified, or only \(1 P\), or only \(N x x\) for incicators trat are off initially, or bxx
for indicators that are on initially (Zero-or-Elank), the output is performed before tre first card has been read.

Field_Description_and Control 23-47
(0)

One line describes one output field
within the file-identification group
--separate line required for card punching and card document-printing.
Field-description lines follow immediately beneatr the pertinent file identification-field description must not be on same line as file identification.

Output Indicators 23-31 (0)

As described under output Indicators, above (File Tdentification), with these differences:
1. No AND lines
2. No OR lines
3. Entries condition only output of the field or constant described in that line, and the output is also subject to output Indicators in the file identification.
4. Entry of of (or ov) does not transfer the output to overflow time--merely makes it subject to the status of the overflow indicator at output time.
5. Used with field PAGE, do not condition its output, but cause initialization to 1 before output.

Field_Name 32-37 (0)
Any field name defined in Input, FileExtension, or Calculation Specifications. Field name page for automatic consecutive numbering. Teft-justify. Fields need not be listed in the order in which they are to appear in the output file. Prohibited names: ALTSEQ, CONTD(x), PAGEx(x). Leave blank if constant specified (cols. 45-70). Either field name or constant required.

Zero_suppress 38 (0)
```

\hbar = Alphameric field; or
= Constant specified (cols. 32-37
blank); or
= Edit word specified (cols. 45-70); or
= Packed Field (P in col. 44); or
= Output to include any leadinq zeros and
low-order-position zone.
Z = Any zone or leading zeros removed from
output.
Permissible only for numeric fields.

```
Blank After 39 (0)
b = Field contents (or constant--cols.
        45-70) undisturbed after output
\(B=\) Field (or constant) cleared as data
        moved to output-storaqe area. (Numeric
        field: 0; alphameric: 方.) Field or
        Resulting Indicator assigned to zero-
        or-Blanks turns on.

End Position in output Fecord 40-43
Enter number of rightmost position in output file (forms print position, card column, or card-interpret position). Rioht-justify entry; leading zeros unnecessary (col. 40 always \(b\) or 0 ).

CAUTION: Allow for expansion of field by edit word.

Output to card file. Col. 41 establishes whether punching or interpreting:
```

b = 0 = Punching
1-6 = Print read to be used for
interpreting.

```

Packed 44 (0)
お = Data to be output in standard (nonpacked) format; or
= Field not defined as numeric; or
\(=\) Constant
\(P=\) output of data, from field defined as numeric, to be in packed format. The output data is then of length \(\mathrm{r}=(\mathrm{n}+1+\mathrm{E}) / 2\), where \(\mathrm{n}=\) diqit capacity of field; and \(E=0\), if \(n\) is odd, and
\(=1\), if \(n\) is even

Constant 45-70 (0)
reft-justify. Any EBCDIC characters that are to appear in tre output record are specified here, enclosed in apostrophes. (Two successive apostrophes within the constant appear as one apostrophe in the output.) Distinquished from edit word by absence of field name (i.e., cols. 32-37 are blank). Zero Suppress (col. 38) and Packed Field (col.44) must be blank.

Edit Word 45-70 (0)
Ieft-justify. Any EBCDIC characters, enclosed in apostrophes. Scme of the characters appear as sucb in the output record; others serve special functions. Listinguished from constant by presence of field name (cols. 32-37). The field named in the line must be defined as numeric, and must contain valid digits (no hex. A-F, except in sign position). Zero Suppress (col. 38) and Packed Field (col. 44) must be blank.

Abbreviated rules for edit words.
1. Body of \(\in\) dit word \(=\) exact number of positions allowed for data diqits,
spaces, and any constant data desired among--but not followinq--them, plus 1 if \$ symbol. Blank is replaced by diqit--with possible exception of leading \(0-\) from corresponding field position.
\(0=\) Ieading zeros, and any constant tdit-word characters preceding first siqnificant diqit, suppressed throuqh this point. At least one leading zero is suppressed if an edit word is specified, all 0's and constant characters (exc. \$) suppressed if field all-zero and no 0 or * in edit-word body.
\(\varepsilon=\) Space in output record
\$ at extreme left = \$ in trat output record position, reqardless of handling of leading zeros.
\(\$ 0=\) Floating \(\$\) symbol \(=\$\) replaces rightmost leadinq 0 throuqh this (0-entry) point.
* = Asterisk protection \(=\) * replaces leading zeros through this point, and any constant edit-word characters to the first siqnificant diqit. Precludes \$.

Any EBCDIC character (except \(B\) or \(\varepsilon\) ) in the edit-word body--including comma and decimal point--to right of first siqnificant digit or end of zero suppression, appears identically in the corresponding location of the output record; to the left of that point, it is suppressed.

Presence of edit word removes low-order-position zone from output.
2. Status portion of edit word \(=\) Positions to right of body through CR or - symbol, used to identify neative values. If no CR or - to right of body, there is no status portion.力 or \(\varepsilon=\) o in output record \(C R\) or - = CR or -, respectively, in output record when data neqative
\(=\) b in output record, when data not neqative.
3. Expansion of edit word = Positions (if any) to right of status portion; if no status portion, then to right of body. Any EBCDIC character (incl. E and space) appears identically in output record.

Sterling Sign Position 71-74 (0)
Ieave blank unless processing Sterlinqcurrency amounts. (Refer to SRI publication IBM System 360 Model 20, Sterling Currency Processing Routines, form c26-3605.)
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|}
\hline \multirow[t]{2}{*}{\[
\begin{aligned}
& \text { Op. } \\
& \text { Class }
\end{aligned}
\]} & \multicolumn{3}{|c|}{\multirow[t]{2}{*}{Nature of Operation}} & \multirow[t]{2}{*}{Factor 1} & \multirow[t]{2}{*}{Operation Code} & \multirow[t]{2}{*}{Factor 2} & \multirow[t]{2}{*}{Result Field} & \multicolumn{2}{|l|}{Comments} \\
\hline & & & & & & & & Possibilities Presented Algebraically & \\
\hline \multirow{7}{*}{} & \multicolumn{3}{|l|}{Add Factor 2 to Factor 1} & \(a(N)\) & ADD & \(b(N)\) & c (N) & \[
\begin{aligned}
& a+b=c / a+a=2 a / b+b=2 b / a+c=c^{1} / \\
& c+b=c^{\prime} / c+c=2 c
\end{aligned}
\] & \\
\hline & \multicolumn{3}{|l|}{Set Result Field to zero; then odd Factor 2} & & Z-ADD & \(\mathrm{b}(\mathrm{N})\) & c ( N ) & \(0+b=c^{\prime} / 0+c=c\) & Factor 2 may be c \\
\hline & \multicolumn{3}{|l|}{Subtract Factor 2 from Factor 1} & \(a(N)\) & SUB & \(\mathrm{b}(\mathrm{N})\) & c ( N ) & \[
\begin{aligned}
& a-b=c / a-a=0 / b-b=0 / a-c=c^{\prime} / \\
& c-b=c^{\prime} / c-c=0
\end{aligned}
\] & \(\mathrm{c}-\mathrm{c}=0\) is the most efficient method to set a field to zero \\
\hline & \multicolumn{3}{|l|}{Set Result Field to zero; then subtract Factor 2} & & Z-SUB & \(b(N)\) & \(c(N)\) & \(0-b=c^{\prime} / 0-c=-c\) & \(0-c=-c\) : best method to reverse sign \\
\hline & \multicolumn{3}{|l|}{Multiply Factor 1 by Factor 2} & \(a(N)\) & MULT & \(b(N)\) & \(c(N)\) & \[
\begin{aligned}
& a \times b=c / a \times a=a^{2} / b \times b=b^{2} / a \times c=c^{1} / \\
& c \times b=c^{1} / c \times c=c^{2}
\end{aligned}
\] & \\
\hline & \multicolumn{3}{|l|}{Divide Factor 1 by Factor 2} & 0 ( N ) & DIV & \(b\) (N) & \(c(N)\) & \[
\begin{aligned}
& a+b=c / a+a=1 / b+b=1 / a \div c=c^{\prime} / \\
& c+b=c^{\prime} / c+c=1
\end{aligned}
\] & \begin{tabular}{l}
\[
b \neq 0
\] \\
No Half-Adjust if MVR follows
\end{tabular} \\
\hline & \multicolumn{3}{|l|}{Move Remainder of preceding DIV to a Result Field} & & MVR & & \(\mathrm{c}(\mathrm{N})\) & Must follow immediately after DIV w and with same indicators. & ut Half-Adjust \\
\hline \multirow{6}{*}{} & \multicolumn{3}{|l|}{Move Factor 2 into Result Field -right-justified} & & MOVE & \(b(A / N)\) & \(c(A / N)\) & No decimal alignment performed. If positions of result field unchanged. a longer Factor 2: Not moved. & ctor 2 shorter: Left ess left mositions of \\
\hline & \multicolumn{3}{|l|}{Move Factor 2 into Result Field -left-justified} & & MOVEL & \(b(A / N)\) & \(c(A / N)\) & No decimal alignment performed. If positions of result field unchanged. Excess.right positions not moved, exce result field is numeric, & actor 2 shorter: Right Factor 2 longer: t for the sign if the \\
\hline & \multirow{4}{*}{\[
\begin{gathered}
0 \\
\delta_{1}^{2} \\
0 \\
0 \\
0 \\
\mathbf{0}
\end{gathered}
\]} & from low-order posit to low-order Result & of Factor 2 tion & & MLLZO & \(b(A / N)\) & \(c(A / N)\) & & \\
\hline & & from high-order pos to high-order Resul & of Factor 2 ition. & & MHHZO & \(b\) (A) & \(c(A)\) & & \\
\hline & & from low-order posit to high-order Resul & of Factor 2 ition & & MLHZO & \(b(A / N)\) & \(c(A)\) & & \\
\hline & & from high-order pos to low-order Result & of Factor 2 ion & & MHLZO & \(b(A)\) & \(c(A / N)\) & & \\
\hline \multirow[t]{2}{*}{} & \multicolumn{3}{|l|}{Compare Factor 1 to Factor 2} & a (A-N) & COMP & \(b\) ( \(\mathrm{A}-\mathrm{N}\) ) & & Numeric fields decimal-oligned; miss zeros. Alphameric fields left-aligne treated as blank. Numeric compore is logical EBCDIC. & g positions treated as missing positions algebraic; alphomeric \\
\hline & \multicolumn{3}{|l|}{Identify zone in high-order position of alpha. Result Field} & & TESTZ & & \(c\) ( \({ }^{\text {A }}\) ) & A Resuiting indicator assigned to Bian ing Blank-After & on at start \& foilow \\
\hline  & \multicolumn{3}{|l|}{\begin{tabular}{l}
Tum on one, two, or three specific indicators \\
Turn off one, two,or three specific indicators
\end{tabular}} & & \begin{tabular}{l}
SETON \\
SETOF
\end{tabular} & & & Specify one, two, or three Resulting & dicators \\
\hline  & \multicolumn{3}{|l|}{\begin{tabular}{l}
Branch to another RPG calculation specifications line \\
Identify line as destination point of GOTO instruction(s) \\
Branch to an external B.A.L. routine Identify RPG field for use in external routine
\end{tabular}} & name & \begin{tabular}{l}
GOTO \\
TAG \\
EXIT \\
RLABL
\end{tabular} & name name & name & \(\left.\begin{array}{l}\text { One to six characters } \\
\text { One to six characters } \\
\text { One to four characters } \\
\text { One to four characters }\end{array}\right\}\)\begin{tabular}{l} 
lirst ch \\
remaind \\
RLABL \\
TABx or
\end{tabular} & acter alphabetic; alphabetic or numeric. y also be Nxx. \\
\hline - & \multicolumn{3}{|l|}{Search argument table for value that bears to search argument the relationship specified by Resulting Indicator(s). If a function table is specified, corresponding function is located.} & \begin{tabular}{l}
argument \\
a (A-N)
\end{tabular} & LOKUP & \[
\begin{aligned}
& \text { argum't table } \\
& \text { TABx }(x)(x) \\
& (A-N)
\end{aligned}
\] & ```
function table
(optional)
TABx(x)(x)
(A/N)
``` & No decimal alignment performed. A Indicator needed. Do not assign Res both High and Low. Table should be Indicator in High or Low. & least one Resulting ing Indicator to sequence if \\
\hline \multicolumn{2}{|l|}{LEGEND:} & \[
\begin{aligned}
& (A)=\text { Alphameric } \\
& (N)=\text { Numeric }
\end{aligned}
\] & \multicolumn{3}{|l|}{\begin{tabular}{l}
\((A / N)=\) Alphameric or Numeric \\
\((A-N)=\) Alphameric or Numeric, but both fields must be alike
\end{tabular}} & \multicolumn{2}{|l|}{\[
\begin{aligned}
a \text { or } b & =\text { Field or literal } \\
c & =\text { Field }
\end{aligned}
\]} & & \\
\hline
\end{tabular}

Figure G1. Calculation Cperations Summary

* NOTE: The entries designated as required in Field Length and Decimal Positions are necessary only if the associated Result Field is not defined elsewhere.
```

Figure G2. Fields Pertinent tc Each Cperation Code

```


Figure Gミ. RPG Prcqram Logic

During generation of an object program, RPG prints a listing that contains:
- The complete image of every specificaticn card in the RPG scurce-program deck, cne card tc a line.
- A consecutive number, as counted by RPG during reading of the source deck-printed to the immediate left cf each scurce-card image.
- A sianal--the letter "S"--to the left cf the consecutive number, whenever the contents of columns 1-5 (page and line sequence number) of a specificaticn card represent a repetiticn cr stefdown in \(\operatorname{FBCDIC}\) sequence frcm the preceding card. This does not interfere with continuation cf program generaticn. ("S" is nct printed the first calculation specificaticns line.)
- Messages that reflect the status of cbject-program generaticn, signal all kinds cf errors, and dccument corestorage assiqnments.

A specimen of an FPG frcgram listing is included in the SRL publication IBM System \(/\) 360 Mode1 20, Report Program Generator for Punch-Card Equipment, Operating_Erocedures, Form C26- 5800 .

\section*{MESSAGES LURING RPG GENERATION OF OBJECT PROGRAM}

\section*{Message Identification}

Each message is preceded by a unique Message-Identificaticn Ccde. Frcm left to right, the code represents:

Proqram Identification \(=\) RG
Messace Serial Number--three digits
Significance Code--one letter
Type cf specification card to which the message primarily apflies--one letter (not pertinent to all messages).

Figure H l portrays the messaqeidentificaticn fcrmat, and lists the related codes with their meanings.

\section*{Card Number}

The words CARD NUMBER are printed at the end cf most messages, followed by the consecutive number (s) of the specificaticn
card(s) to which the message refers. (A consecutive card number is assigned by RPG to each source card. In the program listing, it precedes the card sequence number assigned cn the proqrammer's specification form.) .

*Significance Code
A \(=\mathrm{ACTION}\)
Operator action is required before system is restarted
\(C=\) CAUTION
An abnormal - though possibly deliberate - condition exists.
Corrective action is required only if the condition is unintentional.
D = DECISION
The user must decide on one of several ways to continue processing.
\(E=E R R O R\)
Correction in source program required.

\section*{= INFORMATION}

Informatory message only. Operator action usually not required.
W \(=\) WAITING
System can proceed no further until errors hove been corrected.

**Type of Specifications to which Principally Applicable
F = File Description
\(\mathbf{E}=\) File Extension
\(1=\operatorname{Input}\)
\(\theta=\) Outpurformat
C = Calculation

Figure H1. Format of MessageIdentification Code

\section*{Messages}

The informational and diagnostic messaqes are listed below, in messaqe-serial-number order. Each message is preceded by its Identification code.

The phrases shown in upper-case characters represent the actual RPG messaqe.
Sentences in lower-case letters qive supplementary information that is not printed in the program listinq.

RG001 I 360/20 RPG LISTING.
RPG prints this heading if the RPG scurce deck starts with the RPG Control Card.

RG002
I STORAGE POSITICNS.
This message is fcllowed by the core storage capacity specified in the RPG Ccntrcl Card (Card H) for the systems used to generate or extcute the program. If different capacities are specified, the smaller is used.

RGOO3 A ERROR IN STORAGE MAGNITUDE. This message is associated with halt L 12 . It indicates invalid entries in cols. 7-9 or 12-14 of the RPG Control Card (Card H).
\begin{tabular}{|c|c|c|}
\hline RG00 4 & A & \begin{tabular}{l}
NO CCNTROL CARD. \\
This message is associated with halt L 11 . It indicates that the source deck is not preceded by an RPG Control Card (Card H.)
\end{tabular} \\
\hline RG005 & c & \begin{tabular}{l}
COL. 6 INCORRECT, CARD IS BYPASSED. \\
This message fcllows the image of the RPG source
\end{tabular} \\
\hline
\end{tabular}

RG006 \(\quad\) FROGRAM TOC EIG.
This messace is associated with halt D 13
\begin{tabular}{|c|c|c|c|}
\hline RGO: 0 & & F & THE FILE NAME IS NOT REFERENCED. \\
\hline RG011 & F & F & \begin{tabular}{l}
FILE DESCRIPTICN SPECIFICATIONS ARE MISSING. \\
File descripticn cards must precede all other specification cards in the RPG source deck.
\end{tabular} \\
\hline RGO12 & F & F & THE FILE NAME IS INCORRECTLY SPECIFIED OR IS MISSING. \\
\hline RG 013 & F & F & FILE TYPE ENTRY (COL. 15) IS NOT I, C, OR C, OR IS MISSING. \\
\hline RG014 & F & F & FILE TYPE (COI. 15) AND DEVICE (COLS. 40-4E) ARE INCCMPATIEIE. \\
\hline RGO 5 & F & F & SEQUENCE (COL. 18) DOES NOT CCNTAIN A, D , OR ELANK. \\
\hline RG 016 & F & F & SEQUENCE (CCI. 18) IS NCT THE SAME FOR ALI INPUT FILES. When there are multifle infut cr combined files, all must have the same sequence specified. \\
\hline
\end{tabular}
```

RGOiT E F COLUMNS 40-46 CONTAIN AN
INVALIL DEVICE.
RG018 E F FILE NAME OR DEVICE IS
MULTIPIY DEFINED.
The same file name (cols.
7-14) is assigned to more
than one device code (cols.
40-46), or the same device
code is associated with
more than cne file name.
RG031 E E the table Name IS INCORRECtly
SPECIFIED OR IS MISSING.
The table name in columns
27-32 and/or columns 46-5!
a) is missinq, or
b) includes special charac-
ters of embedded blanks,
or
c) does not beqin with TAB
Rg032 E E THE table Name has not been
REFERENCEL.
The table name defined in
the file extension specifi-
cations is not referenced
in the calculation
specifications.
RG033 E E INCORRECT SPECIFICATION OF
NUMBER CR LENGTH OF TABLE
ENTRIES, OR THE PRODUCT OF
BOTH IS LARGER THAN }80
RG034 E E THE SAME TABIE IS DEFINED IN
FILE EXTENSICN AND CALCULATION
SPECIFICATIONS WITH DIFFERENT
FIELD LENGTHS AND/OR DFCIMAL
POSITICNS
RG041 E I INPUT SPECIFICATIONS ARE
MISSING.
Infut specification cards
must precede output speci-
fication cards.
RG042 E I MATCHING FIELD SPECIFIED, BUT
NO SEqUENCE IN FILE
DESCRIPTION.
RG043 E I THE FILE NAME IS MISSING, NOT
LEFINEC, CR NOT
LEFT-JUSTIFIED.
RG044 E I THE FILE NAME DOES NOT REFER
TC AN INPUT CR CCMBINED FILE.
RG045 E I CARD-TYPE SEQUENCE (COLS.
15-16) ELANK CR INVAIID.
Under cne common file name,
a card type with numeric
sequence specification is
followed by a card type

```

\begin{tabular}{|c|c|c|c|}
\hline RG083 & F & C & INCCRRECT APOSTROPHES IN CCNSTANT CK EDIT WCRE. \\
\hline \multirow[t]{6}{*}{RG 084} & E & 0 & END POSITION (CCLS. 40-43) IS \\
\hline & & & MISSING OR INVALID, IS SMAITER \\
\hline & & & THAN THE SIZE OF THE FIEID, \\
\hline & & & CCNSTANT, OR EDIT WCRD, OF IS \\
\hline & & & INCCMFATIBLE WITH THE OUTEUT \\
\hline & & & FILE OR DEVICF. \\
\hline \multirow[t]{3}{*}{RG 085} & F & c & BOTH ZERO SUFERESS ANE A CON- \\
\hline & & & STANT CR EDIT WCRD ARE \\
\hline & & & SPECIFIED. \\
\hline \multirow[t]{3}{*}{RG086} & F & C & ZERO SUPPRESS OR AN FDIT WORD \\
\hline & & & SPECIFIED FCR ALPMAMERIC \\
\hline & & & FIETD. \\
\hline \multirow[t]{6}{*}{RG087} &  & 0 & Sterinng fifle is Inccrifictiy \\
\hline & & & SPECIFIED. \\
\hline & & & The entries are invalid; or \\
\hline & & & the Sterling field (cols. \\
\hline & & & ticns, but the RFG Control \\
\hline & & & Card is klank in cols. 19 and 20. \\
\hline \multirow[t]{5}{*}{RG 088} & F & 0 & Sterling fifle IS Sfecified \\
\hline & & & WITH INCORRECT DECIMAI LENGTH. \\
\hline & & & Either the field is defined \\
\hline & & & as alphameric, or Deciral \\
\hline & & & Fositicns is greater than \\
\hline \multirow[t]{2}{*}{RGC89} & F & 0 & Sterling fieli IS SFECIFIEd TO \\
\hline & & & BE IN PACKEL FCGMAT. \\
\hline \multirow[t]{3}{*}{RG090} & E & C & EDIT WORD HAS INCCRRECT LENGTH \\
\hline & & & OR Was previcusiy used with a \\
\hline & & & FIEId CF different iength. \\
\hline & & & \\
\hline \multirow[t]{6}{*}{RG \(90 \%\)} & E & C & THIS FIEID IS UNDEFINED CE \\
\hline & & & INCORRECTLY SPECIFIED. \\
\hline & & & This message is followed by the headings \\
\hline & & & FACT. 1 FACT. 2 RESUIT F. \\
\hline & & & and the consecutive number cf the affected card is \\
\hline & & & printed below the apprcpri- \\
\hline \multirow[t]{7}{*}{RG 102} & & & \\
\hline & F & C & THE FOLIOWING FIEIDS SHCUID BE BIANK FOR THE OPERATICN. \\
\hline & & & This message is followed by the headings \\
\hline & & & FACT. 1 FACT. 2 EESUIT F \\
\hline & & & and the ccnsecutive number \\
\hline & & & of the affected card is \\
\hline & & & printed below the apprcpri ate f eadino. \\
\hline \multirow[t]{3}{*}{RG 103} & E & C & \\
\hline & & & REQUIRED, EUT MISSING CF NCT \\
\hline & & & LEFT-JUSTIFIED. \\
\hline
\end{tabular}

This message is followed by the headings
FACT. 1 FACT. 2 RESUIT F. and the consecutive number of the affected card is printed below the appropriate heading.


SPECIFIED LENGTH OF ALPHAMERIC RESULT FIELD EXCEEDS 256 FCSITIONS, OR NUMERIC RESULT FIELD EXCEEDS 15 POSITICNS, OR NUMBER OF DECIMAI FOSITICNS SPECIFIED FXCEEDS FIEID IENGTH.

RG 117
C C
RESULT FIELC MAY NCT EE LARGE ENOUGH.

The nature of the operation can froduce a result larger than size of result field. This is cnly a warning messaqe.

RG 18 C C THE FIELDS IN THESE OPERATIONS DC NOT OBEY SIZE RESTRICTIONS.

F C INCORRECT INDICATORS. Indicators and/or Resulting Indicators are invalid.

RG 120 E \(C\) THE DIVIDE OPERATION IS SFECIFIED WITH HAIF ADJUST AND FOLLOWFD BY A MOVE REMAINDER, OR THE MOVE REMAINDER IS NCT PRECEDFD BY A DIVIDE WITH THE SAME INDICATCRS.

RG 121 E C RESULT FIELD NAME BEGINS WITH TAB, BUT THE CPERATICN IS NOT LOKUP OR RLAEI.

RG 122 C C HIGH/LOW INLICATOF FOR IOKUP BUT NO TABLE SEQUENCE SPECIFIED.

This is cnly a warning message.

RG 123 C C FUNCTION TAEIE SHCFTEF THAN ARGUMENT TAEEE。

This is cnly a warning message
\(\qquad\)

RG131 F MUITI-FIIE EFCGFAM, EUT NC MATCHING FIFILS SPECIFIED.

RG 132 E I THE OVERALL IENGTH CF CCNTROL OR MATCHING FIEIDS IS IARGER THAN 144.

RG 133

RG 134

E I THE OVERALI IENGTH CF MATCHING FIEIDS AND/CR CCNTRCL FIEIDS FOR ONE LEVEL IS NOT CCNSTANT FOR ALI PERTINENT CARD TYEES.

E I A MATCHING FIFLD IS MULTIFLY DEFINED WITHIN A RECORD-TYPE GROUP, BUT THE ENTRIES IN FIELD-RECORD RELATICN ARE THE SAME.
\begin{tabular}{|c|c|c|}
\hline RG 135 & E I & CONTROL AND/OR MATCHING FIELDS INCORRECTIY SPECIFIED \\
\hline RG 136 & E C & \begin{tabular}{l}
THE FOITOWING NAMES ARE USED AS FIEIL NAMES AND IN TAG OR GOTO STATEMENTS. \\
This message is followed by the name(s).
\end{tabular} \\
\hline RG 137 & C & \begin{tabular}{l}
UNREFERENCED FIELD NAMES. \\
The message is followed by the names of all fields that are defined but not referenced. \\
This is only a warninq message.
\end{tabular} \\
\hline RG 138 & C I & \begin{tabular}{l}
THE CONTROL FIELDS OF ONE \\
LEVEL ARE SPECIFIED BOTH AS NUMERIC AND ALPHAMERIC. \\
This is only a warning message.
\end{tabular} \\
\hline RG14: & C & \begin{tabular}{l}
SAME FIELD WITH DIFFERENT \\
BLANK/ZERO INDICATORS, AND \\
BLANK-AFTER IS SPECIFIED. \\
This message is followed by the field name together with the blank/zero indicator that is turned on by Blank-After. \\
This in only a warning message.
\end{tabular} \\
\hline RG 142 & \(E\) & \begin{tabular}{l}
UNDEFINED INEICATORS. \\
Indicators are used as conditioning indicators but are nowhere assigned as Resultinq or Field Indicators. This message is followed by a inst of all undefined indicators.
\end{tabular} \\
\hline RG 943 & F C & \begin{tabular}{l}
INCORRECTLY DEFINED INDICATOR LABELS. \\
INXx in RIABL does not identify a valid indicator. This message is followed by a list of all incorrectly specified indicator labels.
\end{tabular} \\
\hline RG 144 & C & \begin{tabular}{l}
UNREFERENCED INDICATORS. \\
The messaqe is followed by a list of all indicators that are defined but nct referenced. \\
This is only a warning messaqe.
\end{tabular} \\
\hline RG 150 & I & END OF DIAGNCSTICS NO ERRORS \\
\hline
\end{tabular}
RG 136 E C THE FOITOWING NAMES ARE USED
        AS FIEIL NAMES AND IN TAG OR
        This message is followed by
        the name (s).
RG 137 C UNREFERENCED FIELD NAMES.
        The message is followed by
        the names of all fields
        that are defined but not
        referenced.
            This is only a warning
        THE CONTROL FIELDS OF ONE
        IEVEL ARE SPECIFIED BOTH AS
        This is only a warninq
        SAME FIELD WITH DIFFERENT
        BLANK/ZERO INDICATORS, AND
        This message is followed by
        the field name together
        with the blank/zero indica-
        tor that is turned on by
            ank-After.
            This in only a warning
        message.
        Indicators are used as con-
        ditioning indicators but
        are nowhere assigned as
        tors mhis message is fol
        This message is fol-
        Iowed by a まist of ałł
        undefined indicators.
        INCORRECTLY DEFINED INDICATOR
        INXX in RIAEL does not
        identify a valid indicator.
        This message is followed by
        a list of all incorrectly
        specified indicator labels.
        The message is followed by
        a list of all indicators
        that are defined but not
        referenced.
            This is only a warning
            messaqe.
        NO ERRORS
\begin{tabular}{|c|c|c|c|c|}
\hline RG 151

RG 151 & I


W & \begin{tabular}{l}
END OP DTAGNOSTICS \\
REVIEW CAUTICNS \\
This messace is asscciated with halt D01. It indicates that--while there were no kncwn errors in the source deck--abnormal conditicns, as defined ky Cauticn messages (Significance Code C), exist. \\
END OF DIAGNOSTICS \\
ERRORS IN SOURCE DECK \\
This message is associated with halt [14. It indicates that known errore, as defined ky Error messages (Significance Code E), exist in the source deck.
\end{tabular} & RG 165 & \begin{tabular}{l}
program. Their core storage addresses are listed in the column AIEFESS in hexadecimal notaticn. The remark NUMERIC, AIPHAMERIC, or EDIT WCRD appearing in the column type signifies the type of the constant or literal. The column actual contains the image of the constant or literal as defined in the specification forms. (Numeric Iiterals are represented in hexadecimal notation.) \\
STARTING adDRESSES OF RPG ROUTINES
\end{tabular} \\
\hline & & & ADDRESS & NAME \\
\hline RG 161 & I & \begin{tabular}{l}
INDICATORS. \\
This message is followed by a list of all indicators in which each indicator is freceded ly its core storage address in hexadecimal notation.
\end{tabular} & xxx & ```
INPUT RECORDS
INPUT FIELDS
dETAIL CAICULATIONS
TOTAL CALCULATIONS
HEADING AND DETAIL LINES
total lines
OVERFICG IINES
OUTPUT FIELDS
``` \\
\hline RG 162 & I & \begin{tabular}{l}
DATA FIELDS \\
ADDRESS|NAME|IENGTH IN EYTES| \\
DEC. POS.ITYFE \\
This message is followed by a list of all defined fields in the following order: \\
Alphameric fields, Numeric fields, Takles. In the column ADDEESS, the core stcrage addresses of the data fields are listed in hexadecimal notaticn. The column type indicates whether the field is alphameric or numeric.
\end{tabular} &  & \begin{tabular}{l}
USER 'S SUBROUTINES \\
TRANSLAIE SUBROUTINE \\
transiate table \\
STERLING SUBROUTINES \\
INPUT AREA FCR IBM 2560 HOPPER \\
1 OR IBM 2520 \\
INPUT AREA FOR IBM 2560 HOPPER \\
2 \\
PUNCH AREA FOR IBM 2560 OR IBM 2520 \\
CARD PRINT AREA FOR IBM 2560 \\
FIRST INPUT AREA FOR IBM 2509 \\
SECOND INPUT AREA FOR IBM 2501 \\
PUNCH AREA FCR IBM 1442 \\
1442 PUNCH RCUTINE \\
PRINT ROUTINE \\
2560/2520 ROUTINES \\
2501 INPUT ROUTINE
\end{tabular} \\
\hline RG 163 & I & \begin{tabular}{l}
CCNTFOL FIEIDS \\
ADLRESSICCNTRCI LEVEL/ \\
LENGTH IN BYTES \\
This messaçe is fcllowed by a list of all assigned contrcl levels and matching fields. The cclumn acdress contains the addresses of the control fields in hexadecimal notation.
\end{tabular} & xxxx & LAST STORAGE POSITION USED (EXCLUDING I/O AREAS) Only those routines and/or data fields appear in the program listing that have a core storage address assigned ky RPG. The addresses are represented in hexadecimal notation. \\
\hline RG 164 & I & \begin{tabular}{l}
LITERALS ANL CCNSTANTS \\
ADDRESS|LENGTE IN BYTES। \\
DEC. POS.ITYFE/ACTUAI \\
This message is followed by a list of all constants and literals defined in the
\end{tabular} & RG 166 I
RG167 I & \begin{tabular}{l}
GENERATION CCMPLETED. \\
This message is associated \\
with halt DFF. \\
TABLES. \\
Contents of table cards exactly as loaded.
\end{tabular} \\
\hline
\end{tabular}

NOTE: References for each subject are listed in paqe-number sequence. Those deemed more important than others are underscored.
```

\&--see Ampersand
\$--see Dcllar sign
/* card
O--see also Inủicators, LR)
0--see zero, distinction frcm letter o
01-99 indicators--see Indicators,
01-9.9
12-overpunch--see
Edit word;
Preventing 12-overpunch;
Sign removal;
zero suffress;
Zoned; and
zones
1P indicator--see Indicators, 1P39

```
Absolute addition or subtraction:
    Figure 68, Part III,
    lines 02 and 03............................ 232
Absolute numeric compare-.
    programming tip............................ 283
ADD (add)....................................... 127
Address cards with variable-length
    fields and variable number of
    lines--see Indexing
Alphabetic characters--definition....... 25
Alphameric--see
    Alphameric fields;
    Alphameric literals;
    Code structure;
    Control level;
    Data fcrmats;
    Decimal positions;
    Edit word;
    Matching fields;
    Packed; and
    zero suppress
Alphameric and numeric--same field
    defined twice: see Defining same
    field as both alphameric and
    numeric
Alphameric characters
    Data format............................... 269
    Definition..................................... 25
Alphameric fields
    Clearing--programming tip............. 279
    Data format................................ 269
    Definiticn.................................. 25
    (see also Decimal positions)
Alphameric literals
    Calculation specifications............ 108
    Definition................................. 25
    Output-format specifications..... 198,204
    Altered collating sequence............. 267
    Alternating-tables format--see
    File extension specifications;
    and Table look=up operations
Ampersand (\&) in edit word.......... 209,210
AND lines in calculation
AND lines in calculation \(\quad\) specifications--programming tip...... 281
AND relationship................................. 32
    Calculation specifications....... 105,281
    Input specifications............... \(58,70,78\)
    output-format specifications
                            \(172,175,183,190\)
Argument tables.................. 149, 155, 157
    (see also File extension specifi-
    cations; LOKUP; and Table look-up
    operations)
Arithmetic operations................... 121
    (see also ADD, DIV, MULT, MVR,
    SUB, Z-ADD, Z-SUB)
arithmetic overflow........................ 123
    Detecting--programming tip............ 283
Asterisk protection....................... 207
B symbol........................................ 26
BAL--see Basic Assembler Language
BAL--see Basic Assembler Langu
Basic Assembler Lanquage (BAL)
                            Z, 28, 77, 147, 172, 303, 312
    (see also Branching to an
    external routine; and EXIT and
    RI.AEL)
Bits (binary digits)....................... 265
    (see also Fiqure D1, EBCDIC table)
Blank--symbol for.............................. 26
Blank-after........................................ 30,31
\(\quad\) Calculation specifications... \(115,116,139\)
    Calculation specifications... 115, 116, 139
    Input specifications................. 99, 101
    output-format specifications...... 194, 198
Blank specifications cards............................ 50
Blank specifications lines.......... 50
Blank specifications lines............... 50
Blank trailer card in primary file-
    -programmíng tip........................... 307
Blanking alphameric field--
    programming tip......................... 279
Body of edit word--see Edit word
Branching...................................... 141
    (see also Branching within RPG;
    and Branching to an external
    routine)
Branching between detail-time and
    total-time calculations, within
    RPG........................................................... 143
Proqramming tip................. 287
    Proqramming tip........................................................ 287
    (see also GOTO)
Branchina to an external routine....... 146
    (see also Basic Assembler Lan-
    guage; and RPG operation codes
    EXIT and RLABL)
Branching to output--see Repetitive
    output; and Branching ketween
    detail-time and total-time
    calculations
Branching within RPG..................... 142
    (see also GOTO and TAG)
Byte........................................ 265
Calculation operations--see Figures
    35. 36, G1 and G2; operation
    specifications; and each specific
    operation code
Calculation specifications.............. 103
    Specifications summary... 119,319,325,326
    Summary of functions....................... 13
Card document printinç \(8,28,196,201,240,253\)
Card-image format............................ 80
Card printing--see Card document
        printing
Card-type definition...................... 67
Card-type identification (Input
        specifications).................. 57,67,69
    Card-type resulting indicator--see
        Resulting indicators, Input
        specifications
Card-type resulting indicator dur-
        ing total-time calculations--
        programming tip........................... 280
Card-type sequence check--see
        Nature of the card-type sequence
        check; and Sequence checking
        (card type)
Carriage overflow--see Forms
        overflow
Character
        Basic unit in System/360 Model 20.... 265
        Definition...................................... 25
        Entry in Input Specification.......... 70
    Checking that output card-fields
        are blank before output--
        programming tip........................... 273
Clearing alphameric field--
        prcqramming tip........................... 279
Code structure................................ 265
        (see also Figure D1, EBCDIC takle)
    Col. (abbreviation)........................ 26
    Collating sequences....................... 266
        Altered.................................... 267
        Standard.......................................... 266
    Column-binary format....................... 80
    Combined files
        Definition of term....................... 24
        File description specificaticns....... 52
        Infut sfecifications................. 56,77
        output-format specifications..... 168,17!
    Comments
        Calculaticn specifications............ 118
        File description specificaticns....... 54
        File extension specifications........ 162
        (see also Comments cards)
    Comments cards............................... 50
COMP (compare) ..... 137
(see also Collating sequences)
Compare absolute (numeric)--
proqramming tip ..... 283
Compare and zone-testing operations ..... 137
(see also COMP and TESTZ)
Compatibility ..... 13
Conditioning indicators ..... 32
Calculation specifications
\(104,105,129,131,137,139,142,149,150\)(see also output indicators inoutput-format specifications; andthe specific indicators)
Conditioning performance ofcalculations--see Conditioningindicators
ConsecutiveConstant and input-card data onsame print line--programming tip..... 301
Constant data
Input specifications ..... 83
Output-format specifications..... 198,208
Contrcl break--definition. ..... 26
(see also Control level)Control breaks: eliminating extraones (major-minor control)--proqramming tip.297
Control card ..... 12
Control fields--definition ..... 26
(see also Control level)
Control fields ..... 88
(see also control levels; andIndicators, L1-L9)
Control fields, split--see Splitcontrol fields
Control group--see Control break;and Control level
Control level
Calculation......................... 104,142
Definition.................................... 26Input......................... 81,83,87,91,92
        Out put-format.............................175,176
        (see also Indicators, I1-L9, LR,
        L0)
    Control-level indicators-- see
        Indicators, L1-L9, LR, LO
    Contrcl-levels initiated by card
        type--proqramming tip.................. 273
    Control levels on "run-in"...... 37.176,272
    Control on a signed field: no
        break between unsigned and plus-
        signed cards--programming tip........ 275
    Converting units to dozens--
        proqramming tip............................ 285
    Core-storaqe requirements--see
        Storage requirements
    Crossfooting (Figure 38)............ 129,232
    C/Z/D entry (input specifications)...... 71
    Data formats............................... 269
        Alphameric fields....................... 269
        Numeric fields........................... 269
        Packed-decimal........................... 270
    Date on same print line as constant
        heading data--proqramming tip........ 301

Decimal alignment 88,90,121,131,138,15C,161 (see alsc Decimal fositicns)
Decimal fcint--see Decimal alignment; Decimal positions; and Edit word
Decimal fositions
Calculation specifications............ 111
File extension specifications.... 161,162
Infut specifications................... 79, 80
(see also Decimal alignment; and Edit word)
Defining same field as bcth alpha-
meric and numeric.......... 79, 82,83,89,90
Definiticn of terms......................... 24
Delayed forms overflow--prcgramming tip.......................................... 292
Detail printing.......................... 174,190
Detail time........................ 26, 103, 167
Detail-time calculations.............. 26,104
Detail-time output................ 26, 167,170
Levice specificaticn.......................... 53
Diagnostic messages--see Messages
Digit, cf record identification
code.............................................. 71
Distinguishing zone punches in
input fields- programming tip........ 282
DIV (divide)............................. 112,128
Document printing--see Card document printing
Dollar sign................................. 208
Double funching: checking that output card-fields are blank before output --programming tip...... 273
Dual-feed carriage..................... 172,187

EBCDIC...................................... 25, 265
EBCDIC table (Figure D1).............. 266
Edit word.................................. 195,203 Body................................. 205,206
Expansion........................... 206,209
Rules fcr forminq.......................... 206
Status portion................. 205,206,209
(see also Decimal positions;
Packed; and Zero suppress)
Editing pointers............................ 300
Printing two-digit field preceded
by decimal point........................... 300
Retaining leading zercs and con-
stants, yet removing zones........... 300
Eliminating excess contrcl breaks (major-minor contrcl)--
programming tip............................ 297
End-of-file specification................... 53
End position in cutput reccrd........... 195
Error check list............................ 261
Calculation specifications............ 262
File description specifications...... 261
File extension specificaticns........ 262
Input specifications..................... 261
output-format specifications........... 262
Equal indicator--see Zero-cr-Blank/ Equal indicators
EXIT (branch to external BAL routine)................ \(77,14 \underline{6}, 172,303,312\)
EXIT operaticn, restricticns............ 147

Expansion of edit word̄-see Eait word
Extended binary-coded-decimal
interchange code--see EBCDIC

Factor 1 and Factor 2.................... 108
(see also EXIT; and LOKUP)
Factor size and results, relationship
(calculations)--see Relationship between size of factors and results (calculations).
Field description
Input specifications.................. 57,78
Output-format specifications..... 167,189
Field indicators....................... 31,97
Field length................................ 110
(see also Field location (input
specifications); and Maximum
length of fields)
Field location entry....................... 80
Field name
Calculation specifications....... 108,110
Input specifications....................... 82
output-format specifications.......... 192
Field-Record Relation..................... 91 (see also OR relationshif)
Field selection (output)................ 190
Fields used in EAL subroutines, defining--see RLABL
File description specifications......... 51 Specifications summary.................. 314
Summary of functions....................... 12
File designation........................... 52
File extension specifications.......... 160
Specifications summary.................. 324
Summary of functions...................... 13 (see also LOKUP; Table-input cards; and Table look-up operations)
File identification Input specifications....................... 57
output-format specifications. \(167,168,170\)
File name
File description specifications....... 52
Input specifications...................... 57
Output-format specifications..... 169.170
File priority--see
Matching of card files; and Sequence of entries, input specifications
File type......................................... 52 (see also combined files-definition of; Input files-definition of; and output files-definition of)
Files-definition of........................ 24
First-page indicator--see Indicators, 1 P
Fixed dollar siqn.......................... 208
Floating dcllar sign..................... 208
Form Type specification................... 50
Format of data--see Data formats Forms overflow \(\quad 29,36,173,174,180,181\) 182, 183, 187 (see also Indicators, OF/OV; Overflow-output time)

Forms overflow before totals--
proqramming tip.......................... 294
Forms overflow delayed to end of contrcl grcup--programming tip....... 292
Forms skippinq......................... 172. 173 (see also forms overflow; Indicators, CF/CV; and overflow-output time)
From entry (input specifications)....... 80
Function table containing several functions per field................ 157,165 Programming tip........................... \(28 \frac{1}{28}\)
Function tables.................. 149,155,157 (see also File extensicn specifications; LOKUP; and Table lock-up operations)

General indicators--see Indicators, 01-99
General information on programming with RPG................................... 24
General reqisters.......................... 312
Generating the object program............. 9
GOTO (branch to--within RPG)..... 30,31,142 (see also Branching ketween detail-time and total-time calculations, within \(\mathbb{F P G}\) )
Group-indication............ 176, 185, 190, 221 (see also Group-indication on "run-in"; indicators, \(11-L 9\); and output indicators)
Group-indication on "run-in"........ 37, 176 Prcgramming tip........................... 272
Group-printing.......... 176,177,200,221,253 (see also Indicators, \(11-\mathrm{L9}\); and output indicators)

H1/H2 indicators--see Indicators, H1/H2
Half-adjust........................... \(111,129,132\)
Half-bytє....................................... 265 (see also Figure D1, EBCDIC table)
Halt indicators--see Indicatcrs, H1/H2
H/D/T entry.................................. 170
Heading cards.
Heading lines--see Constant
Heading time--see Detail time
Hexadecimal notation..................... 265 (see also Fiqure D1, EBCDIC table)
Hierarchy of indicators--see Indicatcr hierarchy
High indicator--see Plus/High

Indexing: analyzing and forming fields position-by-position-frcgramming tip............................. 277
Indicator hierarchy..................... 39,40
Indicator settings--program logic
flow........................................ 26
Indicator summary........................... 313

Indicators.................................. 31
01-c9......................................... 32
1P.................................. \(30,35,176\)
H1/H2.................................... \(34,98,101\)
L0........................ \(38,69,97,104,176\)
L1-L9................. . \(36,37,44,47,87,104\)
LR......................... \(30,37,38,87,104\)
MR.............. 3. \(3,39,43,52,78, \underline{9} 0,105,171\) \(172,175,176,263\)
OF/OV............ \(29,36,144, \frac{173}{185}, 174, \frac{180}{188}, \frac{18}{989} 1\)
Control level--see Indicators,
L1-I9, LR, L0; and Control level
Field--see Field indicators
First page--see Indicators, 1P
General--see Indicators, 01-99
Halt--see Indicators, H1/H2
Indicators (calculation specifications)--see Conditioning indicators
Last card--see Indicators, IR
Last record--see Indicators, LR
Matching record--see Indicators,
MR
Output--see Output indicators
Overflow--see Indicators, OF/OV; output indicators--OF,OV; and cuerflow indicators (OF/OV)
Related to program loqic flow.......... 26
Summary..................................... 313
Total--see Indicators, I1-I9, LR, L0
Universal total--see Indicators, L0
Indicators, as affected by Blank-after--see Blank-after
Indicators, conditioning--see Conditioning indicators (calculation specifications); and output indicators (output-format specifications)
Indicators fieqd fcalculation specifications)........................... 105
Indicators L1-L9 on "run-in"........ 37, 272
Indicators, use of, in external subroutines.......................... 147,148 (see also RIABI)
Indicators, Zero-cr-Blank--see Zerc-or-Blank/Equal indicators
Input files--I/O devices................. 10
Input files
Definition of term........................ 24
File description specifications....... 52
Input specifications................. 56,77
output-format specifications......... 171
Input specifications......................... 56
Specifications summary.................. 315
Summary of functions......................... 12
Input units, specifyinq................ 53, 57
Integer..................................... 81, 111
(see also Decimal positions)
Interpreting--see Card document
printing
Introduction ..... 7
Introductcry program example ..... 14
Inversicn of zone and digit. ..... 81
Invoicing, proaram example. ..... 243
I/O device assignment ..... 53
IOCS (Input/Output Control System) ..... 7
L0 indicator--see Indicators, 10 I!-L9 indicators--see Indicators, I 1-L9
L1-I:9 on "run-in"................. 37,176,272
ast-card indicator--see Indica- tors, IR
Last-record indicator--see Indica- toIs, IR
Leading zeros in specifications fields........................................ 50
Length of table entry ..... 169
Second (alternating) takle ..... 162
tine number ..... 50
I.isting--see Detail-printing
Literals
Calculation specifications ..... 108
Definition ..... 25
Ioading tables--see Tables, loading of
LOKUP (table look-up) ..... 116,150
(see also File extensicn specifi- cations; Table-input cards; and Table lcok-up operations)
Low indicator--see Minus/Icw
LR indicator--see Indicators, IR
M1. M2, M3--see Matching Fields;and Matchinq of card files
Machine units and features
supported
Processing of object program. ..... 260
Prcgram generaticn. ..... 260
Machine units required
Processing of object program ..... 260
Program generation. ..... 260
Major-minor control--frcgramming tip........................................... 297
Matching Fields.............. 42, 81,83,89,91
(see also Ccllating sequences;
Indicators, MR; and Matching ofcard files)
Matching of card files...... 42,45,46,57,89(see also Collating sequences;and Matching fields)
Matching-Record indicator--seeIndicatcrs, MR; also, MatchingFields
Maximum length of
Alphameric field ..... 157
Card-document print-field ..... 196
Constant ..... 198
Edit word. ..... 24,206
Numeric ficld 79, 88, 89,90,111,123
126,132,138,157
Messages (diagnostic). ..... 328
MHHzO (move Hiqh-order zone to
High-order zone position) ..... 136
MHIZC (move High-order zone to Lcw- crder zone position) ..... 136
Minimizing core-storage
requirements ..... 27
Minus/Low
Calculation resulting indicators115,116,137,139,151
Field indicators ..... 97
(see alsc Zones)
Minus zero--see Move operationsMLHZO (move Low-order zone to High-order zone position)136
MLLZO (move Low-order zone to Low-
order Zone position) ..... 136
MOVE (move right-aligned) ..... 132
Move operations ..... \(43!\)
(see also MOVE and MOVFL; Move-zone operations; and Figures39-42)
Move-zone operations....................... 136(see alsc MHHzO, MHLZC, MLHZO,MLLZO; and Move operations)
MOVEL (move left-aligned) ..... 133
MR indicator--see Indicators, MR;(see also Matching fields, andMatching of card files)
MULT (multiply).......... ..... 128
Multiple functions in one function
table
Programming tip. ..... \(\frac{165}{28}\)
Multiple output from single source--see Repetitive output
Multiple-time output tc cards during one proqram cycle.............. \(\frac{28}{112}, 169\)
MVR (Move Remainder) ..... 112,128
Nature of the card-type sequence
 ..... 63(see also Sequence checking (cardtypes))
Non-significant zeros--see leadingzercs
Not (N) specification
Calculation. ..... 105
Input ..... 70
output-format ..... 175
Number of table entries per record ..... 161
Number of table entries per table. ..... 169
Number (N) specification.Numeric--see
Code structure;
Control level;
Data formats;
Decimal fcsitions;
Edit word;
Matching fields;Numeric fields;Numeric literals;
Packed; and
Zero suppress
Numeric and alphameric--same field
defined twice: see Defining samefield as both alphameric andnumeric
Numeric characters
Data format. ..... 269
Definition. ..... 25

Numeric fields
Data fcrmat................................ 269
Definiticn................................. 25
Numeric literals
Calculaticn specificaticns........... 108
Definiticn............................... 25
object proqram..................................... \({ }^{9}\)
Object program register usage........... 312
OF--see Indicatcrs, OF/OV
operatina procedures--see the
putlication IBM System \(/ 360\) Model
20. Refort Program Generator for

Punched-Card Equipment, Cperating Procedures (Form C26-3800)
operaticn codes (calculaticns).......... 127 (see also Figures \(35,36, G 1\) and G2)
Operation specifications
(calculations) ..................... . 110,119
(see also Arithmetic cperations; Branching; Ccmpare and ZoneTesting operaticns; Move operaticns; Setting Indicatcrs; Table look-up operations; and each specific cperaticn code)
opticn (C) specificaticn................ 57, 59
OR lines in calculation specifications--frcgramming tip...... 281
OR relationship............................... 32 Calculation specificaticns....... 105, 281 Infut specifications......... 58, 70,76,78 output-format specificaticns
172.175.183.190

Organization of this publication........ 10
Output before first card is read \(30,101,176\)
output card-fields: checking for
tlank \(k \in f(r e\) output--prcgramming
tip......................................... 273
cutput files
Definiticn of term............................. 24
File descripticn sfecificaticns....... 52
Input specifications..................... 77
Output-fcrmat specificaticns..... 167,171
Output files--I/O devices................. 10
Output-format specificaticns............ 167
Specifications summary................. 322
Summary of functions........................ 13
output indicators
Fíld-descriftion lines........... 189, 193 File-identification lines 174, 180,182, 187
cutput specifications--sé cutputformat \(\leq\) fecificaticns
output units, specifying............... 5 E, 169
\(C V-\)-see Dual-f \(\in \in \mathbb{d}\) carriace; and Indicatcrs, OF/OV
Overflow--see Arithmetic cuerflow; Forms overflow; Indicatcrs, of, OV; Overflow-output time; Skip after; and Skip before
Cverflcw forms advance befcre totals--programming tip................ 294
Overflow indicators (OF/CV)............... 180 (sef alsc Indicators, CF/OV; and output-indicators--OF,CV)

Overflow (of forms) delayed to end of control group--programming tip.... 292
Overflow-output time.. \(26,29,36,168,181,183\) (see also Forms overflow; Indicators, of/OV; output indicators; and Overflow indicators--CF,OV)
Overflow printing--see output indicators, OF/OV; and Overflow indicators--OF,OV
overflow time--see overflow-output time
Overpunches--see Edit word; Preventing 12-overpunch; Sign removal; Zero suppress; Zoned; and Zones
overpunching: checking that output card-fields are blank before output--proqramming tip............... 273

Packed data
Calculation specifications... 122,132,159
Data format: packed-decimal......... 270
File extension specifications.... 161,162
Infut specifications...... 79, 80, 86, 89, 9 0
Output-format specifications..... 197,202
Packed-decimal data format.............. 270
(see also Packed data)
page
Input specifications............. 82,84, 86
output-format specifications..... 193, 199 (see also Consecutive numbering)
Page number (of specifications forms)........................................ 50
Page numbering--see Consecutive numbering
Page overflow--see Forms overflow
Page totals--programming tip............. 290
PCU--see Punched-Card Utility Programs
Plus/Hiqh
Calculation resulting inđicators 115, 116, 117, 137, 139, 151
Field indicators.......................... 97
(see alsc Zones)
Plus zero--see
Arithmetic operations; Field
indicators; Move operations; and TESTZ
Pointers--see Proqramming tips
Positicn entry (input
specifications)............................ 70
prebilling with inventory control, proqram example222

Preventing 12 -overfunch--
prcgramming tip.............................. 299
(see also Edit word; Siqn
removal; Zerc suppress; Zoned;
and Zones)
Primary file....................... \(42,52,57,89\)
Primary trailer cards--prcoramming
tip........................................ 307
Printer spacing chart........................ 9
Program compatibility......................... 13
Program examples
Introductcry proqram example ..... 14
Invoicing ..... 243
Prebilling, with inventory control... ..... 222
Sales commission refort ..... 216
(see also Appendix E, Prcgrammingtips; and illustrative examplesthrcuqhout text)
Program listing ..... 328
Prcgram lcqic flow ..... 327
Programming tips. ..... 279
Calculation-oriented pointers........ ..... 279
Infut-criented pointers ..... 272
Minimizing core-storage reguirements ..... 274
Output-criented pointers............... ..... 287
Punched-Card Utility Programs ..... 172
punching cnly last card cf contrcl
group. ..... 28
Quotient--size of. ..... 126
Record identificaticn--see
Card-type identification; ..... and
Record identification codes
Record identification codes ..... 69
Record tyfe--see Card tyfeRecords in an AND relaticnship--seeAND relaticnship
Records in an OR relaticnship--seeOR relaticnshif
Registers ..... 312
Registers, use of, in external subrcutine................................... 147(see also EXIT)
Relationshif \(k \in t w \in e n\) size of fac-tors and results (calculations)...... 123
Addition and subtracticn ..... 123
Division ..... 125
Multiplication. ..... 124
Size of quotíent ..... 126
Size of remainder ..... 127,129
Relaticnship of total time to card movement ..... 28
RemainderSiqn of................................... 129Size of............................... 127,129Value cf................................... 129
Repetitiv \(\epsilon\) output--programming tip..... 287(see also Branching betweendetail-time and total-time calcu-laticns, within RPG; and GOTO)
Result field specifications. ..... 19
(see also LOKUP; and RLABL)Result-testing fields--see Result-ing indicators, calculationspecifications
Resulting indicator (card type)during total-time calculaticns--programming tif........................... 280
Resultinq indicators ..... 31
Calculaticn specificaticns
\(104,115,118,123,1 \equiv 2,437,139,149,151\)Infut specifications (card type).. 69,280

RPG....--if not listed: see specific subject, omitting the prefix "RPG"
RPG operaticns--schematic................. 10
RPG program logic.................. 26.27 .327
Rules for....--see relevant subject
Run-in....see indicators L1-L9 on "run-in";
output before first card is read; and
Total-time processing on "run-in"

Sales commission report, proqram example..................................... 216
Second secondary file--set Tertiary file
Secondary file.................... 42,52,57. 8 9 (see alsc Tertiary file)
Selecting input-file cards based on matching of files and/or calculation results--programming tip........ 306
Selecting last card of each control group.................................... 28,172 Proqramming tip............................ 303
Sequence--see
Collating sequences (Appendix D);
COMP (ccmpare)
File description specifications (col.18)
File extension specifications (cols. 45 and 57)
Input
specifications
(ccls. 15-18)
LOKUP (table look-up)
Matching fields;
Matching of card files;
Nature of the card-type sequence check;
Sequence checkinq (card types); and
Sequence checking (data fields)
Sequence
for Matching of files--see Match-
ing of card files, and Matching fields;
for Ccmparing--ste CCMP;
for.table data--see LCKUP, and Sequence of tables
Sequence checkinq (card types)....... 57,63
Sequence checkina (data fields) \(42,48,89,233\)
Sequence of entries
Calculation specifications............ 103
File description specifications....... 52
File extension specifications........ 160
Input specifications................. 57,79
output-format specifica-
tions.................... 168,17C,192,196
Sequence of tables............... 149, 160, 162
Sequence specifications
File description.......................... 53
File extension........................... 162
Input.................................... 56,58
SETOF (set indicators off).............. 140
SETON (set indicators on)................ 140
Setting indicators (by calculaticn specification)........................... 140 (see also SETON and SETOF)
Sign remcval 137,283,301(ste also Edit word; Preventing12-overpunch; and zero supfress)
Signs--see Arithmetic operations;
Edit word; Preventing 12-overpunch; Sign removal; Zerosufpress, Zoned; and Zones
Sign reversal--programming tip ..... 283
Signed fields. ..... 206
Single-card total elimination-- programming tip ..... 295
Skip ..... 172
Skip After ..... 173
(see also Fcrmms overflow; Indi-cators, OF/OV; and Cverflow-output time)
Skip Before ..... 173
Slash-asterisk card. ..... 39
Source deck ..... 9
Source proqram ..... 9
Spac ..... 172
Space After. ..... 172
Space Before ..... 172
Space suffress ..... 173
Special characters--definition ..... 25
Specification cards ..... 9
Specificaticns ccmmon to all forms.. 50, 314
specifications summary ..... 314
Calculation ..... 326
File descripticn ..... 34
File extension. ..... 321
Input ..... 315
output-format ..... 322
Specifications types--summary ..... 12
Split ccntrcl fields........................ 88
Square roct--proqramming tip ..... 286
Stacker selection ..... 8,43
Input specifications ..... 77
Cutput-fcrmat specificaticns. ..... 170
Programming tips.................... 303,306
Standard ccllating sequence ..... 266
Status fcrtion of edit wcrd--seeEdit word
Sterling sign position ..... 57,167
Storage requirements Processing of object proqram ..... 255
Basic routines ..... 255
Fílds, literal, and indicatcrs ..... 256
Input/output routines ..... 256
Frocessing routines ..... 256
Program generaticn ..... 255
Storaqe requirements--minimizing ..... 27
SUB (subtract) ..... 127
Subroutines--see
Easic Assembler Language; EXIT;and GOTC
Summary of indicators ..... 313
Summary of RPG specifications--seespecifications summary
Summary runching................. 178, 201,253Summary punching matching-grouptotals into primary trailer
cards--programming tip. ..... 307
Symbcls used in this manual ..... 26
Table-input cards ..... 157
Format ..... 157
Rules for creation ..... 158
Table look-up--creating table-input cards--see Table-input cards
Table look-up operations ..... 149
Application example ..... 243
Points to note ..... 157
(see also File extensicn specifi-cations; LOKUP; and Table-inputcards)Table look-up, steps to implement
lock-u ..... 150
With argument table only.......... 154, ..... 155
With argument and function tables. ..... 155
Table name ..... 192
Second (alternating) tabl ..... 162
(see alsc LOKUP; and RLABL)
Tables, loading of.................... 150,160
TAG (destination of a rranch,
within RPG) ..... 142
Terminology used in this manual ..... 24
Terms--definition of ..... 24
Tertiary file
results of Testing ..... of
calculations--see
Resulting indicators, calculationspecifications
TESTZ (test zone) ..... 139
Time requirements ..... 259
Program generation ..... 259
Time sharing ..... 10
Timing for the RPG froqram ..... 259
To entry (input specifications) ..... 80
Total-level indicators--see Indica-
tors, L0, L1-L9, LR
Total-printing--see group-printingTotal time.................... 26, 103, 167,176
Total-time calculaticns............... 26, 104
Total-time calculations based on
type of last preceding card--
programming tip. ..... 280
Total-time calculaticns on "run-in"..... 30
Total-time output................ \(26,167,170\)
Total-time output on "run-in"........ 30,176
Total-time processing on
"run-in". ..... \(30,143,176,290\)
(see also GOTO)
Trailer cards in frimary file--programming tip........................... 307Translation table (altered collat-ing sequence)267
Twelve overpunch--see
Edit word;
Preventing 12 -overpunch
Siqn removal;
Zero suppress;
Zoned; and
Zones
Type (H/D/T), output specifications ..... 170
```

units to dozens: ccnversion--
frcgramming tip....................... }28
Universal-total indicatcr--see
Indicators, L0
Updating tables......................... }15
Us\inr-sp\incifi\epsilond ccllating s\inquence...... 266
Usinq RpG........................................}
Variable-length fields in one card
type--see Indexing
Whole number--see Integer
Z-ADD (zero and add).................... 127
z-SUB (z\inrc and subtract)............... 127
Zero--distinction frcm letter 0.......... 26
Zero
Minus zero--see Mcve cperations;
and TESTZ
Plus zero--see Arithmetic opera-
tions; Field indicators; Move
op\inrations; and TESTZ

```
```

Zero elimination--see
Edit word; and
Zero suppress
Zero-or-Blank/Equal indicators.......... 32
Calculaticn resulting indicators
195,116,117.137,139,151
Field indicators................... 98,101
Output-format specifications..... 176,195
(see also Zones)
Zero suppress........................... 193
(see alsc Constant; Decimal posi-
tions; Edit word; and Packed)
Zone elimination--s\epsilone Edit word;
Programming tips; Sign removal;
and Zero suppress
Zone, of record identification code..... 79
Zone punches in input fields: how
to distinguish--proqramming tip...... }28
Zone-testinq operations--see TESTz
Zoned--when are fields zoned............ 206
Zoned and unzoned fositive field:
control without control break--
proqramming tip...............................}27
zones.... 43,79,79,\varepsilon1,88,98,121,133,159,193
194,203,204,206,266

```
- How did you use this publication?

As a reference source
As a classroom text
As a self-study text
- Based on your own experience, rate this publication . . .

As a reference source:
\begin{tabular}{lllll} 
Very & Good & Fair & Poor & Very \\
Good & & & & Poor
\end{tabular}

As a text:
\begin{tabular}{lllll} 
Very Good & Fair & Poor & \begin{tabular}{l} 
Very \\
Good
\end{tabular} &
\end{tabular}
- What is your occupation?
- We would appreciate your other comments; please give specific page and line references where appropriate. If you wish a reply, be sure to include your name and address.
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[^0]:    - System/360 Model 20 CES Feport Eroqram Generator

[^1]:    One proqram cycle extends from entry point A at the top of the Program Logic Chart (Figure 6) throuqh exit point A at the bottom; i.e.. from detail-output time through total and overflow time and throuqh detail-calculation time. It is permissible--if called for by an unusual job requirement--to qive output instructions for more than one point in this cycle, and/or by separate aroups of instructions for the same cycle-time segment, for the same card file. This is done by card-output entries for more than one output time (total-time output, overflow-time output, detail-time output), and/or by card output entries with repeated definitions of the same file for the same output time (and/or by branching (GOTO) from detail to totał time). The usef fust then clearly understand the consequences:

[^2]:    In the rare situaticn--descriked in the section Prcgram_Logic, Total-Time Prccessing_on "Run-in"--where cnly scme card types have contrcl field (s) specified in the input specifications, and no cards of these types ever cocur thrcughout the job, total-time processing will be bypassed throughout the job. Therefore, $\in v \in n$ though the $L$ i indicator will turn on $k \in f o r e ~ t c t a l-~$ time processing, it cannot be utilized since no total-time processing will take flace. The program will terminate as soon as LR has turned cn.

[^3]:    Although Matching Fields are freguently used concurrently as control fields (indicators $\mathrm{I} \cdot 1-\mathrm{T} 9$, the $\mathbb{N} \mathrm{R}$ and Ix indicators are independent--i.e., file matching and group control have no inherent connection. In considering the status of $I$-indicators (if control levels are specified), the files to be matched should be thought of as though they resulted in one continuous merged file--even if they are not being merged. (However, Matching Fields and Control Level are related to the extent that controlfield compariscns are only performed when cards frcm pertinent files are processed; this, in turn, is based on the Matching Fields operation.)

[^4]:    Note_ 1: Thrcughout the puklication, it is stat $\epsilon \bar{d}$ trat File Names and Field Names must not contain $\in m b \in d d \in d$ blanks, and only alphatetic cr numeric characters are allowed. Actually, the frogram checks only that the first character is cne of the 29 defined as alphabetic. Subseguent characters may be any cf the 256 EBCDIC characters. FCr compatibility with cther fPGs, however, the stated restrictions shculd be adhered tc.

[^5]:    However, for compatibility with other RPGs, the order in which input (or combined) files are recorded in the file Description Specifications should conform to that in the Input Specifications, and column 16 should contain a specificaticn:
    $P$ (Primary) =The only infut (cr combined) file, or the input (or combi$n \in d)$ file reccrded first on the Infut $\mathrm{Sp} \mathrm{\in cifications}$ form.
    $S$ (Secondary)=The second or third input (or combined) file on the Input Specifications form.

    The $C, F$, and $T$ entries do rot afply to Model 20 card RPG.

